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Abstract

Allocation of complex tasks has attracted significant attention in crowdsourcing area recently, which can be categorized into decomposition and monolithic allocations. Decomposition allocation means that each complex task will first be decomposed into a flow of simple subtasks and then the subtasks will be allocated to individual workers; monolithic allocation means that each complex task will be allocated as a whole, which includes individual-oriented and team formation-based approaches. However, those existing approaches have some problems for real crowdsourcing markets. On the other hand, workers are often connected through social networks, which can significantly facilitate crowdsourcing of complex tasks. Therefore, this thesis investigates crowdsourcing in social network context and presents models to address the typical problems in complex task allocation. The main contributions of this thesis are shown as follows.

First, traditional decomposition allocation for complex tasks has the following typical problems: 1) decomposing complex tasks into a set of subtasks requires the decomposition capability of the requesters; and 2) reliability may not be ensured when there are many malicious workers in the crowd. To this end, this thesis investigates the context-aware reliable crowdsourcing in social networks. In our approach, when a requester wishes to outsource a task, a worker candidate’s self-situation and contextual-situation in the social network are considered. Complex tasks can be performed through autonomous coordination between the assigned worker and his contextual workers in the social network; thus, requesters can be exempt from decomposing complex tasks into subtasks. Moreover, the reliability of a worker is determined not only by the reputation of the worker himself but also by the reputations of the contextual workers, which can effectively address the unreliability of transient or malicious workers.
Second, traditional individual-oriented monolithic allocation for complex tasks often allocate tasks independently, which has the following typical problems: 1) the execution of one task seldom utilize the results of other tasks and the requester must pay in full for the task; and 2) many workers only undertake a very small number of tasks contemporaneously, thus the workers’ skills and time may not be fully utilized. To this end, this thesis investigates the batch allocation for tasks with overlapping skill requirements. Then, two approaches are designed: layered batch allocation and core-based batch allocation. The former approach utilizes the hierarchy pattern to form all possible batches, which can achieve better performance but may require higher computational cost; the latter approach selects core tasks to form batches, which can achieve suboptimal performance with significantly reducing computational cost. If the assigned worker cannot complete a batch of tasks alone, he/she will cooperate with the contextual workers in the social network. Through the batch allocation, requesters’ real payment can be discounted because the real execution cost of tasks can be reduced, and each worker’s real earnings may increase because he/she can undertake more tasks contemporaneously.

Third, traditional team formation-based monolithic allocation for complex tasks has the following typical problems: 1) each team is created for only one task, which may be costly and cannot accommodate crowdsourcing markets with a large number of tasks; and 2) most existing studies form teams in a centralized manner, which may place a heavy burden on requesters. To this end, this thesis investigates the distributed team formation for a batch of tasks, in which similar tasks can be addressed in a batch to reduce computational costs and workers can self-organize through their social networks to form teams. In the presented team formation model, the requester only needs to select the first initiator worker and other team members are selected in a distributed manner, which avoids imposing all team formation computation loads on the requester. Then, two heuristic approaches are designed: one is to form a fixed team for all tasks in the batch, which has lower computational complexity; the other is to form a basic team that can be dynamically adjusted for each task in the batch, which performs better in reducing the total payments by requesters.

Forth, current workers are often naturally organized into groups through social networks. To address such common problem, this thesis investigates a new group-oriented
crowdsourcing paradigm in which the task allocation targets are naturally existing worker groups but not individual workers or artificially-formed teams as before. An assigned group often needs to coordinate with other groups in the social network contexts for performing a complex task since such natural group might not possess all of the required skills to complete the task. Therefore, a concept of contextual crowdsourcing value is presented to measure a group’s capacity to complete a task by coordinating with its contextual groups, which determines the probability that the group is assigned the task; then the task allocation algorithms, including the allocations of groups and the workers actually participating in executing the task, are designed.

In summary, this thesis develops new models to cover the shortages of previous complex task allocation works and designs efficient algorithms to solve the corresponding problems by considering the social network contexts. Experimental results conducted on real-world datasets collected from some representative crowdsourcing platforms show that the presented approaches outperform existing benchmark approaches in previous studies.
Chapter 1

Introduction

Crowdsourcing is a task allocation paradigm in which a requester allocates tasks to a group of workers chosen from a population [1, 2]. Crowdsourcing is often suitable for tasks that are trivial for humans but difficult for computers [2, 3], which include simple tasks such as annotation [4] and classification tasks [5], and complex tasks such as software development [6] and product design [7]. Compared with traditional task allocation, the advantages of crowdsourcing include faster completion speed [8], lower costs [9], higher accuracy [10], and completion of tasks that computers cannot perform [11]. There are many crowdsourcing platforms have been developed, such as Amazon’s Mechanical Turk [12], UPwork [13], and MicroWorkERs [14].

Despite the rapid development of crowdsourcing, it is usually challenging to allocate complex tasks in real crowdsourcing markets [15–18]. As more and more people are using crowdsourcing, the tasks released are often with complex characters, e.g., requiring different skills; and such complex tasks are too complex to be completed by a single worker. Existing studies on complex task allocation in crowdsourcing can be categorized into two categories: decomposition allocation [19, 20] and monolithic allocation [2, 21]. Decomposition allocation means that each complex task will first be decomposed into a flow of simple subtasks and then the decomposed subtasks will be allocated to individual workers; monolithic allocation means that each complex task will be allocated as a whole to an individual worker or a formed team of workers. However, we find that those approaches have certain problems, such as decomposing complex
tasks bring heavy burden to requesters and workers’ skills as well as time may not be fully utilized, so they sometimes cannot adapt to the real crowdsourcing markets in which tasks and workers are numerous and dynamic.

Nowadays, with the significant development of social networks [22–24], the crowd of workers is often connected by social networks [25–29] and many related studies have harnessed the crowdsourcing power of social media [30, 31]. For example, social networks such as Facebook and Twitter can also be considered as crowd providers [32]. Specifically, the crowdsourcing power of social networks has been used for disaster relief [30]. Generally, the advantages of social networks for crowdsourcing include at least the following parts: 1) workers within a social network are more inclined to cooperate with each other to execute a complex task [23]; 2) it is easier to find professional and helpful workers through social networks because real-world social networks include many professional groups [33], and many users of social networks undertake outsourced tasks not only for monetary return but also due to interest or willingness to share with their friends [27]; and 3) social networks can broadcast outsourced tasks more rapidly, thereby hastening the completion of tasks [22, 30].

Therefore, by considering social network factors, this thesis is committed to solve the limitations of the related work on complex task allocation in crowdsourcing by proposing new approaches and models. First, in order to solve the problem that single worker cannot complete the complex task reliably, this thesis builds a context-aware reliable task allocation model and uses reputations to ensure reliability. Second, this thesis builds a new batch allocation model to solve the limitations of the retail-style task allocation where each task is executed independently and the requesters must pay in full, and workers’ skills may not be fully utilized. Third, this thesis proposes distributed team formation mechanisms to solve the limitations of existing team formation studies in which each team is created for only one task and teams are formed in a centralized manner by requesters. Fourth, this thesis builds a group-oriented task allocation model to solve the limitations of the existing team formation work where workers are not sufficiently cooperative, reliable and effective. The four pieces of work are shown as follows.
1.1 Context-Aware Reliable Crowdsourcing

Generally, the micro-tasks-oriented crowdsourcing platforms have two typical limitations: complex tasks cannot be executed directly, and the workers may be transient and unreliable. Existing studies often addressed the two limitations as follows: complex tasks are decomposed into a set of micro-subtasks that can be solved in multiple phases [2], and reliability is achieved by assigning each task redundantly to multiple workers [34, 35]. However, they have the following problems:

1) In existing studies of crowdsourcing complex tasks in which tasks are decomposed to a set of interdependent micro-subtasks, the requesters must determine the optimal task decomposition. Thus, some requesters may abandon using crowdsourcing to accomplish a large number of complex tasks since they cannot bear such heavy burden by themselves. Moreover, the offline decomposition of tasks may not match the real-time situation of workers because the available workers may be dynamically changed at some crowdsourcing platforms [36].

2) In existing studies of achieving reliability by redundantly assigning each task to multiple workers, reliability may not be ensured when there are many malicious workers in the crowd [37–39]. Although some studies introduced the reputation mechanism to cope with malicious workers [40], reputation may be undeterminable in traditional crowdsourcing platforms due to the transient characteristics of workers.

Nowadays, with the significant development of social networks, the crowd of workers is often connected by social networks [25–29]. With the social network, crowds could undertake the task that is too hard to a single worker. Consider the following motivating scenario:

[Scenario 1.1: A crowdsourcing example utilizing contextual resources]In the Lushan earthquake that occurred on April 20, 2013 in China, many donated supplies such as tents and foods were aggregated in nearby cities, but it was difficult to deliver these supplies to the rural villages. Therefore, the charitable organization called upon
volunteers to help deliver supplies at some Chinese social media platforms such as Weibo and Renren. Usually, more than one person is required to deliver a block of tents; the required group includes one driver with a truck, a local guide, and several porters. Thus, if a volunteer wished to undertake a delivery task, he/she would find other partners in social networks and they would make the delivery together. Let there be a truck driver who offers, through a social media platform, to deliver and who is approved by the charitable organization, he/she will then seek other trusted partners, including a local guide and several porters, through his/her social network. After the truck driver finds the necessary partners, they can cooperate to complete the delivering task. Finally, the truck driver and his/her partners achieve certain reputations through completing the task, and they can apply for new delivery tasks by virtue of their reputations.

Motivated by this example, it is natural to think using social networks to form a team and then undertake the complex task. In fact, there are now some related studies that are often implemented by team formation in which a team of workers that can perform outsourced tasks is found through social networks [41–43]. However, the requesters must undertake heavy computing loads for selecting appropriate team members [41, 42]. Moreover, these related studies often assume that the team members are reliable, which may sometimes not conform to the actual situation [43].

To address the two critical problems of traditional crowdsourcing systems that are not solved by existing studies on crowdsourcing in social networks, this thesis presents an approach for context-aware reliable crowdsourcing in social networks. The context of a worker in the social network can be defined as the counterparts that interact with this worker through the social network [44]. In our approach, when a requester wishes to outsource a task, a worker candidate’s self-situation and his/her contextual-situation in the social network are considered.

With our approach, the two problems in existing studies are addressed in social network environment as follows.

1) The requester only needs to assign a task directly to workers without decomposing the tasks; the assigned workers will then start to execute the complex tasks by autonomously coordinating with other workers in the social network context.
Therefore, the requester avoids heavy computing load when decomposing complex tasks, thereby enabling more requesters to accomplish a large number of complex tasks through crowdsourcing. Moreover, our approach is implemented by the autonomous coordination among workers, which offers an appropriate fit to real situation in which the set of available workers may be dynamically changed.

2) The reliability of a worker is determined not only by the reputation of the worker himself/herself but also by the reputations of his/her contextual workers. Even when a worker comes to the system for the first time, his/her initial reputation can be measured through the past experiences of his/her contextual workers. Therefore, reliability of the transient workers can be achieved.

Our context-aware crowdsourcing approach involves assigning a principal worker who will then recruit other assistant workers from the social network, which should satisfy the following general objectives: the communication cost and the reservation wages are minimized and the total reputations are maximized. This optimization problem is proved to be NP-hard in Chapter 3; thus, a heuristic approach that can be realized in reasonable time complexity is then presented. In the approach, a concept of crowdsourcing value is defined to measure the probability of a worker being assigned a task when the context of the worker in the social network is considered. In this way, workers with higher crowdsourcing values can be preferentially selected to perform the task. Experimental results show that the presented approach can achieve higher task allocation and execution efficiency than the previous benchmark approaches and can achieve higher reliability by adopting the contextual reputation mechanism.
1.2 Batch Allocation for Tasks with Overlapping Skill Requirements

In previous work on crowdsourcing, the task allocation is categorized into two types [45]: for simple tasks that are atomic computation operations, tasks are directly allocated to proper individual workers [46, 47]; for complex tasks involving many computational operations, tasks may either be decomposed into micro-subtasks allocated to individual workers [2, 48] or be directly allocated to a team of workers through team formation [21, 49].

In existing studies, the allocations of different tasks are independent from one another, regardless of whether the tasks are simple or complex. In other words, previous task allocation is similar to the retail business in markets, in which tasks are allocated individually and independently. Next, a real-world example of this approach is presented.

At the leading crowdsourcing website, www.upwork.com, there are two web development tasks that are posted at the same time: developing a B2C website and developing an O2O website. With existing task allocation methods, the two similar tasks will be dependently allocated to different workers. Obviously, such a solution may not be sufficient, since the two tasks have many similarities and may be mutually beneficial, e.g., many of the infrastructures and basic components of B2C and O2O websites are the same or similar. In fact, if the two tasks are allocated to the same worker, significant development cost may be saved because the development of two similar websites can be combined and experiences that are learned from developing one website can be applied when developing the other.

In general, there are some drawbacks with the retail-style task allocation in traditional crowdsourcing, which can be summarized as follows:

1) Retail-style task allocation cannot scale to large-scale concurrent tasks, because each task needs to be allocated independently from scratch, which may involve repeatedly solving for the optimal matching between tasks and workers. In fact,
it is common for some tasks on a crowdsourcing website to have similar sets of required skills and for each type of skill to be required by more than one task. For example, we find that each skill is required by at least 31.36 tasks on average at the Freelancer website and by at least 13.58 tasks on average at the Upwork website. Inspired by this observation, it may be possible to integrate the skill-overlapping tasks and allocate them in batches, which can save allocation cost and be scaled to large-scale concurrent tasks.

2) Retail-style task allocation requires each requester to pay in full for his/her task because each task will be completed independently from scratch. In fact, many tasks within the same category at a crowdsourcing website may be similar. For example, by analyzing 4950 tasks that were randomly collected from the category of web and mobile development at the Upwork website, we find that 769 tasks involve WordPress, 731 tasks involve PHP, and 683 tasks involve Website Development. It may be possible to integrate similar tasks and let them be performed by the same workers, which can allow the partial execution results of one task to be reused by another similar task. This approach can reduce the execution cost of tasks so that the system can discount the real payment that is required from requesters.

3) Retail-style task allocation may not fully utilize workers’ skills because many workers undertake no more than one task contemporaneously. For example, we find that the period during which workers contemporaneously undertake no more than one task occupies 61.58% of the workers’ total duration at the Upwork website and 80.16% at the Freelancer website. In fact, one task often uses only a fraction of a worker’s resources. On the other hand, many crowdsourcing tasks have long deadlines; for example, by analyzing 7395 tasks that were randomly collected from the Upwork website, we find that the average completion time is 97.76 days. It is thus possible to allocate more than one task to the same worker. Moreover, when the system allocates a batch of tasks to a worker, the system can discount the real payment for each task so that the requesters pay less; when a worker can undertake more than one task contemporaneously, the worker can receive higher hourly payment compared with the retail-style task allocation.
Chapter 1. Introduction

To address the above problems, this thesis presents a novel batch allocation approach for tasks with overlapping skill requirements. Our approach is inspired by the concept of wholesaling which denotes that batched goods are allocated to individuals with the goal of lowering cost [50]. First, we integrate similar tasks into a batch according to their skill requirements; then, the integrated tasks will be allocated in batch to some workers. Next, we describe an example scenario to demonstrate our idea:

[Scenario 1.2: An example of batched tasks in crowdsourcing] Currently, at www.upwork.com, there are three real tasks with long deadlines: 1) task 1, which requires skills ‘Java, HTML, JavaScript, PHP’ and has a budget of $50; 2) task 2, which requires skills ‘Java, Web design, website development’ and has a budget of $100; and 3) task 3, which requires skill ‘Java’ and has a budget of $50. The system can integrate the three similar tasks and determine that the overlapping skill is ‘Java’; then, the system will allocate the three tasks in batch to a worker with excellent Java programming skills (such as the highest-rated Java developer at www.upwork.com). Moreover, the system may discount each requester’s real payment because the three tasks are allocated in batch to the same worker and, thereby, the execution may be delayed and the execution cost may be reduced; on the other hand, the assigned worker can also earn more hourly wages by undertaking three similar tasks contemporaneously.

If the workers assigned by the requesters can satisfy all skill requirements of the tasks, they will perform the tasks by themselves. However, if the workers cannot complete the tasks in the batch by themselves, they will coordinate with other workers in their social network to execute the tasks but not turn to the requesters, the reason is that the personal characteristics of workers are often invisible to the requesters [27] and the requesters may not have enough expertise to justify whether a worker has qualified professional skills to complete the tasks effectively; moreover, the requesters cannot bear the heavy burden of coordinating workers [51]. On the other hand, if the worker cannot complete the task by himself/herself and does not collaborate with others to complete the task, his/her reputation will be reduced.

Batch allocation has the following advantages: 1) batch allocation can save on task allocation time, which allow the system to scale to accommodate large-scale concurrent tasks; 2) the crowdsourcing systems discount the real payment for batched tasks so the
requesters pay less; and 3) the workers can receive higher hourly payment than with the previous retail-style task allocation.

The problem of achieving optimal batch allocation is NP-hard. To solve such an NP-hard problem, at first we present a layered heuristic approach, which utilizes the hierarchy pattern to form all possible batches and then performs batch allocation by considering the real situations of batches and available workers. This approach can achieve good performance but has high computational cost since all possible batches must be formed and observed. Then, we propose another core-based heuristic batch allocation approach, which selects core tasks to form suboptimal batches with lower computational cost.

1.3 Distributed Team Formation for a Batch of Tasks

In general, existing related studies on team formation in crowdsourcing typically have the following two characteristics. First, they are individual task-specific, i.e., a new team must be formed from scratch each time when a complex task is published at the crowdsourcing platform; thus, this method may be costly and cannot adapt to general crowdsourcing markets with a large number of tasks. Second, they are requester-focused, i.e., team formation is often implemented in a centralized manner by the requester. Although a few studies [52] presented a self-organized strategy where the hired workers can select the teammates themselves, the requesters must undertake a large amount of work around the hiring and training of the initial candidate workers. Such a requester-focused team formation approach may be extremely burdensome to the requesters, who are required to have information on all candidate workers to make good decision; moreover, the requesters sometimes may not have enough expertise to justify whether a bidding worker has qualified professional skills.

Our solution to address the above drawbacks in team formation is motivated by the following observations in popular crowdsourcing systems.
1) The skill requirements of many tasks in the same category at a crowdsourcing website are often similar. This phenomenon is common at many crowdsourcing websites, which is shown in Section 1.2. It would be useful to integrate these tasks with similar skill requirements into a batch to save on computational costs.

2) Workers are often connected through social networks and cooperate with each other. Some recent notable studies [26, 27] have shown that workers often communicate via phone, forums, chat, Facebook, or in person to share information about tasks and requesters and workers can self-report their social connections to other workers. Moreover, the workers within a social network are often cooperative [53, 54]. Therefore, it is possible that workers can self-organize team formation through the social networks. Moreover, this thesis attempts to explore a distributed approach different from the study in [52]: the requester needs not undertake hiring and training of the candidate workers but only needs to assign the worker for initializing the team formation for a batch of tasks.

Being inspired by the first observation, it is possible to form a versatile team for a batch of tasks with similar skill requirements, which can both reduce the team formation cost and make team members contemporaneously undertake more than one task to reduce real execution cost of tasks since the partial execution results of one task can be reused by another similar task undertaken by the same worker. Being inspired by the second observation, it is possible that workers can self-organize the team formation.

Therefore, this thesis investigates distributed team formation for a batch of tasks in crowdsourcing. In general, the cost of team formation-based crowdsourcing in existing benchmark studies [43, 55–57] includes computational cost of forming teams, payments by requesters, and cost of communication among team members; thus, we set weights to make trade-off among them to calculate the total cost. Minimizing the total cost of team formation-based crowdsourcing for a batch of tasks in a social network is proven to be an NP-hard in the thesis.

To solve such an NP-hard problem, at first we present an approach to form a fixed team for all tasks in the batch. This approach has lower computational complexity, but requesters need to pay more because each team member should be paid even such
member does not execute a task in the batch. Therefore, to reduce the total payments by requesters, we then present another approach to form a basic team that can be dynamically adjusted for each task in the batch. In both approaches, each team member’s factual income can be improved although the total payments of requesters are reduced, because each team member undertakes more tasks contemporaneously.

In our approaches, first, a worker is selected by the requester to initialize the team formation process to select another qualified worker to join the team. The existing team members can select other qualified workers to join the team step by step until a suitable team for the batch of tasks is formed. Therefore, except for the initiator, the team members are selected in a distributed manner. The requester only needs to select the first initiator worker, which avoids imposing all team formation computation loads on the requester.

1.4 Group-Oriented Task Allocation for the Crowdsourcing

As stated in Section 1.3, team information has been used for crowdsourcing in which the requester seeks a team of workers who can cooperate to perform a complex task that requires various skills. The following scenario is a typical team formation case:

[Scenario 1.3: Team formation-based crowdsourcing] At www.upwork.com, there is a real task ‘C#.NET Developer to Teach Coding Course’ that requires the skills of ‘Asynchronous I/O’, ‘C#’, ‘CSS3’, ‘Genetic Algorithms’, ‘HTML5’, and ‘JavaScript’. Because the set of required skills of the task is large, it is difficult to find an appropriate worker who can satisfy all of the skill requirements. The requester must recruit a team of workers to perform such a complex task. Now, three workers might be recruited by the requester to form a team to perform the task: Alexander, who has the skills of ‘JavaScript’, ‘CSS3’, and ‘HTML5’, Jay, who has the skills of ‘Asynchronous I/O’ and ‘C#’, and Ivan, who has the skill of ‘Genetic Algorithms’.
Although the formed team can satisfy the skill requirements of the task, the above solution might have the following limitations. 1) *Alexander, Jay and Ivan have no cooperation experience in the past, so they might not cooperate smoothly in executing the task, e.g., the code of Alexander might be not compatible with that of Jay.* 2) *The team of Alexander, Jay and Ivan is only hired by the requester of task ‘C#.NET Developer to Teach Coding Course’. Now, there is another task ‘C#.NET Developer to Teach Senior Level Coding Course’ that requires additional skill of ‘PHP’, a new team needs to be formed from scratch if we use the previous team formation-based crowdsourcing approach; clearly, this method will waste great computational costs of team formation when there are many similar tasks.*

From the above case, we can generalize the typical limitations of existing team formation-based crowdsourcing studies, shown as follows.

1) A **team is formed artificially and might be not sufficiently reliable.** The reason is that the team members are called transiently and have no cooperation experience in the past, so they might not cooperate smoothly and effectively for executing the assigned task. Moreover, workers in a team can come from different social organizations and might even be non-cooperative in performing the tasks [58].

2) A **team is tailored only for a special task; thus, it is not effective for other tasks.** Each time a complex task is published, a new team should be formed from scratch; thus, such a mechanism will bring heavy task allocation costs in crowdsourcing markets in which tasks are numerous and dynamic [44, 59].

To address the above limitations of crowdsourcing based on artificial team formation, this thesis explores a new crowdsourcing paradigm that can utilize the natural organization form of people in social networks. In reality, people are often naturally organized into groups through social connections [23, 33, 60, 61]. For example, many natural groups exist in which people are grouped according to gender, affiliations, research interests, or other common factors [22, 62, 63]; mobile device users within an area are grouped as a mobile cloud to provide pervasive crowdsourcing services [29]. The natural group is different from the artificially-formed team because the former does
naturally exist in social networked crowds, but the latter is formed artificially and transiently for a special task. The phenomenon of people forming groups is common in real crowdsourcing systems. For example, at www.upwork.com, we find that the workers affiliated with any groups (i.e., agency freelancers) can constitute 47% of the total workers; at the Github website, there were 226,449 groups registered from January 1, 2016 to June 30, 2016.

Therefore, this thesis presents a novel group-oriented crowdsourcing paradigm, in which the task allocation targets are naturally existing worker groups but not artificial teams or individual workers. With this novel crowdsourcing paradigm, the two typical limitations of team formation can be directly addressed. 1) Because the workers within the same group have common characteristics and often have rich cooperation experience, it is more probable that the workers can cooperate smoothly and effectively in performing a new task. 2) Groups are organized naturally and can be assigned varying tasks; thus, groups can better fit the crowdsourcing markets with varying tasks than can teams tailored for specific tasks.

The following motivating example is a typical group-oriented crowdsourcing case:

[Scenario 1.4: Natural group-oriented crowdsourcing] At https://github.com, the workers are grouped according to their participating open source projects. Now there is a real project ‘Iaravel- A PHP Framework for Web Artisans’ involves a group of workers with the professional skills of “Java, JavaScript, and PHP”. Now, there is another task ‘design a responsive website’ that requires the set of skills ‘Java, JavaScript, PHP, and HTML5’. Because most skills of the task can be satisfied by the group, the requester can directly allocate the task to the group. Thus, the group is assigned varying tasks, which can utilize the group members’ cooperation experiences to perform the new task and can save much task allocation costs.

However, because groups are organized naturally, an allocated group might occasionally not possess the complete skills of the task. Moreover, some recent studies have shown that workers are often connected through social networks [26, 27]. Thus, the workers of one group can coordinate with other workers of the contextual groups for assistance [64], in which the context of a group primarily means the counterpart groups
interacting with this group through the social network. For example, in Scenario 1.4, the group lacks HTML5 skill required by the new task; thus, the group needs to coordinate with another contextual group with HTML5 skill.

Therefore, this thesis presents a context-aware approach for group-oriented task allocation in crowdsourcing, in which a group candidate’s self-situation and its contextual-situation in the social network are considered when the requester wishes to assign a task to such group. Generally, the main challenges in this context-aware approach include: 1) how to measure the probability of a group being allocated a task by considering its contextual groups; and 2) how an assigned group coordinates with other contextual groups for seeking assistance in performing the task.

To solve the main challenges stated above, at first we present a metric of contextual crowdsourcing value of a group to measure the group’s capacity to perform a task by coordinating with its contextual groups, which determines the probability that the groups is assigned the task; we then present a method to model the coordination among groups for performing the task. Finally, we present the task allocation algorithms that include: 1) assigning the task to a principal group according to the candidate groups’ contextual crowdsourcing values; 2) allocation of assistant groups if the principal group cannot complete the task along by itself; and 3) selection of workers actually participating in executing task from the principal and assistant groups.

1.5 Research Contributions

Our major contributions in this thesis are summarized as follows:

- We propose an approach for context-aware reliable crowdsourcing in which requesters avoid decomposing complex tasks into micro-subtasks, and the reliability of a worker is determined not only by the reputation of the worker himself/herself but also by the reputations of his/her contextual workers. Thus, the two critical problems of traditional crowdsourcing systems are solved by the presented approach. We first prove the research problem is NP-hard. Then, we define a concept of crowdsourcing value and propose a heuristic approach to
solve the research problem in reasonable time complexity. Theoretical analyses and experiments on a real-world dataset testify that the presented approach can achieve significantly higher task allocation and execution efficiency than the previous benchmark task allocation approaches, and the presented contextual reputation mechanism can achieve relatively higher reliability when there are many malicious workers in the crowd.

- We propose a batch allocation approach in which similar tasks can be integrated and allocated in a batch, which can make requesters pay less and workers receive higher payment than can the previous retail-style task allocation. We first prove the problem of achieving optimal batch allocation is NP-hard. Then, we present two approaches to solve the problem. The first one is called layered heuristic approach which utilizes the hierarchy pattern to form all possible batches and then performs batch allocation by considering the real situations of batches and available workers. The layered heuristic approach can achieve good performance but has high computational cost, so we propose another core-based heuristic batch allocation approach which selects core tasks to form suboptimal batches with lower computational cost. The theoretical analyses and experiments testify that the batch allocation achieves better performances comparing with the previous benchmark methods.

- We propose a distributed team formation approach for a batch of tasks in crowdsourcing. The proposed approach can solve the two typical drawbacks of existing team formation studies: each team is created for only one task, which may be costly and cannot accommodate crowdsourcing markets with a large number of tasks; and most existing studies form team in a centralized manner by the requesters, which may place a heavy burden on requesters. In the approach, we set weights to make trade-off among the different costs to calculate the total cost of forming a team, and we prove the problem of minimizing the total cost is NP-hard. Then, we propose two approaches to solve the problem. One is to form a fixed team for all tasks in the batch, and the other is to form a basic team that can be dynamically adjusted for each task in the batch. In comparison, the former approach has lower computational complexity but the latter approach performs better in reducing the
total payments by requesters. Experiments on a real-world dataset show that our approaches outperform the previous benchmark approaches.

- We propose a group-oriented task allocation approach to address the previous individual-oriented or team formation-based crowdsourcing studies which do not consider the situation that workers are often naturally organized into groups through social networks. With the proposed approach, workers would be more cooperative and reliable to execute the assigned task, and a group could be better adapted to the crowdsourcing markets in which tasks vary significantly. At first we present a metric of contextual crowdsourcing value of a group and use it to measure the probability of a group being allocated a task. Then, we present a method to model the coordination among groups for performing the task. The experiments conducted on a real-world dataset show that our group-oriented approach outperform the previous benchmark individual-oriented and team formation approaches in several metrics.

1.6 Thesis Organization

The remainder of this thesis is organized as follows. Chapter 2 reviews the related works to provide context of this thesis. Chapter 3 explores a context-aware reliable task allocation model for crowdsourcing. Chapter 4 presents a batch allocation method to solve the drawbacks of traditional retail-style task allocation. Chapter 5 presents a distributed team formation approach for a batch of tasks to solve the limitations of previous team formation studies. Chapter 6 explores a new group-oriented crowdsourcing paradigm to solve the limitations of existing team formation studies. Chapter 7 summarizes the thesis and presents possible directions for future work.
Chapter 2

Related Work

In this chapter, we review existing research that is relevant to this thesis. First, we will introduce the two types of studies attempting to address the above problems for crowdsourcing complex tasks: decomposition allocation-based crowdsourcing and monolithic allocation-based crowdsourcing. In particular, we categorize the monolithic allocation-based crowdsourcing into individual-oriented crowdsourcing and team formation-based crowdsourcing. Then, we will introduce the current works on reliable crowdsourcing. Next, the works on crowdsourcing in social networks will be introduced. Finally, we will introduce the works on context-aware crowdsourcing and some other task allocation approaches.

2.1 Decomposition Allocation of Complex Tasks

Traditional crowdsourcing platforms, such as Amazon’s Mechanical Turk, are often oriented to micro-task markets. A popular method of performing a complex task is to decompose the task into a flow of simple subtasks and then combine the partial results of the subtasks to obtain the final answer [2, 20]. This approach is mainly used in the following two situations: in crowdsourcing systems that are oriented to micro-task markets, such as Amazon’s Mechanical Turk [65, 66], and when the workers are non-professional and can only complete simple or micro-tasks [67, 68]. In general, decomposing a complex task involves the following aspects: the task structure, which is
the subtask decomposition for the given complex task \cite{69, 70}; dependencies, which are the constraints among the subtasks \cite{71, 72}; and the workflow, which is the control flow among subtasks \cite{73, 74}.

An efficient task decomposition method is necessary for the crowdsourcing of complex tasks \cite{19}. Tran-Thanh et al. \cite{2} proposed the first crowdsourcing algorithm, BudgetFix, to solve complex tasks that involve various types of interdependent micro-tasks structured into complex workflows. Then, in their succeeding work \cite{48}, Tran-Thanh et al. further investigated the problem of multiple complex workflows, and they proposed an algorithm, Budgeteer, to determine the number of interdependent micro-tasks and the price to pay for each task within each workflow. Bernstein et al. \cite{75} used Mechanical Turk to present a word processing interface that can be used for proofreading and editing documents, which decomposed a complex task into three stages: Find, in which workers identify patches of the requester’s task that need more attention; Fix, in which other workers revise the patches that were identified in the previous stage; and Verify, in which newly allocated workers vote on the best answers from the Fix stage and perform quality control on the revisions. Moreover, Dai et al. \cite{76} used Bayesian network learning and Partially-Observable Markov Decision Processes (POMDP) to make dynamic control for workflow optimization.

Overall, the studies described above may place heavy computing loads on requesters, rendering them inappropriate when the number of complex tasks is large \cite{45}.

### 2.2 Monolithic Allocation of Complex Tasks

Monolithic allocation means that each complex task will be allocated as a whole to an individual worker or a team of workers and does not require the requesters to decompose complex tasks.
2.2.1 Individual-Oriented Allocation

Most previous studies adopted an individual-oriented crowdsourcing approach; thus, each worker can complete the allocated task individually and independently. Generally, there are two typical types of tasks in crowdsourcing; one is micro-task, and the other is complex task.

The micro-tasks are atomic computation operations and can be completed in minutes by non-professional individual workers [77, 78]. In fact, many traditional crowdsourcing systems, such as Amazon’s Mechanical Turk, are often designed for micro-task markets [79]. In the crowdsourcing of micro-tasks, each task is redundantly allocated to more than one individual worker to improve accuracy, and each worker executes the task independently; finally, the requester will select the correct result from the multiple answers from the redundant allocated individual workers [77].

On some crowdsourcing websites for complex tasks, such as www.upwork.com, complex tasks are often allocated to professional workers [78, 80] by considering the following three factors: matching degree between the task’s required skills and the worker’s skills [81–83], the reputation (or experience) of the worker [84–86], and the reservation wage of the worker [87–89]. Complex tasks are often allocated non-redundantly (e.g., in Section 6.3.1 Chapter 6, by randomly counting 6271 tasks in Upwork website, we find that 79.3% of tasks are allocated non-redundantly). Moreover, sometimes the requesters may interview the candidate workers using instant messaging software tools to determine whether the workers can complete the tasks [90, 91].

Many workers are connected by social networks [22, 92]; therefore, Bozzon et al. [41] presented an approach based on finding the most knowledgeable people in social networks to address the task. Moreover, if a complex task is allocated to a worker who cannot complete the task by himself, the assigned worker needs to forward the complex task to another worker with the necessary skills. Heidari and Kearns [93] performed a study on designing efficient forwarding structures from a worker to another worker.

In comparison, our study in this thesis not only allocates an entire complex task to a worker but also integrates some similar complex tasks with overlapping skill requirements, which can reduce requesters’ real payment and make use of the time of
workers better than previous studies since the assigned workers in our approach can undertake more tasks contemporaneously. Besides, the approach in Chapter 6 directly allocates the complex task to a group, and the workers in the allocated group cooperate to complete the complex task.

2.2.2 Team Formation-Based Crowdsourcing

Team formation is a general concept in many areas [49, 94–96], which mainly cares about the resource/skill requirements of tasks. In many existing studies, the team formation of workers is centrally controlled by the requester, in which interested candidate workers advertise their skills and bid for participation on the team. Liu et al. [43] presented an efficient method that is implemented through profitable and truthful pricing mechanisms. Kargar et al. [57] presented a team formation method to satisfy the two objectives in social networks: finding a team of experts that covers all the required skills for the tasks and minimizing the communication cost between workers in the team. Fathian et al. [94] integrated the collaboration network and reliability of people and presented an optimization model for the formation of a reliable team.

A small number of studies on self-organized team formation exist in which some workers organize a team to bid for the task [97–99]. For example, Lykourentzou et al. [52] presented a self-organized team formation strategy where the hired workers can select the teammates themselves. Rokicki et al. [21] explored a strategy for team formation in which workers themselves decide on which team they want to participate. However, in these related studies on self-organized team formation, the requester still must undertake hiring and training of the candidate workers and a team is formed for only one task; in comparison, the requester in our study only needs to assign the worker for initializing the team formation for a batch of tasks.

Another related area is the open source software development, in which either a centralized mechanism or a self-organized mechanism is used. In the centralized mechanism, there is a manager who assigns individuals to a team; in the self-organized mechanism, developers may join a project at their own discretion while a project is created by an initiator. Nan and Kumar [100] found that the impact of centralized teams on the
project performance for varying software project structural interdependencies. Hahn et al. [101] investigated how individuals make decisions about which teams to join in the open source software development and explored how the collaborative network affects developers’ choice of new teams to participate in.

In summary, previous studies on team formation are oriented to individual tasks, i.e., each team is tailored for a special task but is not efficient in performing other tasks. Although a few studies in engineering management [102] explored the multifunctional team that may be reused for more than one task, they often implemented the team formation in a centralized manner and did not focus on how to address a batch of tasks. In comparison, the work in Chapter 4 focuses on the tasks instead of the workers and provides approaches for batch formation of tasks; in Chapter 5 this thesis studies the distributed team formation for a batch of tasks, which aims to reduce the cost in team formation; the groups in Chapter 6 are organized naturally and can be assigned varying tasks. Note that Chamberlain [25] presented the concept of groupsourcing in which the task is allocated to a group of people of varying expertise connected through a social network. However, the task allocation mechanism to groups and the task coordination among groups were not systematically investigated.

### 2.3 Reliable Crowdsourcing

Workers may be transient and unreliable [37, 103–105]. Therefore, it is necessary to ensure reliability in crowdsourcing to make the workers really work on the task [38, 106–108].

A typical solution is redundantly assigning each task to more than one worker and combing the answers by some measures such as majority voting [34, 109]. For example, Karger et al. [34] presented an algorithm for deciding which tasks to assign to which workers and for inferring correct answers from the workers’ answers. However, this type of approach may be infeasible when many malicious workers exist; moreover, redundant allocation of complex tasks may be too expensive.
Another typical solution for reliable crowdsourcing is using a trust and reputation mechanism. Ren et al. [28] integrated the social relationship and reputation management into mobile crowdsourcing and proposed a Social Aware Crowdsourcing with Reputation Management (SACRM) scheme, which can efficiently improve the crowdsourcing utility and the quality of sensing reports. Venanzi et al. [35] addressed the problem of fusing untrustworthy answers provided by a crowd of workers and incorporated the trust model into a fusion method. Zhang and Schaar [40] proposed protocols to incentivize workers to perform tasks well and reliably by using a novel game-theoretic model and integrating reputation mechanisms.

Byzantine Fault Tolerance (BFT) based approaches are promising solutions which are often used in distributed systems to ensure distributed consensus [110, 111]. In distributed systems, BFT is the ability to function as desired and correctly reach a sufficient consensus despite malicious nodes of the system failing or even propagating incorrect information to other peers. BFT has been introduced to ensure reliability in crowdsourcing [112]. In [112], BFT-based algorithms are used to design consensus protocol in crowdsourcing systems.

Unlike these studies, our study in Chapter 3 integrates the redundancy mechanism and the reputation mechanism. Moreover, the reliability of a worker in our study will be determined not only by the reputation of the worker himself but also by the reputations of the contextual workers. Even when a worker comes to the system for the first time, his initial reputation can be measured through the past experiences of his/her contextual workers. This approach can solve the problem that the reputation may be undeterminable due to the transient characteristics of the workers [40, 113]. BFT method could work well especially when it has deliberated malicious workers in the system, but it consumes much resources [114]. Compared to BFT, our current reputation approach is simple to be implemented in the complex task allocation approaches. In the future, we may design mechanism of ensuring reliability by using BFT approaches.
2.4 Crowdsourcing in Social Networks

The existing related studies can be categorized into two classes. The first class of studies mainly consider how to harness the crowdsourcing power of social media [30, 31] and how to use social networks as crowdsourcing platforms [32, 115], and the second class of studies mainly consider how to find a group of workers in social networks to complete outsourced tasks [25, 41].

In the first class of studies, Gao et al. [30] addressed harnessing the crowdsourcing power of social media for disaster relief. Ren et al. [29] exploited the capabilities of mobile device users connected via wireless networks to form a mobile cloud to provide pervasive crowdsourcing services. Lim et al. [31] combined the power of crowdsourcing with that of social networks and provided a web-based tool for the automation of stakeholder analysis. Here, the social networks were considered as new crowdsourcing platforms, but the allocation and reliability of complex tasks were seldom investigated systematically.

In the second class of studies, Chamberlain [25] proposed a definition for group-sourcing that includes the idea that a group of people connected through a social network is used to complete a task. However, in this class of studies, the requesters must undertake heavy computing loads to coordinate the organization of workers.

2.5 Context-Aware Crowdsourcing and Other Task Allocation

There are some studies on context-aware crowdsourcing. Tamilin et al. [113] presented a prototype implementation of a context-aware mobile crowdsourcing system that makes it possible to conduct crowdsourcing campaigns with users carrying mobile devices. Rana et al. [116] developed a context-aware crowdsourcing method by using smart phones for noise mapping, which can provide a feasible platform to assess noise pollution. Hu et al. [117] presented a multidimensional social network architecture
for mobile crowdsensing, which enables context awareness in the mobile crowdsensing applications. Alt et al. combined the web-based crowdsourcing and user-generated content to integrate location as a context parameter for distributing tasks to workers. In summary, the existing studies of context-aware crowdsourcing mainly cared about the context of mobile devices, but they did not address the context of social networks among workers and the reliability in context-aware crowdsourcing.

Task allocation and self-organization in open environments have been investigated in previous studies [97, 118]. In [119], the authors explored the context-aware task allocation in social networks. The problems in [119] differ from those addressed in this thesis. This thesis aims to maximize the probability of task completion through autonomous cooperation of workers in social networks which is an important and realistic feature of crowdsourcing. However, the studies in [119] only focus on minimizing resource access time in social networks, a feature that is not crucial in crowdsourcing.
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Context-Aware Reliable Crowdsourcing in Social Networks

There are two typical problems in traditional crowdsourcing systems for handling complex tasks. First, decomposing complex tasks into a set of micro-subtasks requires the decomposition capability of the requesters; thus, some requesters may abandon using crowdsourcing to accomplish a large number of complex tasks since they cannot bear such heavy burden by themselves. Second, tasks are often assigned redundantly to multiple workers to achieve reliable results, but reliability may not be ensured when there are many malicious workers in the crowd. Currently, it is observed that workers are often connected through social networks, a feature that can significantly facilitate task allocation and task execution in crowdsourcing. Therefore, this chapter investigates crowdsourcing in social networks and presents a novel context-aware reliable crowdsourcing approach. In our presented approach, the two problems in traditional crowdsourcing are addressed as follows. 1) Complex tasks can be performed through autonomous coordination between the assigned worker and his/her contextual workers in the social network; thus, requesters can be exempt from a heavy computing load for decomposing complex tasks into subtasks and combing the partial results of subtasks, thereby enabling more requesters to accomplish a large number of complex tasks through crowdsourcing. 2) The reliability of a worker is determined not only
by the reputation of the worker himself/herself but also by the reputations of the contextual workers in the social network; thus, the unreliability of transient or malicious workers can be effectively addressed. Based on theoretical analyses and experiments on a real-world dataset, we find that the presented approach can achieve significantly higher task allocation and execution efficiency than the previous benchmark task allocation approaches; moreover, the presented contextual reputation mechanism can achieve relatively higher reliability when there are many malicious workers in the crowd.

The remainder of this chapter is organized as follows. In Section 3.1, we present the problem description. In Section 3.2, we present the context-aware task allocation model. In Section 3.3, we present the context-aware task execution model. In Section 3.4, we present the reward mechanism. In Section 3.5, we provide the experimental results. Finally, in Section 3.6, we conclude this chapter.

3.1 Motivation and Problem Description

To clearly illustrate the research problem, we will first introduce the original framework for reliable allocation of simple tasks in crowdsourcing systems in Section 3.1.1. Then, in Section 3.1.2, we introduce the motivation and state our research problem. Finally, we analyze the complexity of the problem in Section 3.1.3.

3.1.1 Original Framework for Reliable Allocation of Simple Tasks in Crowdsourcing Systems

A simple task can be completed by one worker independently. Given a budget $b_t$ for a simple task $t$, the necessary skills to complete $t$ are represented by $S_t$. Let there be a crowd of workers, $W$. Then, the simple task allocation is to redundantly assign the task to multiple workers under the budget constraint to improve the accuracy of the result [2, 120]. This can be defined as follows: the requester or system assigns $t$ to a set of workers, $W_t$, $W_t \subseteq W$; $\forall w_i \in W_t$, $w_i$ can satisfy the skills required for task $t$ and
complete $t$ independently; and the sum of the reservation wages of the workers in $W_t$ does not exceed $b_t$.

Moreover, the reputation mechanism can be used to encourage workers to complete the assigned tasks reliably [40, 121]. The reputation of a worker is mainly determined by the worker’s past experiences in completing tasks; if a worker has richer experience of successful completion of tasks, his/her reputation is higher, and vice versa.

Therefore, the objective of reliable task allocation in general crowdsourcing systems is to select a set of workers that maximizes the following values: 1) the degree of redundancy, which denotes that the system redundantly assigns task $t$ to as many workers as possible (each of whom fully possesses the skills required for $t$) under the constraint of the budget; and 2) the reputations of the assigned workers. Given a simple task $t$, \( \forall w_i \in W \), the set of skills of $w_i$ is $S_{w_i}$, and the reservation wage of $w_i$ is $\gamma_{w_i}$. The objective of reliably allocating $t$ can then be formalized as selecting a set of workers $W_t$ that can satisfy the following equations:

\[
W_t = \arg \max_{W_t \subseteq W} \left( \alpha_1 \cdot \left( \frac{|W_t|}{\sum_{w_i \in W_t} \gamma_{w_i}} \right) + \alpha_2 \cdot \left( \sum_{w_i \in W_t} R_{w_i} \right) \right)
\]  

(3.1) subject to \( S_{w_i} \supseteq S_t, \forall w_i \in W_t \)  

(3.2) \[ \sum_{w_i \in W_t} \gamma_{w_i} \leq b_t \]  

(3.3)

where $\alpha_1$ and $\alpha_2$ are used to determine the relative importance of the two factors.

### 3.1.2 Motivation and Problem Statement of Complex Task Crowdsourcing in Social Networks

We will now present some notable observations made in related studies to motivate our study on crowdsourcing in social networks. Gray et al. [27] observed four popular crowdsourcing platforms, MTurk, UHRS, LeadGenius, and Amara, and found that the crowd of workers is actually a rich collaborative network and that workers often communicate via phone, forums, chat, Facebook, or in person, to share information
about tasks and requesters. Yin and Gray [26] specifically observed the collaboration network of workers on the MTurk platform where they executed a task in which over 10,000 workers self-reported their communication links to other workers. They found that there is a substantial communication network within the crowd of workers that is related to the workers’ usage on the online forum. Therefore, these observations motivate our study on crowdsourcing in social networks.

In current crowdsourcing markets, there are many complex tasks. A complex task involves many computational operations and may not be completed independently by a non-professional individual worker. Therefore, the situation in which each assigned worker can fully cover the required skills of $t$, i.e., $(S_{w_i} \supseteq S_t, \forall w_i \in W_t)$ in Equation (3.2) cannot be satisfied. Because the self-owned skills of the assigned worker may only partially cover the necessary skills required by a complex task, the situation should be revised to $(S_{w_i} \cap S_t \neq \emptyset, \forall w_i \in W_t)$.

The new issues of complex task crowdsourcing in social networks can be described as follows.

1) An assigned worker may not perform the complex task alone and should coordinate with other workers in the social network to request assistance for the lacking skills. Therefore, when the crowdsourcing system wishes to assign a task $t$ to a worker $w_i$, it considers not only the individual skills of $w_i$ but also the skills of the contextual workers of $w_i$, $CS_{w_i}$. (Considering contextual skills in task allocation)

2) Because an assigned worker’s performance in executing a task is influenced by his/her coordination with the contextual workers, a worker’s reliability is determined not only by his/her own reputation but also by the reputations of his/her contextual workers. Therefore, the reputation $R_{w_i}$ in Equation (3.1) should consider this factor. (Considering contextual reputations in task allocation)

3) Because the assigned workers can coordinate autonomously with the contextual workers in the social network to execute complex tasks, the system or the requester does not need to decompose the complex task into micro-tasks. However,
an efficient coordination mechanism between the assigned worker and the contextual workers should be designed. (Coordinating with contextual workers in task execution)

4) To promote the cooperation of workers in executing tasks, a proper reward mechanism should be designed that encourages not only workers to accept the tasks by themselves but also them to contribute skills to assist others in executing tasks. In addition, the reward mechanism considers not only monetary reward but also reputation reward. (Rewarding contextual workers after task execution)

Moreover, communication costs among workers may significantly influence performance in social networks [56, 57, 122]. Therefore, we should consider the communication costs of each assigned worker, \( w_i \), with his/her contextual workers. The communication cost \( \text{Com}_{w_i} \) is defined as:

\[
\text{Com}_{w_i} = \psi \left( \sum_{w_j \in (W - \{w_i\})} d_{ij} \right) \quad (3.4)
\]

where the communication distance \( d_{ij} \) is the length of the shortest path between worker \( w_i \) and \( w_j \) in the social network, and \( \psi(X) \) is a monotonically increasing function.

We now extend the original framework in Section 3.1.1 by considering these new issues. Then, the objective of reliable task allocation of crowdsourcing in social networks is to select a set of workers that maximizes the following values: 1) the coverage degree of each assigned worker’s contextual skills for the task’s required skills; 2) the contextual reputation of each assigned worker; 3) the degree of redundancy; and 4) the inverse of the communication cost of each assigned worker with his/her contextual workers. Therefore, the objective can now be formalized as selecting a set of workers
$W_t$ that can satisfy the following equations:

\[
W_t = \arg \max_{W_t \subseteq W} \left( \sum_{w_i \in W_t} |CS_{w_i} \cap S_t| + \sum_{w_i \in W_t} CR_{w_i} + \frac{|W_t|}{\gamma_{w_i}} \right) \tag{3.5}
\]

subject to:

\[
S_{w_i} \cap S_t \neq \phi, \forall w_i \in W_t \tag{3.6}
\]

\[
\sum_{w_i \in W_t} \gamma_{w_i} \leq b_t \tag{3.7}
\]

With the above objective function, the requester can assign the task to the workers to maximize the possibility that the task’s required skills can be satisfied and the accuracy of execution results. Moreover, the communication cost for executing the task will be minimized, which is also focused in previous benchmark studies on task allocation in social networks [56].

Then, each assigned worker, $w_i (\forall w_i \in W_t)$, will coordinate with his/her contexts to execute $t$. Finally, the system will reward $w_i$ and his/her contextual workers for executing $t$ after $t$ is completed.

Our approach includes the following three components: 1) context-aware task allocation, which aims to assign the task to workers who can maximize the combination of contextual skills, contextual reputations, and redundancy and minimize the communication costs, as shown in Section 3.2; 2) context-aware task execution, which describes how each assigned worker coordinates autonomously with his/her contextual workers in the social network to execute complex tasks, as shown in Section 3.3; and 3) reward after task execution, which describes how to distribute rewards among the assigned workers and their contextual workers, as shown in Section 3.4.

### 3.1.3 Complexity Analyses

As stated above, the core of our research problem mainly involves assigning a principal worker who will then recruit other assistant workers from the social network. Thus, the
set of workers participating in the task includes the assigned principal worker and the assistant workers, which should possess all of the skills required by the task and satisfy the following conditions: 1) the communication costs among participating workers are minimized; 2) the total reservation wages of the participating workers are minimized; and 3) the total reputations of the participating workers are maximized.

**Theorem 3.1.** Let there be a crowd of workers $W$ that is organized in a social network. Assigning a set of participating workers including a principal worker and some assistant workers from $W$ to cover the skills required by a task $t$ and satisfy the above three conditions is NP-hard.

**Proof.** Our research problem includes three independent sub-problems that can be described to assign a set of participating workers within a social network to achieve the following three objectives: 1) minimizing the total communication costs; 2) minimizing the total reservation wages; and 3) maximizing the total reputations. The first sub-problem has already been proven in previous benchmark studies to be NP-hard [56, 57, 123]. Since our research problem involves this NP-hard sub-problem in combination with two other independent sub-problems, we have Theorem 3.1.

Because the research problem is NP-hard, we will present a heuristic approach that can be realized in reasonable time complexity but not present an approach to compute the optimal solution. In our heuristic approach, we define a concept of crowdsourcing value that combines the factors in Equation (3.5) to measure the probability of a given worker's being selected to participate in a task. Moreover, the principal worker will find assistant workers within the social network using the breadth-first search method, which can effectively reduce the costs of communication between the principal worker and the assistant workers.

### 3.2 Context-Aware Task Allocation

This section investigates how to allocate a task to workers by considering their contextual situations within their social networks. We first design a metric of contextual
crowdsourcing value to measure the probability of a given worker’s being assigned the
task. We then present algorithms for allocating the task to workers to maximize the
contextual crowdsourcing values.

### 3.2.1 Contextual Crowdsourcing Value

Each worker has three properties: *skills*, *reputation*, and *reservation wage*. Among
these three factors, the skills determine the worker’s capacity to complete a task, the
reputation determines the worker’s reliability in completing the task, and the reservation
wage is the minimum wage a worker is willing to accept as compensation in exchange
for completing a crowdsourcing task [87, 124].

The probability of a given worker being assigned a task can be defined as the crowd-
sourcing value of the worker. To optimize the first three factors in Equation (3.5), this
value is defined to be determined by the following attributes: 1) the coverage degree of
the worker’s skills for the necessary skills required by the task; 2) the reputation of the
worker; and 3) the occupancy rate of the worker’s wage in the task’s budget.

**Definition 3.1** *(Self-owned crowdsourcing value of a worker).* Given a budget $b_t$ for
a task $t$, the set of necessary skills to complete $t$ is $S_t$. The self-owned crowdsourcing
value of a worker, $w_i$, for a task $t$ is defined as:

$$ v_i(t) = \frac{\alpha_1 (|S_{w_i} \cap S_t|/|S_t|) + \alpha_2 (R_{w_i})}{\alpha_3 (\gamma_{w_i}/b_t)} $$

(3.8)

where $S_{w_i}$, $R_{w_i}$, and $\gamma_{w_i}$ denote the skills, reputation, and reservation wage of $w_i$, re-
respectively, and $\alpha_1$, $\alpha_2$, and $\alpha_3$ are parameters that determine the relative importance of
the three factors.

In the social network context, when a worker receives a request from another worker
for assistance in executing a task, the worker can decide whether to accept the request
according to the benefits associated with the task and the worker’s own expectation
threshold. Therefore, each worker $w_i$ has a predefined threshold $\tau_{w_i}$; the worker will
accept a request to assist another worker only if the benefit associated with the ongoing
task exceeds the threshold. The threshold of a worker is related not only to the worker’s reservation wage but also to other factors such as reputation and credit; this will be shown in Section 3.3.1.

To optimize the four factors in Equation (3.5), the contextual crowdsourcing value of $w_i$ can be defined to be determined by the crowdsourcing value of $w_i$ himself/herself and the following four attributes of the contextual workers: the coverage degree of the contextual workers’ skills for current lacking skills of $w_i$ for $t$, the reputations and thresholds of the contextual workers, and the communication distance between $w_i$ and the contextual workers.

**Definition 3.2** (Contextual crowdsourcing value of a worker). The contextual crowdsourcing value of a worker $w_i$ for a task $t$ is defined as

$$Cv_i(t) = \beta_1 \cdot v_i(t) + \beta_2 \cdot \sum_{w_j \in (W-\{w_i\})} \frac{\alpha_1 \left( |(S_{w_j} - S_t) \cap S_t| / |S_t| \right) + \alpha_2 R_{w_j}}{\alpha_3 R_{w_j} d_{ij}}$$  \hspace{1cm} (3.9)$$

where $W$ denotes the crowd of workers in the social network. The communication distance can be defined as the length of the shortest path between the two workers in the network. $\beta_1$ and $\beta_2$ are used to determine the relative importance of context.

**Lemma 3.1.** Let there be two workers, $w_i$ and $w_j$. If $Cv_i(t) > Cv_j(t)$, it is more probable that task $t$ will be assigned to $w_i$ by a crowdsourcing system in social networks to achieve the task allocation objective in Equation (3.5).

**Proof.** The three factors that influence the task allocation objective in Equation (3.5) are determined as follows: the coverage degree for the skills required by a task is determined by $|S_{w_i} \cap S_t| / |S_t|$ and $|(S_{w_j} - S_{w_i}) \cap S_t| / |S_t|$, the reputations of the workers executing the task are determined by $R_{w_i}$ and $R_{w_j}$, and the redundancy of the assigned workers is determined by $\gamma_{w_i}/b_t$. Because $Cv_i(t) > Cv_j(t)$, the comprehensive value of the three factors for $w_i$ is higher than that of $w_j$; accordingly, $w_i$ can satisfy the objective in Equation (3.5) to achieve the target $W_t$ better than $w_j$. Therefore, it is more probable that task $t$ will be assigned to $w_i$. \qed
3.2.2 Task Allocation Mechanism

In our model, two types of workers participate in the tasks: one type is the principal worker, who is assigned by the system or the requester to be responsible for a task; the other type is the assistant workers who are autonomously sought by the principal worker in the context of the social network. The assignment of the principal worker is implemented by the task allocation model in this section, and the selection of the assistant workers is implemented by the task execution model described in Section 3.3.

In the allocation of task \( t \), we will select the candidate worker, from the crowd, who has the highest contextual crowdsourcing value for \( t \) and whose reservation wage does not exceed \( t \)'s budget; the task will then be assigned to this candidate worker. We can repeat the allocation process to redundantly assign the task to other workers until the budget of the task has been used up.

To avoid the situation in which some workers are heavily loaded for a task, we make the following assumption: each worker can perform only one role in a task, i.e., if a worker is assigned as the principal worker for a task, he/she cannot serve as an assistant worker (requested by another assigned principal worker) for the task. Therefore, when the system calculates a worker’s contextual crowdsourcing value for task \( t \), the workers who have already been assigned to \( t \) will be excluded from the context.

The task allocation can be described as Algorithm 1. The time complexity of Algorithm 1 is \( O(|W|^2) \), where \( |W| \) is the number of workers in the social networked crowd. Although the worker set \( W \) is quite large, in reality the algorithm could be terminated in a reasonable time by pruning some workers. For instance, if the task is related to software developing, the workers whose skills are about translation could be excluded from the candidate sets. Moreover, the complexity of the algorithm is \( O(|W| \times |W|) \) where one \( |W| \) is related to searching the contextual resources of a worker. In reality, it is not necessary to search all the worker set in the searching of contextual resources, and the maximal quantity of the workers needs to search could be predefined by the system, i.e., the number of a worker’s contextual workers should not exceed this maximal number.

**Theorem 3.2.** Let the set of assigned workers for task \( t \) using Algorithm 1 be \( W_t \). It is, then, assumed that there is another worker set in the crowd, \( W'_t \), and that the total
Algorithm 1: Task allocation based on workers’ contextual crowdsourcing values $(t, W)$.

1. $b_1 = 0$;
2. $W_t = \emptyset$;
3. $W_{\text{temp}} = W$;
4. while $b_1 == 0$ do
5.     forall the $w_i \in W_{\text{temp}}$ do
6.         $Cv_i(t) = \beta_1 \cdot v_i(t) + \beta_2 \cdot \sum_{w_j \in (W_{\text{temp}} - \{w_i\})} \left( \frac{\alpha_1(|(S_{w_j} - S_{w_i}) \cap S_t|/|S_t|) \cdot \alpha_2(R_{w_j})}{\alpha_3(\tau_{w_j})} \right) / d_{ij}$;
7.         $w_* = \arg \max_{w_i \in W_{\text{temp}}} Cv_i(t)$;
8.         $b_2 = 0$;
9.         $W_{\text{temp}2} = W_{\text{temp}1}$;
10. if $\gamma_{w_*} > b_t$ then
11.     $b_2 = 1$;
12.     while $W_{\text{temp}2} \neq \emptyset$ and $b_2 == 1$ do
13.         $W_{\text{temp}2} = W_{\text{temp}2} - \{w_*\}$;
14.         if $W_{\text{temp}2} \neq \emptyset$ then
15.             $w_* = \arg \max_{w_i \in W_{\text{temp}2}} Cv_i(t)$;
16.             if $\gamma_{w_*} \leq b_t$ then
17.                 $b_2 = 0$;
18.         end if
19.     end while
20.     if $W_{\text{temp}2} \neq \emptyset$ then
21.         $W_t = W_t \cup \{w_*\}$;
22.         $b_t = b_t - \gamma_{w_*}$;
23.         $W_{\text{temp}1} = W_{\text{temp}1} - \{w_*\}$;
24.     else
25.         $b_1 = 1$;
26. end if
27. if $b_t \leq 0$ then
28.     $b_1 = 1$;
29. end if
30. Output $(W_t)$;

reservation wages of all workers in $W'_t$ do not exceed $b_t$. Thus, we have

$$\forall W'_t \subseteq W, \sum_{w_i \in W'_t} \gamma_{w_i} \leq b_t \Rightarrow \left( \frac{\sum_{w_i \in W'_t} CV_i(t)}{|W'_t|} \right) \geq \left( \frac{\sum_{w_j \in W'_t} CV_j(t)}{|W'_t|} \right)$$ \hspace{1cm} (3.10)

Proof. We can use reductio ad absurdum to prove Theorem 3.2. Assume there is a set of workers $W'_t$, $W'_t \neq W_t$, that is assigned by the system to task $t$ and that the total
reservation wages of all workers in $W_t'$ do not exceed $b_t$. If the assumption
\[
\left( \sum_{w_i \in W_t} CV_i(t) \right) / |W_t| < \left( \sum_{w_j \in W_t'} CV_j(t) \right) / |W_t'|
\]
is true, then there exists at least one worker with a higher contextual crowdsourcing value and whose reservation wage does not exceed the remaining budget of $t$ but who cannot be selected by Algorithm 1, and another worker with lower contextual crowdsourcing value will be assigned to $t$. However, from Steps 7 and 15, in each round for selecting the assigned worker, the worker with the highest contextual crowdsourcing value whose reservation wage does not exceed the remaining budget of $t$ will be the first to be definitely assigned to $t$. Therefore, the above assumption cannot occur in reality when Algorithm 1 is used.

Theorem 3.2 ensures that the set of assigned workers with the highest average contextual crowdsourcing values can be achieved by Algorithm 1. Then, according to Lemma 3.1, the objective of task allocation of crowdsourcing in social networks can be approached the most efficiently.

### 3.3 Context-Aware Task Execution

After the task is assigned to a worker through the task allocation approach described in Section 3.2, the assigned worker will start to execute the task. If the assigned worker cannot execute the task by himself/herself, he/she will execute the task with the coordination of contextual workers.

#### 3.3.1 Preliminaries

The workers in a social network are often coadjutant [33, 63]. A worker $w_i$ will have certain obligations to provide assistance for another worker, $w_j$, if $w_j$ has provided assistances for $w_i$ in the past. Therefore, $w_j$ may accept the requests of $w_i$ for assistance even if the monetary reward provided by $w_i$ is less than $w_j$’s reservation wage because
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\( w_j \) expects to get the possible assistance from \( w_i \) in the future. To measure the obligation to provide assistance between two workers, we define the credit between them to be determined by their cooperation history.

**Definition 3.3** (Credit between two workers). *Let there be two workers, \( w_i \) and \( w_j \). We use \( n_{i \leftarrow j} \) to denote the number of \( w_j \)'s real assistance for \( w_i \)'s executing tasks. The credit of \( w_j \) paid by \( w_i \) is in proportion to \( n_{i \leftarrow j} \):*

\[
c_j(\leftarrow i) = f(n_{i \leftarrow j})
\]  

(3.11)

where \( f \) is a monotonically increasing function. Obviously, the higher \( c_j(\leftarrow i) \) is, the more compulsory that \( w_i \) should provide assistance for \( w_j \)'s request even if \( w_j \) cannot provide enough monetary reward to \( w_i \). The reason is that in the past \( w_j \) has provided lots of assistance for \( w_i \) so that now \( w_i \) is obligated to compensate \( w_j \). This credit is different from reputation because the credit involves only two workers whereas the reputation of a worker is perceived by all workers.

If the assigned worker \( w_i \) lacks the necessary skills required by task \( t \), i.e., \( S_t - S_{w_i} \neq \phi \), \( w_i \) will seek the assistance of other contextual workers to provide the skills \( w_i \) lacks. When \( w_j \) requests assistance from another worker, assuming \( w_j, w_i \) will offer \( w_j \) with two items:

1) *The possible monetary reward for executing task \( t \).* Let \( \overline{S_t} \) be the set of skills required for \( t \) that are currently lacking and \( S_{w_j} \) be the set of skills possessed by worker \( w_j \). Therefore, the possible skill contribution of \( w_j \) for task \( t \) is \( S_{w_j} \cap \overline{S_t} \). Let the reservation wage of \( w_i \) for task \( t \) be \( \gamma_{w_i} \). The possible monetary reward paid by \( w_i \) to \( w_j \) is

\[
m_{i \rightarrow j}(t) = \lambda \cdot \gamma_{w_i} \cdot |S_{w_j} \cap \overline{S_t}|/|S_t|
\]  

(3.12)

where \( 0 \leq \lambda \leq 1 \), which denotes the percentage of reservation wage that \( w_i \) is willing to distribute to other assistant workers.

2) *The credit paid by \( w_i \) to \( w_j \) for executing task \( t \), \( c_{i \rightarrow j}(t) \).* If \( c_{i \rightarrow j}(t) \) is high and \( w_j \) hopes to obtain assistance from \( w_i \) in the future, \( w_j \) may accept the current request from \( w_i \) even if \( w_j \) cannot receive a satisfactory monetary reward for this request. If
\( w_j \) accepts the request from \( w_i \), then:
\[
c_i(\leftarrow j) = c_i(\leftarrow j) - c_{i\rightarrow j}(t),
\]
\[
c_j(\leftarrow i) = c_j(\leftarrow i) + c_{i\rightarrow j}(t).
\]

Then, \( w_j \) will decide whether to accept the request from \( w_i \) for assistance in executing task \( t \) according to the following four conditions: 1) the possible monetary reward for executing task \( t \), \( m_{i\rightarrow j}(t) \); 2) the credit paid by \( w_i \) to \( w_j \) for executing task \( t \), \( c_{i\rightarrow j}(t) \); 3) the total credits of \( w_i \) paid by \( w_j \) in the past, \( c_i(\leftarrow j) \); and 4) the reputation of \( w_i \), \( R_i \).

In the real world, each person may cooperate initially with his/her neighbors, and he/she will then cooperate with other people according to the breadth-first search in the social network [125]. Therefore, we now have:

**Definition 3.4** (Coordination tree in the social network for a task). *Let \( w_i \) be the assigned worker for task \( t \). If \( w_i \) requests assistance from other workers in the social network, then the interaction relations between \( w_i \) and other workers form a tree whose root is \( w_i \) and the depth of each worker in the tree is the shortest interaction distance between \( w_i \) and the worker in the social network. Obviously, the coordination tree can be constructed on the basis of the breadth-first traversal method for the social network without considering the link types, and the workers can be decomposed into varying levels such that the shortest path from \( w_i \) to each worker (assuming \( w_j \) in Level \( L_x \) is with distance \( x \), i.e., \( d_{ij} = x \).*

![Figure 3.1: An example coordination tree in a social network.](image)

**Example.** *In Figure 3.1, let \( w_6 \) be the assigned worker. We first compute the varying orders of coordination workers in the social network, and then the coordination tree is achieved.*
3.3.2 Task Execution Mechanism

Let the threshold of \( w_j \) be \( \tau_{w_j} \). Worker \( w_j \) will accept the request of \( w_i \) if the following condition can be satisfied:

\[
(\eta_1 \cdot m_{i\to j}(t) + \eta_2 \cdot c_{i\to j}(t) + \eta_3 \cdot c_i(\leftarrow j) + \eta_4 \cdot R_{w_i}) \geq \tau_{w_j} \tag{3.13}
\]

where \( \eta_1, \eta_2, \eta_3 \) and \( \eta_4 \) are four parameters that are used to determine the relative importance of the four factors.

To optimize the four factors in Equation (3.5), we can define the assistance value of a worker to be determined by the four attributes in Definition 3.2 and the credit between the assigned worker and the assistant worker.

**Definition 3.5** (Assistance value of a worker). *Let \( w_i \) be the assigned worker for task \( t \). If \( S_t \) is the set of skills for \( t \) that are currently lacking, the assistance value of \( w_j \) perceived by \( w_i \) for executing \( t \) is defined as*

\[
v_j(i \to t) = \frac{\beta_1 \cdot \left( |S_{w_j} \cap S_t|/|S_t| \right) + \beta_2 \cdot (R_{w_j}) + \beta_3 \cdot c_i(\leftarrow j)}{\beta_4 \cdot \tau_{w_j} + \beta_5 \cdot d_{ij}} \tag{3.14}
\]

where \( \beta_1, \beta_2, \beta_3, \beta_4 \) and \( \beta_5 \) are five parameters.

The task execution mechanism in a social network can be designed based on the coordination tree, shown as Algorithm 2 whose time complexity is \( O(|W|^2) \), where \( |W| \) is the number of workers. Then, \( \forall w_i \in W_t, w_i \) will execute Algorithm 2 to perform task \( t \), and his/her contextual workers will decide whether to execute the task cooperatively according to 3.13. Finally, the results of the different assigned workers will be combined, and the final result will be achieved by majority voting.

3.4 Reward After Task Execution

After the task is executed by the assigned workers and their assistant workers, the requester or the system will reward them according to the execution results. The rewards include monetary reward and reputation reward.
**Algorithm 2:** Task execution in a social network \( (t, w_i) \).

1. \( b = 0 \);
2. \( \overline{S}_t = S_t - S_{w_i} \);
3. \( W_i(t) = \{ w_i \} \);
4. Set the tags of all workers in the social network to 0;
5. Create Queue \( (Q) \);
6. Insert Queue \( (Q, w_i) \);
7. Set the tag of \( w_i \) to 1;
8. **while** \((\overline{\text{EmptyQueue}} (Q)) \) and \( (b == 0) \) **do**
9. \( w_{\text{temp}} = \text{Out Queue}(Q) \);
10. **forall** the \( w_x \in N(w_{\text{temp}}) \) do
11. // Neighbours of \( w_{\text{temp}} \)
12. if \( b == 0 \) then
13. \( w_j = \text{arg max}_{w_x \in N(w_{\text{temp}})} v_x(i - t) \);
14. if the tag of \( w_j \) is 0 then
15. Insert Queue \( (Q, w_j) \);
16. Set the tag of \( w_j \) to 1;
17. if \( \eta_1 \cdot m_i \rightarrow_j (t) + \eta_2 \cdot c_i \rightarrow_j (t) + \eta_3 \cdot c_i (\leftarrow j) + \eta_4 \cdot R_{w_i} \geq \tau_{w_j} \) then
18. if \( \overline{S}_t \cap S_{w_j} \neq \phi \) then
19. \( c_j (\leftarrow i) = c_j (\leftarrow i) + c_i \rightarrow_j (t) \);
20. \( \overline{S}_t = \overline{S}_t - S_{w_j} \);
21. \( W_i(t) = W_i(t) \cup \{ w_j \} \);
22. if \( \overline{S}_t == \phi \) then
23. \( b = 1 \);
24. **forall** the \( w_x \in W_i(t) \) do
25. cooperating to execute task \( t \);
26. **Output** (the executing result);

### 3.4.1 Monetary Reward

Let the final result of \( t \) after majority voting be \( \omega(t) \) and the executing result of \( t \) by \( \omega_i \) (\( \forall \omega_i \in W_i \)) be \( \omega_i(t) \). We can then set two tolerance values to evaluate the accuracy of \( \omega_i(t) \), \( \Delta_1 \), and \( \Delta_2 \), \( 0 \leq \Delta_1 \leq \Delta_2 \). If \( |\omega_i(t) - \omega(t)| \leq \Delta_1 \), we can say that the accuracy of \( w_i \)'s executing task \( t \) is satisfactory, and \( w_i \) can now obtain the full monetary reward. If \( \Delta_1 \leq |\omega_i(t) - \omega(t)| \leq \Delta_2 \), we can say that the accuracy of \( w_i \)'s executing task \( t \) is partially satisfactory, and \( w_i \) can now obtain part of the monetary reward; if \( \Delta_2 \leq |\omega_i(t) - \omega(t)| \), we can say that the accuracy of \( w_i \)'s executing task \( t \) is unsatisfactory,
and $w_i$ cannot obtain a monetary reward. Moreover, finally there may be an unspent part of the budget of $t$, which can be used as a bonus to reward the assigned workers that can achieve satisfactory accuracy.

After $w_i$ receives the monetary reward, $M_i$, he/she will distribute some part of $M_i$ to the assistant workers. We can set a parameter $\lambda$, $0 \leq \lambda \leq 1$, that denotes the percentage of monetary reward that $w_i$ is willing to distribute to the assistant workers, i.e., $w_i$ will distribute $\lambda M_i$ to $\{w_j | w_j \in (W_i(t) - \{w_i\})\}$.

Let the reservation wage of $w_i$ for task $t$ be $\gamma_{w_i}$. $\gamma_{w_i}$ is also thought of as the full monetary reward received by $w_i$ from the system for successfully executing task $t$. We can now set the monetary reward mechanism as Algorithm 3, in which $S^j_t$ denotes the real skills contributed by $w_j$ for task $t$.

---

**Algorithm 3:** Monetary reward mechanism $(t)$.

```plaintext
1 $W_t(ok) = \{\};$ // Workers providing satisfactory accuracy
2 forall the $w_i \in W_t$ do
3     if $|\omega_i(t) - \omega(t)| \leq \Delta_1$ then
4         $M_i = \gamma_{w_i}$;
5         $b_t = b_t - M_i$;
6         $W_t(ok) = W_t(ok) \cup \{w_i\}$;
7     else if $\Delta_1 \leq |\omega_i(t) - \omega(t)| \leq \Delta_2$ then
8         $M_i = (\Delta_1/|\omega_i(t) - \omega(t)|) \cdot \gamma_{w_i}$;
9         $b_t = b_t - M_i$;
10        if $\Delta_2 \leq |\omega_i(t) - \omega(t)|$ then
11           $M_i = 0$;
12    forall the $w_i \in W_t(ok)$ do
13        $M_i = M_i + b_t/|W_t(ok)|$;
14 forall the $w_i \in W_t$ do
15    Reward $(1 - \lambda)M_i$ to $w_i$;
16    forall the $w_j \in (W_i(t) - \{w_i\})$ do
17        Reward $\lambda M_i \cdot (|S^j_t|/|S_t - S_{w_i}|)$;
```
3.4.2 Reputation Reward

We first set a value $\zeta_t$ for the reputation reward of task $t$; moreover, we also set another value $\mu$ that measures the relative obligation incurred by the assigned worker to the assistant workers for executing the task. Generally, we can set $0.5 \leq \mu \leq 1$; this means that the assigned worker assume a primary obligation to complete the task successfully and the assistant workers only undertake the secondary obligation. The reputation reward mechanism can then be designed as Algorithm 4.

Algorithm 4: Reputation reward mechanism ($t$).

```plaintext
1 for all the $w_i \in W_t$ do
2     if $|\omega_i(t) - \omega(t)| \leq \Delta_1$ then
3         $R_{w_i} = R_{w_i} + \mu \zeta_t$;
4         for all the $w_j \in (W_i(t) - \{w_i\})$ do
5             $R_{w_j} = R_{w_j} + (1 - \mu) \zeta_t$;
6     if $\Delta_1 \leq |\omega_i(t) - \omega(t)| \leq \Delta_2$ then
7         $R_{w_j} = R_{w_j} + \mu \cdot (\frac{\Delta_1}{|\omega_i(t) - \omega(t)|}) \cdot \zeta_t$;
8         for all the $w_j \in (W_i(t) - \{w_i\})$ do
9             $R_{w_j} = R_{w_j} + (1 - \mu) \cdot (\frac{\Delta_1}{|\omega_i(t) - \omega(t)|}) \cdot \zeta_t$;
10    if $\Delta_2 \leq |\omega_i(t) - \omega(t)|$ then
11        $R_{w_j} = R_{w_j} - \mu \zeta_t$;
12        for all the $w_j \in (W_i(t) - \{w_i\})$ do
13            $R_{w_j} = R_{w_j} - (1 - \mu) \zeta_t$;
```

3.5 Experiments

3.5.1 Experimental Settings

The experiments are conducted using a real-world dataset extracted from www.freelancer.com. The dataset includes information on the workers and information on the tasks. Specifically, the information for each worker includes the set of skills he/she has and the reserved wage he/she declares; and for each task, the information includes the required skills and the budget presented by the requester. At Freelancer,
each worker can list at most 5 different skills in his/her profile, and each requester can also input at most 5 different required skills in his/her profile.

The original collected data include 9642 tasks and 997 workers. The tasks require 644 different skills in total, but the workers only possess 107 different skills. Thus, many tasks cannot be completed by these workers. To allow every task a chance to be completed, we remove the tasks that require skills that are not possessed by any of the workers. The final dataset contains 697 tasks and 997 workers. Figure 3.2 shows the distribution of the tasks’ required skills, the workers’ skills, the tasks’ budgets, and the workers’ reservation wages; the y-axis denotes the occurrence frequencies of the varying numbers of the four factors, respectively, within the collected data. From Figure 3.2, we can see that both the tasks and the workers’ skills follow the power law distribution; this indicates that some skills are very popular whereas others are not. If a task requires some unpopular skills, it may be difficult for the task to be matched with
perfectly suitable workers. The task budgets also follow the power law distribution, whereas the workers’ reservation wages follow a normal distribution. Here, it is noted that the average budget is much higher than the average reserved wage. Thus it is possible that a task can be allocated to several workers.

In the experiments, we use Facebook social networks to model the workers’ social networks, i.e., we combine the Facebook network with the Freelancer dataset to construct a crowdsourcing platform with a social network structure. We randomly extract 997 nodes from the downloaded Facebook network, and we find that these nodes are connected. The average degree of the network is 24.93. The height of the breadth-first traversal tree starting from any node is 4.6, so it is not difficult to find coordination workers for each assigned worker in the network.

In the experiments, for simplification, all factors are considered equally. Therefore, we set all parameters, including $\alpha_1, \alpha_2, \alpha_3, \beta_1, \beta_2, \beta_3, \beta_4, \beta_5, \eta_1, \eta_2, \eta_3,$ and $\eta_4$ to be normalized 1. If the parameters are not normalized, some factors would be overwhelmed by other factors since the value scopes of varying factors are very different. The distribution of workers’ accuracies follows a normal distribution $N(0.7, 0.1)$; moreover, the accuracy values are set within the range $[0, 1]$.

### 3.5.2 Benchmark Approaches

In the experiments, we compare our presented context-aware task allocation approach with two previous benchmark approaches: the straightforward task allocation approach and the decomposition-based task allocation approach.

The straightforward task allocation approach is a traditional approach that has been used in previous crowdsourcing systems [79]. In this approach, the requester (or the crowdsourcing system) allocates the task to a worker who fully satisfies the skill requirements of the task. Therefore, each assigned worker can perform the task individually and independently. If the assigned worker’s required wage does not exceed the budget, the task can be redundantly assigned to other workers until the budget is used up. If the requester (or the system) cannot find a worker who fully satisfies the skill requirements of the task, the task cannot be allocated successfully.
The decomposition-based task allocation approach [2] is a popular approach for performing complex tasks in which each complex task is decomposed into a flow of simple subtasks; the subtasks are then allocated to workers, each of whom can fully satisfy the skill requirements of the assigned subtask and perform the assigned subtask independently. If all of the subtasks are allocated successfully, the original complex task is deemed to have been allocated successfully. If the budget is not used up, the complex task will be redundantly allocated multiple times.

3.5.3 Tests on the Task Allocation Efficiency

In the task allocation objective defined in Equations (3.1) and (3.5), a task will be redundantly assigned to as many workers as possible under a given budget, which can improve the accuracy of the solution [2]. Thus, one important task allocation objective is to maximize the redundancy degree of task allocation. Therefore, we can use the number of successful allocations to measure the allocation efficiencies of the three approaches.

First, we test the number of successful redundant allocations when the budget is varied. In the test, we enter the tasks into the system one by one and then record the average allocation number for all tasks. Figure 3.3a shows that with the same budget, the average successful allocation number for all tasks in our approach is much higher than the ones obtained using the other two approaches; moreover, the average successful allocation number of our approach increases with the increase of the budget more drastically than do the other two benchmark approaches. The reason is: when the task’s budget increases, our approach allows each assigned worker to find more appropriate assistant workers, thus increasing the number of successful allocations (here, a successful allocation means that an assigned worker and his/her assistant workers can satisfy all of the skill requirements of the task). In comparison, since the reserved wage of each worker is much lower than the task’s budget, the possible workers who can fully satisfy the skill requirements of the task can be found no matter the budget is low or high; therefore, an increase in the budget has no obvious effect on the other two benchmark approaches.
Figure 3.3: Number of successful allocations made using the three approaches under varying situations.

Second, we test the number of successful redundant allocations when the number of skills required by task increases, shown as Figure 3.3b. At first when a task requires few skills, our approach cannot achieve better performance because the budget is quickly used up with our approach. However, when the tasks require more and more skills, the other two benchmark approaches cannot find appropriate workers who can fully satisfy the skill requirements of the tasks. Thus, their successful allocation numbers deteriorate more drastically than does our approach. Moreover, when the number of skills needed for the task exceeds the system’s specified number of skills (i.e., five skills), our approach can still allocate the task quite successfully since it can utilize the contextual workers’ skills, whereas the decomposition-based task allocation can only allocate very few times, and the straightforward task allocation cannot find any workers who can fully satisfy the need for more than five skills.

Third, we test the number of successful redundant allocations when the number of
workers in the crowd increases, shown as Figure 3.3c. We can see that the allocation number of our approach increases more rapidly than that of the other two benchmark approaches. The reason is that our model is able to harness the power of more workers when a single worker cannot complete the task individually; in comparison, other two benchmark approaches can only utilize the power of the workers who can fully satisfy the skill requirements of the task.

Fourth, to consider the real-world situation in which requesters may outsource numerous tasks simultaneously, we test the throughput of the three approaches. In the experiment, we assume that each task is only allocated one time and a worker cannot be assigned to other tasks if that worker has already been assigned to a task. We then test the ratio of successful allocated tasks to all tasks, shown as Figure 3.3d. We can see that our approach performs better than the other two benchmark approaches. The reason is that our approach allows more workers to be considered in the task allocation even the workers themselves cannot fully meet the skill requirements of the tasks; in comparison, other two benchmark approaches only consider the workers who can fully satisfy the skill requirements of the tasks; thus, the qualified workers in those two approaches are fewer than that of in our approach.

### 3.5.4 Tests on the Task Execution Efficiency

We now compare the task executing accuracy in the three approaches. In the experiment, each worker \( w_i \) has a random executing accuracy \( a_{w_i} \); the distribution of workers’ accuracies follows a normal distribution \( N(0.7, 0.1) \). Moreover, the accuracy values are set within the range \([0, 1]\).

If a task is allocated redundantly, the task will be executed more than one time. The accuracy of one execution of a task \( t \) (e.g., the \( j \)-th execution), \( a_j(t) \), is determined by the average accuracy of the workers participating in the execution. In the straightforward approach, there is only one worker in each execution; thus, the accuracy of each execution is the accuracy of the assigned worker, \( a_j(t) = a_{w_i} \). In the decomposition-based task allocation, let the task be decomposed into \( m \) subtasks and let only one
worker participate in one execution of each subtask; thus, there are $m$ workers participating in one execution of the entire task. In our presented approach, let there be $m$ workers participating in one execution of the task; thus, there are one assigned worker and $m - 1$ assistant workers. Therefore, the accuracy of one execution of a task in the decomposition-based task allocation approach and our presented approach is:

$$a_j(t) = \frac{1}{m} \sum_{i=1}^{m} a_{w_i} \quad (3.15)$$

Now, since each task is allocated redundantly multiple times ($n$), the overall accuracy of the task is:

$$a(t) = 1 - \prod_{j=1}^{n} (1 - a_j(t)) \quad (3.16)$$

Intuitively, if a task is executed more times, the result will be more accurate. The experimental results are shown in Figure 3.4. Figure 3.4a shows that the executing accuracy with our approach increases quite rapidly with the increase of the task’s budget, finally reaching 1. Figure 3.4b shows the execution accuracy when we increase the number of the task’s skills; we can see that the execution accuracy of our approach remains very close to 1 when the number of required skills is less than 13, but the execution accuracy in other two approaches deteriorates drastically as the number of required skills increases. Figure 3.4c shows the execution accuracy when the worker quantity increases. Compared with the other two benchmark approaches, our presented approach achieves much higher execution accuracy even when the quantity of workers is small.
Figure 3.5: Differences in task execution accuracies when a reputation mechanism for different ratios of unreliable workers is or is not adopted under varying situations.

Therefore, our presented approach achieves better performance in task execution efficiency than the other two benchmark approaches. The reason is similar to that described in Section 3.5.3; for brevity, a detailed description is omitted.

3.5.5 Tests on the Reputation Mechanism

We now test the effects of our reputation mechanism when there are unreliable or malicious workers. In particular, we compare the task execution accuracies when the reputation mechanism is adopted and when it is not. In the experiments, we randomly set some workers as unreliable. For simplicity, we assume that the results of task execution are binary values. We can then adopt a method similar to that described in [126] in which the unreliable workers also contribute in some degree to the accuracy of task and hence, even if all workers are unreliable, the task can still achieve some accuracy if the reputation mechanism is adopted. The unreliable workers’ accuracies follow the normal distribution $N(0.2, 0.1)$. When the reputation mechanism is adopted, the system gradually identifies the unreliable workers and then utilizes the results generated by the unreliable workers. The results are shown in Figure 3.5, in which $z$-axis shows the differences of task execution when the reputation mechanism is or is not adopted in a variety of situations.

Figure 3.5a shows the results for varying task budgets ($x$-axis) and proportions of unreliable workers ($y$-axis). We can see that when there are more unreliable workers, the model adopting a reputation mechanism performs much better than the model that does
not; therefore, our presented reputation mechanism can effectively address the presence of unreliable workers. Moreover, we can also see that the reputation mechanism can provide more obvious benefits when the task’s budget is insufficient.

Figure 3.5b shows the results for varying numbers of task skills (x-axis) and proportions of unreliable workers (y-axis). When a task requires more skills, i.e., the task is more complex, the reputation mechanism performs much better than the model that does not incorporate a reputation mechanism. Therefore, our presented reputation mechanism can effectively address the presence of the unreliable workers, especially when the task is complex.

Figure 3.5c shows the results for varying numbers of workers (x-axis) and proportions of unreliable workers (y-axis). The results show that the reputation mechanism can perform better especially when the workers are not sufficient.

3.6 Summary

This chapter aims to solve two typical problems noted in previous studies of crowdsourcing complex tasks: the requesters undertake a heavy burden when decomposing complex tasks into a set of micro-subtasks, and reliability may not be ensured when there are many malicious workers in the crowd. By considering a current general situation in which the workers are often connected by social networks, this chapter explores a context-aware reliable crowdsourcing approach that can solve the above two problems in social network environments.

This chapter implements the approach by defining a reasonable concept of crowdsourcing value that can be used to measure the probability of a worker’s being assigned a task when the context of the worker in the social network is considered. The experiments on a real-world dataset show that the presented approach outperforms previous benchmark approaches with respect to task allocation and execution efficiencies; moreover, the presented approach can effectively address the situation in which there are many unreliable workers.
Chapter 4

Batch Allocation for Tasks with Overlapping Skill Requirements in Crowdsourcing

Existing studies on crowdsourcing often adopt the retail-style allocation approach, in which tasks are allocated individually and independently. However, such retail-style task allocation has the following drawbacks: 1) each task is executed independently from scratch, thus the execution of one task cannot utilize the results of other tasks and the requester must pay in full for the task; 2) many workers only undertake a very small number of tasks contemporaneously, thus the workers’ skills and time may not be fully utilized. We observe that many complex tasks in real-world crowdsourcing platforms have similar skill requirements and long deadlines. Based on these real-world observations, this chapter presents a novel batch allocation approach for tasks with overlapping skill requirements. Requesters’ real payment can be discounted because the real execution cost of tasks can be reduced due to batch allocation and execution, and each worker’s real earnings may increase because he/she can undertake more tasks contemporaneously. This batch allocation optimization problem is proved to be NP-hard. Then, two types of heuristic approaches are designed: layered batch allocation and core-based batch allocation. The former approach mainly utilizes the hierarchy pattern to form all
possible batches, which can achieve better performance but may require higher computational cost since all possible batches are formed and observed; the latter approach selects core tasks to form batches, which can achieve suboptimal performance with lower complexity and significantly reduce computational cost. With the theoretical analyses and experiments on a real-world Upwork dataset in which the proposed approaches are compared with the previous benchmark retail-style allocation approach, we find that our two batch allocation approaches have better performances in terms of total payment by requesters and average income of workers, as well as maintaining close successful task completion probability and consuming less task allocation time.

The remainder of this chapter is organized as follows. In Section 4.1, we present the motivation and problem description; in Section 4.2, we present the approach for layered batch formation and allocation of tasks; in Section 4.3, we present the approach for core-based batch formation and allocation of tasks; in Section 4.4, we provide the experimental results; finally, we conclude this chapter in Section 4.5.

4.1 Motivation and Problem Description

4.1.1 Motivation

We have analyzed some data from two leading complex-task-oriented crowdsourcing websites, www.upwork.com and www.freelancer.com, which include 1353 randomly selected workers and 4950 randomly selected tasks from the Upwork website, and 578 workers and 6968 tasks from the Freelancer website. We summarize the following main characteristics:

1) **Overlapping skill requirements of different tasks.** We consider the typical category of complex tasks at the Upwork website: web-mobile development. We find the 20 skills that are most often required by tasks in the category, which are shown on the $x$-axis in Figure 4.1a; the number of tasks requiring each type of skill is represented by the $y$-axis. We find that each of 20 most popular skills is
The reason why we consider the similarity of required tasks to a professional worker, which is verified by the experimental results in Fig. 6 in Section 6.5.2.

The numbers of tasks undertaken by workers contemporaneously: developing a B2C website and developing an O2O website, some of the infrastructures and basic components in developing the B2C website can be reused with certain modification in the developing of the O2O website; because the repetitive works can be saved, the total execution costs of the two websites can be reduced by comparing to the case in which each task is executed independently by different workers, since working on large batches of tasks avoids overhead of selecting tasks to work on, as well as reading instructions and learning how to perform the task [2]. In another similar task by the same workers, which can be one task can be reused (or with certain modifications) in the case in which the two websites are developed from the same platform.

The deadlines of many crowdsourcing tasks are long deadlines because urgent tasks may not be applicable. Many crowdsourcing tasks at the Upwork website, we find the average duration is 97.76 days; and after analyzing 11614 tasks at the Upwork website and 80.16% at the Freelancer website. Therefore, most workers undertake only a small number of tasks at the Upwork website and 80.16% at the Freelancer website. The deadlines of tasks often overlapping; many complex tasks within the same category have long deadlines; for example, after analyzing 7395 tasks at the Upwork website, we find the average duration is 97.76 days; and after analyzing 11614 tasks at the Upwork website, we find the average duration is 97.76 days.

The reason is that the partial execution results of another task by the same workers, which can be one task can be reused (or with certain modifications) in the case in which each task is executed independently by different workers. The partial execution results of two similar tasks concurrently can be reused, since working on large batches of tasks avoids overhead of selecting tasks to work on, as well as reading instructions and learning how to perform the task [2]. In another similar task by the same workers, which can be one task can be reused (or with certain modifications) in the case in which the two websites are developed from the same platform.

Figure 4.1: The numbers of tasks requiring some given skills.

Figure 4.2: The similarities of required skills of tasks in different categories at the Upwork website.

Figure 4.3: The numbers of tasks undertaken by workers during a given period.

required by 332 tasks on average, while the total number of tasks is 4950 and each task may require more than one skill.
Because the Freelancer website does not have categories of tasks, we consider all categories of tasks. The statistical results are shown as Figure 4.1b. We can see that each of 20 most popular skills at the whole website is required by 473 tasks on average, while the total number of tasks is 6968 and each task may require more than one skill. Therefore, many real-world crowdsourcing tasks may have overlapping skill requirements.

2) **Similarities of required skills among tasks.** Let there be \( n \) tasks. We use \( S_{t_x} \) to denote the set of skills required by task \( t_x \). Then, the similarities among the \( n \) tasks can be measured as the average pairwise Jaccard similarity (mean similarity between each pair of \( n \) tasks):

\[
Sim = \frac{1}{n \cdot (n - 1)} \sum_{x \neq y} \frac{|S_{t_x} \cap S_{t_y}|}{|S_{t_x} \cup S_{t_y}|}
\]  

(4.1)

Figure 4.2 shows the similarities of different categories of tasks at the Upwork website, where some tasks within each category are similar. In particular, the tasks of customer-service, legal, and writing have higher similarities. Although the tasks at the Freelancer website are not categorized clearly, we also find that the software development tasks at the Freelancer website have a similarity with an average value of 0.033. Therefore, the skill requirements of some complex tasks within the same category may often be similar.

3) **The number of tasks undertaken by workers contemporaneously.** We count the number of tasks undertaken by each worker during a given period; then, we calculate the percentage of the time in which the worker has undertaken a given number of tasks, shown as Figure 4.3. In Figure 4.3, \( C \) denotes the number of tasks undertaken contemporaneously, and the percentage indicates the time occupancy. We find that the period in which workers undertake no more than one task occupies 61.58% of the workers’ total duration at the Upwork website and 80.16% at the Freelancer website. Therefore, most workers undertake only a very small number of tasks contemporaneously.
4) **The deadlines of tasks.** Many crowdsourcing tasks have long deadlines; for example, after analyzing 7395 tasks at the Upwork website, we find the average duration is 97.76 days; and after analyzing 11614 tasks at the Freelancer website, we find that the average duration is 6.53 days. *The crowdsourcing tasks often have long deadlines* because urgent tasks may not be applicable to crowdsourcing web-sites, where workers may have uncertain skill levels and be unreliable.

In summary, from the observations, it can be concluded that there are four popular characteristics of current complex-task-oriented websites: *the skills required by tasks are often overlapping; many complex tasks within the same category have similarities; most workers undertake only a very small number of tasks contemporaneously; and the deadlines of many tasks are long.* Therefore, these observations motivate our study on batch allocation of tasks. In fact, it is well known that grouping simple tasks in larger batches is attractive to workers, since working on large batches of tasks avoids overhead of selecting tasks to work on, as well as reading instructions and learning how to perform the task [46]. In comparison, the novelty of this thesis is that we explore the batching of complex tasks.

With the batching of complex tasks, there are two obvious advantages. *One is that the total execution costs of tasks in a batch by the same workers can be reduced by comparing with the case in which each task is executed independently by different workers.* The reason is that the partial execution results of one task can be reused (or with certain modifications) in another similar task by the same workers. For example, if a worker undertakes two similar tasks contemporaneously: developing a B2C website and developing an O2O website, some of the infrastructures and basic components in developing the B2C web-site can be reused with certain modification in the developing of the O2O website; because the repetitive works can be saved, the total execution costs of the two tasks can be reduced by comparing to the case in which the two websites are developed from scratch. *Another advantage is that the allocation time can be saved* because the tasks in the batch can be allocated in whole by comparing the retail-style task allocation approach in which each task is allocated non-redundantly and independently to a professional worker, which is verified by the experimental results in Figure 4.6 in Section 4.4.5.2.
4.1.2 Problem Description

4.1.2.1 Discounting of Payment for Batch Allocation

Discounting is a general market mechanism in which the payment can be discounted in exchange for cheaper or less satisfactory service \[127\]. It is well known that a key challenge within crowdsourcing is to minimize the real payments by requesters \[2, 128\]. Discounting can be introduced to reduce the real payment by requesters since a worker who accepts a task batch might produce delayed service as the worker needs to handle the multiple tasks in the batch. Therefore, requesters pay less by discounting their real payment due to the delayed service that results from batch allocation. On the other hand, as stated above, batch allocation can reduce the real execution cost and improve the real earnings of the worker, so the worker will be willing to accept the discounted payment.

Formally, the crowdsourcing system can discount a requester’s real payment to an assigned worker \( w_i \) for completing task \( t \) according to the number of batched tasks that are queueing for \( w_i \), \( B_{w_i} = \{t^1_{w_i}, t^2_{w_i}, ..., t^n_{w_i}\} \) in which \( t^j_{w_i} \) is the task that executed by worker \( w_i \). Now, we can define the discounting function as follows:

\[
\text{Pay}_{w_i}(t) = \psi(|B_{w_i}|) \cdot b_t
\]  \hspace{1cm} (4.2)

where \( b_t \) is the original budget of task \( t \) and \( \psi \) is a discounting function, \( 0 \leq \psi \leq 1 \), where the value of \( \psi(X) \) decreases monotonically from 1 to 0 with the increase of \( X \). In this thesis, \( \psi \) is defined as \( \exp(\sigma \cdot (-|B_{w_i}| + 1)) \), where \( \sigma \) is a given discounting factor.

Given a free worker \( w_i \), let there be a batch of tasks, \( B = \{t_1, t_2, ..., t_{|B|}\} \), allocated to \( w_i \); we assume that \( t_x \) is executed after \( t_{x-1}(1 < x \leq |B|) \) and the original budget for task \( t_x(1 \leq x \leq |B|) \) is \( b_{t_x} \). Then, the real payment that \( w_i \) can get from batch \( B \) is

\[
\text{Pay}_{w_i}(B) = \sum_{x=1, \ldots, |B|} (\psi(x) \cdot b_{t_x})
\]  \hspace{1cm} (4.3)
4.1.2.2 Optimization Objective

According to the above discounting function, the more tasks that are allocated in batch to the same worker, the more significantly the system can discount the requesters’ real payment for these tasks; the worker can also earn more hourly wages. However, if too many tasks are allocated to the same worker, some issues may arise: first, the assigned worker and his/her collaborators may have difficulty satisfying some of the skill requirements of the tasks; second, the payment will be heavily discounted and the real payment may be too low to satisfy the worker’s reservation wage; third, if too many tasks are waiting for the same worker, the real completion time of some tasks may exceed their deadlines (although the deadlines are long).

Reducing the real payments of requesters is associated with increasing the batch size, which might also lead to higher earnings of workers. Therefore, the optimization objective is to form proper batches and to allocate the batches to the workers with the maximum crowdsourcing values to minimize the real payments of requesters under the following constraints: the discounted payment for each task is not less than the worker’s reservation wage; and the completion time cannot exceed the deadline of the task.

Let \( T \) be a set of tasks. \( \Pi \) is a possible batching scheme for \( T \), i.e., a combination scheme of the tasks in \( T \); \( \Pi = \{ B_x \mid \bigcup B_x = T \} \) denotes a batch that includes a subset of \( T \). We use \( CV_{w_i}(B_x) \) to denote the crowdsourcing value of \( w_i \) for \( B_x \), i.e., the probability of \( w_i \) being assigned to the batch of tasks \( B_x \), which can be designed for certain criteria (e.g., skill coverage, wage occupancy, completion time, and reputation) and expressed later in Section 4.2.2. Our objective is to find a batching scheme that can minimize the total real payment by all requesters of tasks in \( T \):

\[
\Pi^*_s = \arg \min_\Pi \sum_{B_x \in \Pi} \text{Pay}_{w_j}(B_x)
\]

where \( w_j = \arg \max_{w_i \in W} CV_{w_i}(B_x) \)

subject to:

\[
time(w_j, t) \leq d_t, \forall B_x \in \Pi, t \in B_x
\]

\[
\text{Pay}(w_j, t) \geq \gamma_{w_j}, \forall B_x \in \Pi, t \in B_x
\]
where $\text{time}_{w_j}(t)$ denotes the completion time of task $t$ by worker $w_j$, $d_t$ denotes the deadline of $t$, and $r_{w_j}$ denotes the reservation wage of $w_j$. Equations (4.5)-(4.7) denote that batch $B_x$ is allocated to a worker $w_j$ who has the highest crowdsourcing value for $B_x$ and satisfies the following two constraints: 1) the completion time of each task in $B_x$ by $w_j$ should not exceed the deadline of that task; and 2) the real payment by the requester of each task in $B_x$ to $w_j$ should be higher than the reservation wage of $w_j$.

### 4.1.2.3 Property Analyses

**Theorem 4.1.** The batch allocation problem with the optimization objective in Equations (4.4)-(4.7) is NP-hard.

**Proof.** 3-dimensional matching (3DM) is a classical NP-hard problem [129]. There are assumed 3 finite disjoint sets, $X$, $Y$, and $Z$. All elements are defined as $N = X \cup Y \cup Z$. Let $L$ be a set of candidate triples, $L = \{(x, y, z)|x \in X, y \in Y, z \in Z\}$. A 3-dimensional matching, $M$, is a subset of $L$: for any two distinct triples, $(x_1, y_1, z_1) \in M$ and $(x_2, y_2, z_2) \in M$, we have $x_1 \neq x_2$, $y_1 \neq y_2$ and $z_1 \neq z_2$. Given a set $N$, a set of triples $L$ and an integer $k$, the decision problem of 3DM is to decide whether there exists a 3-dimensional matching $M \subseteq L$ with $|M| \geq k$.

In an instance of our problem, there is a set of tasks, $T = \{t_1, t_2, \ldots, t_n\}$. We can obtain a collection $C = \{C_1, C_2, \ldots, C_x\}$ of 3-element subsets of $T$ and a collection $A = \{A_1, A_2, \ldots, A_n\}$ of 1-element subsets of $T$. We set a positive payment weight $w_c = 1$ for each $C_i$ and $w_a = 2/3$ for each $A_i$. The 3DM problem can be transformed to our problem as follows: each triple of $L$ corresponds to $C_i \in C$, and each element of $N$ corresponds to $t_i \in T$. Let $J$ be a positive number. Then, we will show that the 3DM problem has a 3-dimensional matching $M$, with $|M| \geq k$, if and only if our problem has an exact cover $E$ for $T$ with the sum of weights $\sum_{i \in E} w_i \leq J$, where $J = 2n/3 - k$.

1) **only if.** If there exists an exact cover $E$ for $T$, where $E = A' \cup C'$ and $A' \subseteq A$ and $C' \subseteq C$, the sum of the weights of $E$ is $w_a \cdot |A'| + w_c \cdot |C'| = w_a \cdot (|T| - 3|C'|) + w_c \cdot |C'| = 2n/3 - |C'| \leq J$. Thus, $|C'| \geq 2n/3 - J$. Each triple of $M$ corresponds to $C_i \in C'$, and the size $n$ of $T$ and $N$ that can be seen as a constant for the
specific problem. This indicates that for the 3DM problem, there is a matching $M$ with $|M| = |C'| \geq k, k = 2n/3 - J$.

2) if. If there exists a 3-dimensional matching $M$ in the 3DM problem, $|M| \geq k$, it can be proved that our problem has an exact cover $E$ for $T$ with $J = 2n/3 - k$. $M$ corresponds to $C'$, and other elements of $T$ are covered by the subset of $A$. Thus, the sum of the weights of $E$ is $2/3 \cdot (|T| - 3|C'|) + 1 \cdot |C'| = 2n/3 - |C'| \leq J$.

The 3DM can be restricted to the instance of our problem in polynomial time, thus our problem is NP-hard.

The objective of minimizing the total real payment by requesters in Equation (4.4) is compatible to another objective of improving the real earnings of individual workers. For example, to reduce the real payment by requesters, we can make the batch larger and the worker can earn more from a larger batch than from a smaller batch. The following lemma ensures that workers can earn more when they undertake larger batches:

Lemma 4.1. Let there be two batches, $B_1$ and $B_2$. It is assumed that $B_1 \subseteq B_2$ and that all tasks in $B_2 - B_1$ are executed after the tasks in $B_1$. If the two batches are assigned to worker $w_i$, we have: $\text{Pay}_{w_i}(B_1) \leq \text{Pay}_{w_i}(B_2)$.

Proof. Let $\xi_x$ denote the start time of the execution of task $t_x$, we have

$$\forall t_x, \ t_x \in B_2 \Rightarrow t_x \in B_1 \lor t_x \in (B_2 - B_1),$$

and

$$\forall t_x \in (B_2 - B_1), \ t_y \in B_1 \Rightarrow \xi_x \geq \xi_y.$$

According to Equation (4.3)

$$\text{Pay}_{w_i}(B_2) = \sum_{x=1,\ldots,|B_1|} \psi(x) \cdot b_{t_x} + \sum_{x=|B_1|+1,\ldots,|B_2|} \psi(x) \cdot b_{t_x}$$

$$= \text{Pay}_{w_i}(B_1) + \sum_{x=|B_1|+1,\ldots,|B_2|} \psi(x) \cdot b_{t_x}.$$

Therefore, $\text{Pay}_{w_i}(B_1) \leq \text{Pay}_{w_i}(B_2)$.

Moreover, the batching for improving the worker’s utility is submodular, which has the diminishing returns property, as stated in the following lemma:
Lemma 4.2. Let there be two batches, $B_1$ and $B_2$. It is assumed that $B_1 \subseteq B_2$. Now suppose there is another set of tasks, $T'$. If the assigned worker is $w_i$ and the tasks in $T'$ are executed after the tasks in $B_1$ and $B_2$, we have $\text{Pay}_{w_i}(B_1 \cup T') - \text{Pay}_{w_i}(B_1) \geq \text{Pay}_{w_i}(B_2 \cup T') - \text{Pay}_{w_i}(B_2)$.

Proof.

We have $\text{Pay}_{w_i}(B_1 \cup T') = \sum_{x=1,\ldots,|B_1|} \psi(x) \cdot b_{tx} + \sum_{x=|B_1|+1,\ldots,|B_1|+|T'|} \psi(x) \cdot b_{tx}$ and $\text{Pay}_{w_i}(B_1) = \sum_{x=1,\ldots,|B_1|} \psi(x) \cdot b_{tx}$, thus $\text{Pay}_{w_i}(B_1 \cup T') - \text{Pay}_{w_i}(B_1) = \sum_{x=|B_1|+1,\ldots,|B_1|+|T'|} \psi(x) \cdot b_{tx}$.

We have $\text{Pay}_{w_i}(B_2 \cup T') = \sum_{x=1,\ldots,|B_2|} \psi(x) \cdot b_{tx} + \sum_{x=|B_2|+1,\ldots,|B_2|+|T'|} \psi(x) \cdot b_{tx}$ and $\text{Pay}_{w_i}(B_2) = \sum_{x=1,\ldots,|B_2|} \psi(x) \cdot b_{tx}$, thus $\text{Pay}_{w_i}(B_2 \cup T') - \text{Pay}_{w_i}(B_2) = \sum_{x=|B_2|+1,\ldots,|B_2|+|T'|} \psi(x) \cdot b_{tx}$.

Because $|B_1| \leq |B_2|$, $\forall i = 1, \ldots, |T'|$ we have $b_{t_i|B_1|+i} = b_{t_i|B_2|+i}$, and according to the discounting function, we have

$$\psi(|B_1| + i)b_{t_i|B_1|+i} \geq \psi(|B_2| + i)b_{t_i|B_2|+i}, \forall i = 1, \ldots, |T'|.$$ 

Then, we have Lemma 4.2. 

According to Lemma 4.1, we should try to enlarge the batch if the constraints in our allocation objective can be satisfied; however, from Lemma 4.2, we can see that the marginal benefit will diminish as the batch size increases.

To solve the batch allocation problem, which is NP-hard, this thesis presents two heuristic approaches according to the tasks’ required skills: the layered approach and the core-based approach. The layered approach uses hierarchical batching and can produce different layers of batching schemes; this approach can achieve good performance in minimizing requesters’ total real payment, but may incur high computational cost
since all possible batches must be formed and observed. In contrast, the core-based approach first selects the core tasks that have minimum skill differences with other tasks, and then the batches are formed based on the core tasks. Although this approach cannot achieve the optimal batching results, it can significantly reduce the computational cost.

4.2 Layered Batch Formation and Allocation of Tasks

4.2.1 Layered-Batch Formation

With layered batching, we use the “bottom-up” pattern to iteratively form the batches step by step. In the first layer, each task forms an initial batch; the batching results in one layer feed into the next-higher layer. Therefore, the higher the layer is, the larger the batches in the layer are.

Let there be a set of tasks, $T = \{t_1, t_2, ..., t_n\}$. Suppose budget $b_{tx}$ is provided by the requester for each task $t_x$, $1 \leq x \leq n$, and the set of necessary skills required by $t_x$ is $S_{tx} = \{s_{x1}, s_{x2}, ..., s_{xm}\}$. In a batch of tasks, it is assumed that the execution sequence is determined by the deadline of the tasks, i.e., $t_x$ is executed before $t_y$ if $d_{tx} < d_{ty}$. A batch is a set of time-sorted tasks and is denoted by an ordered tuple, e.g., $[t_1, t_2]$ is a batch that includes $t_1$ and $t_2$, and $t_1$ is executed before $t_2$.

**Definition 4.1** (Candidate worker set of a batch). Let $W$ denote the set of all workers in the crowd and $B$ denote a batch of tasks. There is a subset $W_c \subseteq W$ that is defined as the candidate worker set of $B$ if and only if its elements satisfy the wage and time constraints of all tasks in $B$: $\forall w \in W_c$, $w$’s reservation wage is not higher than the discounted payment of each task, and $w$’s completion time of every task $t \in B$, time$(t)$, does not exceed the deadline of $t$, $d_t$; see Equation (4.8).

$$\forall t \in B, \ w \in W_c \iff \gamma_w \leq Pay_w(t) \land time_w(t) \leq d_t$$ (4.8)

The layered batch formation process is described as Algorithm 5. In the bottom layer, each task forms a batch initially, i.e., $Layer_1 = \{[t_1], [t_2], ..., [t_n]\}$. If any worker
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satisfies the time and wage constraints of one batch (i.e., the constraints described in Equations (4.6) and (4.7)), it can be added to the set of candidate workers for the batch. Then, to form the higher layer, we iteratively generate all possible batches by appending one task to each batch of the lower layer; we can omit the batch in the layer if no workers satisfy the batch’s time and wage constraints. Apparently, at layer $i$, each batch has $i$ tasks, which are sorted according to their deadlines.

In Algorithm 5, ‘$w$ can satisfy Batch’ means that the constraints of $w$’s reservation wage and all tasks’ deadlines are satisfied. Although the complexity of Algorithm 5 is high, $O(2^n)$, it is feasible to implement in practice. This is because the size of a batch that can be undertaken by an individual worker is limited according to the discounting mechanism; meanwhile, the time and wage constraints can remove some batches without candidate workers.

**Theorem 4.2.** Let there be two batches $B_1$ and $B_2$ at Layer $i$. Now it is assumed that $B_1$ and $B_2$ can be merged into a new batch, $B_3$, at Layer $i+x$ ($x > 0$), which means $B_1 \cap B_2 = \emptyset$ and $B_1 \cup B_2 = B_3$. We use $\text{Pay}_w(B)$ to denote the real payment that worker $w$ can get from batch $B$. Then, we have $\text{Pay}_w(B_1) + \text{Pay}_w(B_2) \geq \text{Pay}_w(B_3)$.

**Proof.** All tasks in $B_1$, $B_2$, and $B_3$, are sorted according to their deadlines. Apparently, $\forall t \in B_1, B_2$, the order of task $t$ in $B_1$ or $B_2$ is always no more than the order of $t$ in $B_3$. The discounting function monotonically decreases as the task order increases. Thus, we have $\text{Pay}_w(B_1) + \text{Pay}_w(B_2) \geq \text{Pay}_w(B_3)$.

According to Theorem 4.2, the larger a batch is, the more significantly the real payment by requesters will be discounted. Therefore, Theorem 4.2 ensures that the layered batch formation can approach our optimization objective of minimizing the real payment by requesters.

**Theorem 4.3.** Suppose that when we use Algorithm 5 to perform batch formation for $T$, there are two layers: Layer $i$ and Layer $i+1$. Suppose we are given two batches $B_{i,j}$ and $B_{i+1,k}$, which respectively belong to Layer $i$ and Layer $i+1$, and assume $B_{i+1,k}$ is generated based on $B_{i,j}$. $\text{BWset}_{i,j}$ and $\text{BWset}_{i+1,k}$ are respectively the candidate worker sets of $B_{i,j}$ and $B_{i+1,k}$. Then, we have (1) $\text{BWset}_{i+1,k} \subseteq \text{BWset}_{i,j}$; (2) for a
**Algorithm 5**: Layered-batch formation for tasks.

/* \( T = \{t_1, t_2, \ldots, t_n\} \) denotes a set of \( n \) tasks; \( W \) is the set of workers in the crowd. */

```
1 i = 1;
2 c = 0;
3 Layer_i = {};
4 LWS_i = {};// Candidate worker set for batches of layer \( i \)
5 forall the \( t_j \in T \) do
6 \[ B_{i,j} = [t_j]; \]
7 BWSet_{i,j} = {}; // Candidate worker set of the batch
8 forall the \( w \in W \) do
9 if \( w \) can satisfy \( B_{i,j} \) then
10 \[ BWSet_{i,j} = BWSet_{i,j} \cup \{w\}; \]
11 if \( BWSet_{i,j} \) is not Empty then
12 \[ Layer_i = Layer_i \cup \{B_{i,j}\}; \]
13 \[ LWS_i = LWS_i \cup \{BWSet_{i,j}\}; \]
14 while \( c == 0 \) do
15 \[ i = i + 1; \]
16 Layer_i = {};
17 LWS_i = {};
18 k = 1;
19 forall the \( B_{i-1,j} \in Layer_{i-1} \) do
20 forall the \( t_x \in T - \{B_{i-1,j}\} \) do
21 \[ B_{i,k} = B_{i-1,j} + [t_x]; \] // Add a task to the batch
22 BWSet_{i,k} = {};
23 forall the \( w \in LWS_{i-1,j} \) do
24 if \( w \) can satisfy \( B_{i,k} \) then
25 \[ BWSet_{i,k} = BWSet_{i,k} \cup \{w\}; \]
26 if \( BWSet \) is not Empty then
27 \[ Layer_i = Layer_i \cup \{B_{i,k}\}; \]
28 \[ LWS_i = LWS_i \cup \{BWSet_{i,k}\}; \]
29 \[ k = k + 1; \]
30 if \( Layer_i \) is Empty then
31 \[ c = 1; \]
```

Proof. (1) We assume that there is an arbitrary candidate worker \( w_c \) who can satisfy \( B_{i+1,k} \). Then, worker \( w_c \) can solve all tasks of batch \( B_{i+1,k} \) under the time and wage

worker \( w \), \( Pay_w(B_{i,j}) < Pay_w(B_{i+1,k}) \); and (3) if \( BWSet_{i,j} \) is empty, the generation of Layer_{i+1} needs not to involve appending one task from batch \( B_{i,j} \).
constraints. Moreover, $B_{i,j} \subseteq B_{i+1,k}$ is known and batch $B_{i+1,k}$’s first $i$ tasks are the same as the tasks in batch $B_{i,j}$. Therefore, worker $w_c$ can also satisfy all tasks in batch $B_{i,j}$ under the constraints. Thus, $BWset_{i+1,k} \subseteq BWset_{i,j}$.

(2) $B_{i,j} \subseteq B_{i+1,k}$ is known, so $B_{i+1,k}$’s first $i$ tasks are the same as the tasks in $B_{i,j}$. According to the discounting function, we have $Pay_w(B_{i,j}) = Pay_w(B_{i+1,k}[1, ..., i])$. Therefore, we have $Pay_w(B_{i,j}) < Pay_w(B_{i+1,k}[1, ..., i]) + Pay_w(B_{i+1,k}[i + 1]) = Pay_w(B_{i+1,k})$. For worker $w$, $B_{i+1,k}$ can result in higher earnings, compared with $B_{i,j}$.

(3) From (1), if $BWset_{i,j}$ is empty, $BWset_{i+1,k}$ is also empty and the desired conclusion follows.

Theorem 4.3 ensures the correctness of Algorithm 5 and guarantees that another aspect of our objective, improving the real earnings of the worker, can be achieved.

4.2.2 Worker’s Crowdsourcing Value for a Batch of Tasks

The probability for a worker to be assigned a batch of tasks is influenced by the following four factors:

1) The coverage degree of the worker’s skills for the skills required by the tasks in the batch. Let $B$ be a batch. The set of skills required by all tasks in batch $B$ is $S_B = \bigcup_{t_x \in B} S_{t_x}$, where $S_{t_x}$ denotes the set of skills required by task $t_x$. For all $s_a \in S_B$, we use the number of tasks in the batch that require $s_a$ as the weight of $s_a$ in the batch, $n_a$. Now, we use a binary value to indicate whether worker $w_i$ has the skill $s_a : b_{ia} = 1$ if $w_i$ has skill $s_a$; $b_{ia} = 0$ if $w_i$ does not have skill $s_a$. Then, the skill coverage degree of $w_i$ for batch $B$ will consider each skill’s weight in the batch:

$$CS_{w_i}(B) = \left( \sum_{s_a \in S_B} (b_{ia} \cdot n_a) \right) / \left( \sum_{s_a \in S_B} n_a \right)$$  \hspace{1cm} (4.9)

2) The occupancy rate of the worker’s reservation wage on the task’s real payment.

Suppose the real payment that the requester of task $t_x$ will pay to $w_i$ is $Pay_w(t_x)$, which is calculated according to Equation (4.2). Let the reservation wage of $w_i$
be $\gamma_{w_i}$. Then, the occupancy rate of $w_i$’s reservation wage on batch $B$’s payment is

$$\text{Occ}_{w_i}(B) = \left( \sum_{t_x \in B} \left( \frac{\gamma_{w_i}}{\text{Pay}_{w_i}(t_x)} \right) \right) / |\{t_x \forall t_x \in B\}| \quad (4.10)$$

If the assigned worker $w_i$ has a lower $\text{Occ}_{w_i}(B)$, $w_i$ may have more potential to distribute more utility to other workers who assist $w_i$ in executing tasks in $B$.

3) The estimated completion time of the worker for tasks in the batch. When a worker wants to bid for a batch of tasks, he/she will estimate the completion time for each task in the batch according to the current real situation and his/her experiences. Moreover, the estimated completion time of a worker for a task can also be estimated by the system [130]. Let $f_{ix}$ be the estimated completion time of worker $w_i$ for task $t_x$. The index can be calculated as follows:

$$\text{Est}_{w_i}(B) = \left( \sum_{t_x \in B} f_{ix} \right) / |\{t_x \forall t_x \in B\}| \quad (4.11)$$

4) The reputation of the worker. The reputation of the worker is mainly determined by the worker’s past experiences in completing tasks; if the worker always successfully completed assigned tasks, his/her reputation is higher, and vice versa.

We use $R_{w_i}$ to denote the reputation of worker $w_i$.

People are often connected by social networks [23, 51, 131]. Some recent studies [26, 27] have shown that workers are also often connected through social networks. If a worker cannot complete a batch of tasks by himself/herself, he/she needs to seek the help of other workers through his/her social networks. Therefore, we present the following definition of crowdsourcing value to measure the probability of a worker being assigned a batch of tasks, which considers four factors that involve both the worker and other workers in his/her social network contexts:
**Definition 4.2** (Crowdsourcing value of a worker for a batch of tasks). The crowdsourcing value of a worker, $w_i$, for a batch of tasks $B$ is

$$CV_{w_i}(B) = \alpha_1 \beta_1 \cdot CS_{w_i}(B) + \beta_2 \cdot R_{w_i} + \beta_3 \cdot Occ_{w_i}(B) + \beta_4 \cdot Est_{w_i}(B) + \frac{\sum_{w_j \in (W - \{w_i\})} (\frac{\beta_1 CS_{w_j}(B) + \beta_2 R_{w_j}}{\beta_3 Occ_{w_j}(B) + \beta_4 Est_{w_j}(B)})}{|W - \{w_i\}|}$$

(4.12)

where $W$ denotes the crowd of workers in the social network context, which includes $w_i$, and $d_{ij}$ denotes the distance between $w_i$ and $w_j$ in the social network. The distance can be defined as the length of the shortest path between the two workers in the social network. $\alpha_1 + \alpha_2 = 1$; $\beta_1 + \beta_2 + \beta_3 + \beta_4 = 1$.

Although the number of worker set $W$ is large, the crowdsourcing value can be calculated in a reasonable time. The reason is similar to the explanation on Page 34.

### 4.2.3 Allocation Algorithm

To achieve the optimization objective, we should first allocate the batches at the highest layer. If the system can find an appropriate worker for a batch and satisfy the constraints in Equations (4.4)-(4.7), the batch will be assigned to the worker. Therefore, assigned workers should be selected from the candidate worker set of the batch. If a batch at a layer can be allocated successfully, it is not necessary to consider the batches at the same or lower layers that have any common tasks with that batch, which can avoid the redundant allocation of common tasks between two batches. This process is repeated until all tasks have been allocated successfully or all workers have been considered.

Let the number of layers obtained by Algorithm 5 be $\lambda$ and the set of available workers be $W$. To avoid the crowding of too many batches of tasks on certain workers, it is assumed that each worker can only undertake one batch in an allocation. The overall payment for batch $B_{ij}$ is denoted as $Pay_{w}(B_{ij})$. The task allocation algorithm is shown as Algorithm 6. According to the discounting function, the larger the batches are, the more payment it can reduce. Since Algorithm 5 ensures that the sizes of batches at a higher layer are larger than those at a lower layer and the sizes of all batches within
Algorithm 6: Batch layer-oriented task allocation.
/* W is the set of workers in the crowd; Layer, and LWS are obtained by Algorithm 5. */

i = λ;
c1 = 0;
while i > 0 and c1 == 0 do
    c2 = 0;
    while c2 == 0 do
        min_budget = +∞;
        Wc = {};
        forall the $B_{ij} \in \text{Layer}_i$ do
            // Find the minimum-payment batch
            if min_budget > Pay_w($B_{ij}$) then
                Batch = $B_{ij}$;
                BWSet = LWS_i;
                $W_{temp}$ = W ∩ BWSet;
                if $W_{temp}$ is not Empty then
                    // Allocating the batch
                    $w^* = \arg\max_w \in W_{temp} CV_w(Batch)$;
                    assign Batch to $w^*$;
                    W = W − {$w^*$};
                    for k=1 to i do
                        forall the $B_{kx} \in \text{Layer}_k$ do
                            if $B_{kx} \cap \text{Batch} \neq \phi$ then
                                Layer_k = Layer_k − {$B_{kx}$};
                            else
                                Layer_i = Layer_i − {Batch};
                                LWS_i = LWS_i − {BWSet};
                                if Layer_i is Empty then
                                    c2 = 1;
                end if
            end if
        end for
        i = i − 1;
    end while
    if i > 0 then
        if Layer_i or W is Empty then
            c1 = 1;
        end if
    end if
end while
one layer are the same, we greedily allocate batches from upper layers to lower layers. The complexity of Algorithm 6 is $O(nm)$, where $n$ is the number of tasks and $m$ is the number of workers.

**Example.** Figure 4.4 shows an example of layered batch formation and task allocation, where there are four tasks $\{t_1, t_2, t_3, t_4\}$. Let the deadlines of the four tasks be $d_1 \leq d_2 \leq d_3 \leq d_4$. First, we can carry out batch formation according to Algorithm 5, which is shown as Figure 4.4a. The dotted framework represents the batch with no candidate workers who can satisfy both the time and reservation wage constraints of the batch. If batches $B_{22}$, $B_{25}$ and $B_{26}$ have no candidate workers, they and their descendant batches need not be considered. We assume there are no candidate workers who can satisfy the batch of four tasks, so the batch formation process ends at layer 3. Then, we can perform batch allocation according to Algorithm 6, which is shown as Figure 4.4b. The allocation process starts from batch $B_{31}$ or $B_{32}$, depending on which
batch is associated with lower payment, because $B_{31}$ and $B_{32}$ are both at the top layer and their sizes are the same. The dotted line represents the batch that need not be considered later and the solid line denotes a possible allocation sequence.

### 4.3 Core-Based Batch Formation and Allocation of Tasks

The complexity of the above layered batch formation algorithm is $O(2^n)$, which may incur heavy computational cost when $n$ (the number of tasks) is large. Moreover, the layered batch formation process may produce many useless batches. Therefore, we present a new suboptimal approach that can significantly reduce the computational cost.

Let there be two tasks, $t_x$ and $t_y$. The sets of necessary skills required by $t_x$ and $t_y$ are $S_{t_x} = \{s_{x1}, s_{x2}, \ldots, s_{xm}\}$ and $S_{t_y} = \{s_{y1}, s_{y2}, \ldots, s_{ym}\}$, respectively. Then, the distance between tasks $t_x$ and $t_y$ is

$$\delta_{xy} = 1 - \frac{|S_{t_x} \cap S_{t_y}|}{|S_{t_x} \cup S_{t_y}|} \quad (4.13)$$

The main steps of the core-based batch formation and allocation approach are as follows:

1) Given a set of tasks $T$, we define the core task in $T$ to be the one that has the minimum sum of distances to other tasks in $T$:

$$t_c = \arg \min_{t_x \in T} \sum_{t_y \in (T-\{t_x\})} \delta_{xy} \quad (4.14)$$

2) At first, $t_c$ forms the initial batch; other tasks will be considered for integration into the batch with the core of $t_c$. In each round, the task of the batch with the minimum distance to $t_c$, $t_x$, is selected to be added into the batch. Then, the system checks whether there are candidate workers who can satisfy the two constraints in Equations (4.4)-(4.7). If candidate workers cannot be found, another task with
the second minimum distance is considered. This batch formation process for \( t_c \) is repeated until \( \delta_{ci} \) is 1, i.e., no task has overlapping skills with \( t_c \).

3) We can use \( \text{batch}(t_c) \) to denote the batch that is formed with core task \( t_c \). After the batch is formed, a worker \( w_s \) is assigned the batch.

\[
w_s = \arg \max_{w_i \in W_c} CV_{w_i}(\text{batch}(t_c)) \quad (4.15)
\]

4) \( T = T - \text{batch}(t_c) \), we will repeat the above processes 1)–3) for the remaining tasks \( T \). The stopping criterion of the whole core-based batch formation and allocation is that no new core tasks or workers can be found.

With the core-based approach, the order of the execution of tasks in a batch is determined by their distances to \( t_c \), i.e., the smaller the skill distance of the task to \( t_c \), the earlier the task can be executed. This idea is practical because in the execution of one task, the existing execution results of similar finished tasks can be utilized. The core-based batch formation and allocation algorithm is shown as Algorithm 7, where \( \tau_{w,t_c} \) denotes the completion time of task \( t_c \) by worker \( w \) and \( d_{tx} \) denotes the deadline of task \( t_x \).

The worst-case complexity of Algorithm 7 is \( O(nm) \), where \( n \) is the number of tasks and \( m \) is the number of workers. Therefore, the core-based approach can significantly reduce the computational cost compared to the layered approach, whose complexity is \( O(2^n) + O(nm) \).

**Theorem 4.4.** In the process of batch formation with core task \( t_c \), we assume there are two batches, \( B_i \) and \( B_j \), where \( B_i \subseteq B_j \). \( W_i \) and \( W_j \) are the sets of candidate workers (who can satisfy the wage and time constraints of the batch) of \( B_i \) and \( B_j \), respectively. Then, (1) \( W_j \subseteq W_i \) and (2) \( \text{Pay}_w(B_i) \leq \text{Pay}_w(B_j) \).

**Proof.** (1) We can use reductio ad absurdum to prove this theorem. Assume there is a candidate worker \( w' \in W_j \) and \( w' \not\in W_i \). Then, \( w' \) can solve all tasks of batch \( B_j \) under the time and wage constraints, but not those of batch \( B_i \). However, \( B_i \subseteq B_j \) implies that \( B_j \)'s first \( i \) tasks are the same as those of \( B_i \). Thus, worker \( w' \) can also solve the tasks
Algorithm 7: Core-Based Batch Formation and Allocation.
/* $T = \{t_1, t_2, \ldots, t_n\}$ denotes a set of $n$ tasks; $W$ is the set of workers in the crowd. */

1. $c_1 = 0$;
2. while $c_1 == 0$ do
3.   $t_c = \arg\min_{t_x \in T} \sum_{t_y \in (T - \{t_x\})} \delta_{xy}$; // Selecting the core task $t_c$
4.   $W_{temp} = W$;
5.   $c_2 = 1$;
6.   $W_t = \{\}$;
7.   $Batch = \{\}$;
8.   forall the $w \in W_{temp}$ do
9.     if $\tau_{w, t_c} \leq d_{t_c}$ and $\gamma_w \leq Pay_w(t_c)$ then
10.        $time_w = \tau_{w, t_c}$;
11.        $W_t = W_t \cup \{w\}$;
12.   end
13.   if $W_t \neq \phi$ then
14.      $Batch = \{t_c\}$;
15.      $c_2 = 0$;
16.      $W_{temp} = W_t$;
17.      $T_{temp} = T$;
18.   end
19. while $c_2 == 0$ do
20.   $t_b = \arg\min_{t_y \in T_{temp} \land \delta_{xy} \neq 0} \delta_{xy}$;
21.   if $t_b$ can be found then
22.     $W_t = \{\}$;
23.     forall the $w \in W_{temp}$ do
24.       if $(\tau_{w, t_b} + \tau_{w, t_b}) \leq d_{t_b} \land (\gamma_w \leq Pay_w(t_b))$ then
25.         $W_t = W_t \cup \{w\}$;
26.         $time_w = time_w + \tau_{w, t_b}$;
27.       end
28.     if $W_t \neq \{\}$ then
29.         $W_{temp} = W_t$;
30.         $Batch = Batch \cup \{t_b\}$;
31.     else
32.         $T_{temp} = T_{temp} - \{t_b\}$;
33.     end
34.   else
35.     $c_2 = 1$;
36.   end
37. if $batch \neq \phi$ then
38.   $w_* = \arg\max_{w_\in W_{temp}} CV_{w_*}(Batch)$;
39. assign $Batch$ to $w_*$;
40.   $W = W - \{w_*\}$;
41.   $T = T - batch$;
42. if $T == \phi$ or $W == \phi$ then
43.   $c_1 = 1$;
in $B_i$. This is a contradiction; thus, $W_j \subseteq W_i$. (2) $B_i \subseteq B_j$ is known, so batch $B_j$’s first $i$ tasks are the same as those of batch $B_i$. According to the discounting function, $\text{Pay}_w(B_i) \leq \text{Pay}_w(B_j)$. □

Theorem 4.4 ensures the correctness of our core-cased batch formation and allocation algorithm and that our algorithm tends to select larger batches, which implies that it can approach the optimization objective in Equation (4.4).

4.4 Experiments

We now conduct experiments for our approaches on a real dataset and realistic settings for comparison with the previous benchmark approach: retail-style task allocation. Moreover, we compare the results of our approaches to those of the exhaustive batch allocation algorithm, which exhaustively enumerates all possible batch assignments.

4.4.1 Metric for Task Execution

In general, the successful execution of a task is affected by the following four factors: 1) the probability that the task’s required skills are satisfied; 2) whether the task is finished before the deadline; 3) whether the assigned worker is satisfied with the payment; and 4) the assigned worker’s reputation for reliable execution of the task. Let there be a worker $w_i$ assigned to task $t$. The probability of successful execution of $t$ by $w_i$, $p_{i,t}$, can be defined as follows:

$$p_{i,t} = s_{i,t} \cdot \left(\frac{R_{w_i}}{R_{\max}}\right) \cdot (\text{time}_{w_i}(t) \leq d_t) \cdot (\text{Pay}_{w_i}(t) \geq \gamma_{w_i}) \quad (4.16)$$

where

$$s_{i,t} = \prod_{k=1}^{m} e^{-D_k \cdot \tau} \quad (4.17)$$

If the completion time of $t$, $\text{time}_{w_i}(t)$, is later than $d_t$ or the assigned worker’s reservation wage $\gamma_{w_i}$ is not satisfied by the real payment $\text{Pay}_{w_i}(t)$, $p_{i,t}$ is 0. $s_{i,t}$ indicates the possibility of $w_i$ obtaining the required skills through himself/herself and his/her
social network. The probability of \( w_i \) getting \( s_k \) from a worker in \( w_i \)'s social network is inversely proportional to the distance between \( w_i \) and the worker; we use \( D_k \) to denote the minimum distance of \( w_i \) to a worker with \( s_k \) in the social network; if the assigned worker has \( s_k \), \( D_k = 0 \). \( m \) is the total number of skills required by the task. \( \tau \) represents the decay factor. \( R_i \) is the reputation of \( w_i \) and \( R_{\text{max}} \) is the upper bound of the reputation.

### 4.4.2 Benchmark Approach

On many current leading complex task-oriented crowdsourcing websites, such as Upwork.com, Freelancer.com, and zbj.com, each task is often allocated non-redundantly and independently to a professional worker without decomposition, which is retail-style task allocation approach. Generally, the following three factors are considered: 1) the skill coverage degree of the candidate worker for the task; 2) the reputation of the candidate worker; and 3) the reservation wage of the candidate worker.

Our two proposed batch allocation approaches consider the assigned worker’s associations with other workers in his/her social networks; for fair comparison, we extend the traditional retail-style allocation approach by considering the social network contexts of candidate workers. Suppose there is a crowd of workers \( W \). For each \( w_i \in W \), the set of skills of \( w_i \) is \( S_{w_i} \), the reservation wage of \( w_i \) is \( \gamma_{w_i} \) and the reputation of \( w_i \) is \( R_{w_i} \). Let \( t \) be a task and let the set of necessary skills to complete \( t \) be \( S_t \). \( d_{ij} \) denotes the distance between worker \( w_i \) and another worker \( w_j \) in the social network. We define the crowdsourcing value, \( CV_{w_i}(t) \), as the probability of \( w_i \) being assigned \( t \), which is shown as follows:

\[
CV_{w_i}(t) = \alpha_1 \cdot \beta_1 \cdot \left| S_t \cap S_{w_i} \right| + \beta_2 \cdot R_{w_i} + \beta_3 \cdot \gamma_{w_i} + \sum_{w_j \in (W - \{w_i\})} \left( \frac{\beta_1 \cdot (S_t - S_{w_i} \cap S_{w_j}) + \beta_2 \cdot R_{w_j}}{\beta_3 \cdot \gamma_{w_j} \cdot d_{ij}} \right) \frac{1}{|W - \{w_i\}|}
\]  

(4.18)

where \( \alpha_1 \) and \( \alpha_2 \) denote the relative contributions of \( w_i \) and \( w_i \)'s social contextual workers to \( CV_{w_i}(t) \), and \( \beta_1, \beta_2, \) and \( \beta_3 \) denote the relative importance of the three factors. \( CV_{w_i}(t) \) is different from \( CV_{w_i}(B) \) in Equation (4.12), because \( CV_{w_i}(t) \) is the crowdsourcing value for an individual task but \( CV_{w_i}(B) \) is the one for a batch of tasks. The
tasks are allocated one by one in increasing order of deadline. Each task is greedily assigned to the worker with the maximum crowdsourcing value that satisfies the time and wage constraints.

### 4.4.3 Dataset and Settings

Now many representative studies on crowdsourcing of complex tasks are validated by simulation experiments [44, 78, 80, 132], since the online experiments on complex tasks may produce very high unaffordable payments. The simulation experimental results with real data and realistic settings are generally accepted in this area. In this thesis, we also make simulation experiments by using real data set collected from Upwork.com and making realistic settings by referring real-world crowdsourcing processes from Upwork.com.

We collect the data of workers and tasks from Upwork.com. Worker data are crawled from search result pages, which include the skills, historical tasks, reputations of 4409 workers. The data that are extracted for each worker contain more than one task completion record. The average income for historical tasks of a worker is assumed to be the worker’s expected wage. Tasks are selected from the “web-mobile-software-development” category at Upwork.com, which include 4096 tasks’ budgets, required skills, and publishing time. To ensure the generality of our experimental results, we delete the data for extreme cases as follows: the workers whose wages are less than $200 or more than $700 are excluded; the tasks whose budgets are greater than $1400 or less than $400 are excluded; and tasks that require rare skills (for which number of workers is no more than 2) are excluded. Finally, there are 864 workers and 354 tasks in the dataset that is used for our experiments. By considering the general deadlines of tasks at the website, the deadline of each task $d_t$ is a random value in $[67, 127]$; thus, the mean value is close to 97.7. The estimated task completion time of a worker is a random number in the range $[d_t / 2, d_t]$. These workers are interconnected by three typical social network structures [133]: random networks, scale-free networks, and small-world networks.

We now describe how these networks are constructed.
• **Random Network** [133]. The random network is generated by randomly adding connections between workers, which results in the network average degree being equal to 6.

• **Scale-Free Network** [134]. The scale-free network starts with \( m_0 = 12 \) workers which are all connected. At each step, we add a new worker and connect this new worker to three workers already existing in the network with a probability. The probability that a new worker \( v \) connects an existing worker \( u \) is proportional to the degree of \( u \). Finally, the final network average degree is about 6.

• **Small-World Network** [135]. This network starts from a regular ring lattice in which each worker connects with 6 nearest neighbors, and this worker has a probability of \( p = 0.2 \) of rewiring each connection to another worker. Finally, the final network average degree is 6.

<table>
<thead>
<tr>
<th>Network</th>
<th>Diameter</th>
<th>Average shortest path length</th>
<th>Clustering coefficient</th>
<th>Average degree</th>
</tr>
</thead>
<tbody>
<tr>
<td>Random</td>
<td>7.02</td>
<td>4.00</td>
<td>0.01</td>
<td>6</td>
</tr>
<tr>
<td>Scale-free</td>
<td>5.91</td>
<td>3.29</td>
<td>0.12</td>
<td>6.01</td>
</tr>
<tr>
<td>Small world</td>
<td>8.51</td>
<td>4.98</td>
<td>0.63</td>
<td>6</td>
</tr>
</tbody>
</table>

Table 4.1: The properties of the three social network structures.

In summary, the properties of the three types of social network structures among workers in experiments are shown in Table 4.1.

### 4.4.4 Performance Indices

According to the optimization objective, we define below four indices to evaluate the performances of our approaches, *layered batch allocation* (Layer) and *core-based batch allocation* (Core), in comparison with the previous benchmark approach, *retail-style allocation* (Retail):

• **Task Completion Proportion**: According to Equation (4.16), we assume the probability of completing task \( x \) is \( p_x \) and there are a total of \( m \) tasks. The completion proportion of all tasks is defined as \( \sum_{x=1}^{m} p_x/m \). Higher completion proportion indicates that more tasks can be completed successfully.
• **Total Payments by Requesters**: We define this index as the sum of all requesters’ real payments to evaluate our optimization objective of minimizing the requesters’ total real payment.

• **Average Income of Workers**: We define this index as the average of all assigned workers’ real earnings within a given duration to evaluate another aspect of our optimization objective: improving the real hourly wages of workers.

• **Task Allocation Time (Running Time of Algorithm)**: This index is used to measure the computational efficiency of the task allocation approaches. The running time of our approaches includes the batch formation and allocation processes.

### 4.4.5 Experimental Results

There are four main factors that may influence the results: 1) discounting factor $\sigma$ for the discounting function in Equation (4.2) (which is set ranging from 0.3 to 0.7); 2) decay factor $\tau$ in Equation (4.17), which influences the decay rate of the probability to get skills as a function of social distance; 3) structures of social networks, which affect the cooperation among workers; and 4) number of tasks, which may influence the performance. The experiments test the impacts of these four factors on the four performance indices.

#### 4.4.5.1 Tests on Task Completion Proportion

Now we test the performances on **Task Completion Proportion** of the three approaches.

Figure 4.5a shows the results on **Task Completion Proportion** of the three approaches under different social network structures. The decay factor is set to a fixed value, $\tau = 0.03$. In the same network structure, the three allocation approaches have similar **Task Completion Proportion** performances, and core-based batch allocation is slightly better than layered batch allocation; the reason is that layered batch allocation greedily selects batches with lower budgets in the process of batch allocation. For the three types of social networks, **Task Completion Proportion** performance under Random Networks
is better than that under Small-World Networks; this is because Task Completion Proportion is related to the social distance from a worker with the required skill according to Equation (4.17), and the average distance between two workers in a random network is slightly smaller than that in a small-world network. Moreover, in the three networks, the scale-free network’s average distance is the smallest, which causes it to have the highest Task Completion Proportion performance.

Figure 4.5b shows the effects of the decay factor. With the growth of the decay factor (from $\tau = 0.01$ to $\tau = 0.05$, while $\sigma = 0.3$), the Task Completion Proportion performances of all approaches decrease drastically. The Task Completion Proportion performance under random networks is slightly higher than that under small-world networks. Moreover, the scale-free network’s smallest average distance causes it to have the highest Task Completion Proportion performance.

4.4.5.2 Tests on Total Payment by Requesters, Average Income of Workers, and Task Allocation Time

This series of experiments tests the performances on Total Payments by Requesters, Average Income of Workers, and Task Allocation Time of the three approaches under different discounting factors and social networks. Because the decay factor in Equation (4.17) only influences the stage of task execution and these three performance indices are determined in the stage of task allocation, it is not necessary to test the effects of the decay factor on these three performance indices. Therefore, the decay factor can be set to 0.03.
Figure 4.6: The scalability to the number of tasks in terms of the four performance indices.

Figure 4.6 shows the effects of the discounting factor on the three performance indices. We can see that our two approaches achieve lower Total Payments by Requesters and higher Average Income of Workers while using less allocation time than the retail-style allocation approach. Comparing with core-based batch allocation, layered batch allocation performs better on Total Payments by Requesters and Average Income of Workers, but it needs to consume more allocation time. In our approaches, the values of Total Payments by Requesters and Average Income of Workers decrease with the increase of the discounting factor. With the increase of the discounting factor, the runtime of our layered batch allocation declines slightly; the reason is that a higher discounting factor means a lower payment for the task, which may reduce the size of the candidate worker set in layered batch allocation, which speeds up the algorithm. The effects of the network structures are not significant; this is because these three performance indices are related to task allocation, whereas social network structures have more influence on task execution.
4.4.5.3 Tests on the Scalability to the Number of Tasks

![Graphs showing scalability to the number of tasks for different networks](image)

Figure 4.7: The scalability to the number of tasks in terms of the five performance indices

This section examines the performances of three approaches under different numbers of tasks; the results are shown as Figure 4.7. Without loss of generality, we set $\tau = 0.03$ and $\sigma = 0.5$. We can see that the number of tasks has no significant influence on Task Completion Proportion. On Total Payments by Requesters, the advantage of our approaches becomes more obvious with the increase of the number of tasks. The performances on Average Income of Workers of the three approaches increase with the increase of the number of tasks. Comparing with the retail-style task allocation, our
two batch allocation approaches both have better scalability performances in terms of runtime. In addition, when number of tasks is small, the number of possible batches is limited, and the greedy batch allocation of the layered approach may spend less time than the core-based batch allocation; with the increase of the number of tasks, the core-based batch allocation may spend less time due to its lower complexity.

### 4.4.5.4 Comparison with the Exhaustive Batch Allocation Algorithm

We design an exhaustive algorithm based on recursion to enumerate all possible batch assignments. The recurrence formula is as follows:

\[
\text{ExactBatchAlloc}(T, W) = \min_{B \in C(T) - \{\phi\}} (\text{ExactBatchAlloc}(T - B, W - \{w_B^*\}) + \text{Pay}_w(B))
\]

where \(\text{ExactBatchAlloc}(T, W)\) represents the minimum total payment of all possible batch allocations. Let \(T\) denote the set of all tasks and \(C(T)\) be the power set of \(T\). We assume \(B \in C(T) - \{\phi\}\) is a batch of the task set \(T\). All tasks in \(B\) should be executed in increasing order of deadline. \(w_B^*\) represents the worker with the highest crowdsourcing value for batch \(B\). \(\text{Pay}_w(B)\) is the payment associated with batch \(B\).

The exhaustive algorithm is shown as Algorithm 8.

The exhaustive algorithm has very high computational complexity, \(O(n!)\), so it can only be used for small number of tasks; however, it can be used as a benchmark for comparison. Because our main optimization objective is to minimize the total real payment by requesters, here we only compare the performance index of \(\text{Total Payments by Requesters}\).

First, we randomly select a certain number of tasks from the set of all tasks and only retain workers who have skills related to the tasks. Then, we compare the performances of our two approaches with that of the exhaustive algorithm. We set \(\tau = 0.03\) and \(\sigma = 0.5\). We calculate the ratios of our approaches’ results to those of the exhaustive algorithm, shown as Figure 4.8. The \(\text{Total Payments by Requesters}\) of our approaches are approximately 1.6 times that of exhaustive algorithm for a small number of tasks.
Algorithm 8: Exhaustive Batch Allocation Algorithm.
/* T = \{t_1, t_2, ..., t_n\} denotes the set of tasks; \(W\) denotes the set of workers. */

1. \(\text{Total\_budget} = 0;\)
2. \(\text{Min\_budget} = \infty;\)
3. \textbf{Function} \(\text{ExactBatchAllocation}(T, |T|, W)\)
4. \textbf{if} \(|T| == 0 \text{ or } |W| == 0\) \textbf{then}
   5. \(\text{// Batch allocations are over}\)
   6. \(\text{if Total\_budget < Min\_budget then}\)
   7. \(\text{return}\)
8. \(C(T) = \{S| S \subseteq T\}; \text{// } C(T) \text{ is the power set of } T\)
9. \textbf{forall the } \(B \in C(T) - \{\phi\}\) \textbf{do}
10. \(\text{BWSet} = \{\};\)
11. \textbf{forall the } \(w \in W\) \textbf{do}
12. \(\text{if } w \text{ can solve Batch } B \text{ then}\)
13. \(\text{BWSet} = \text{BWSet} \cup \{w\};\)
14. \textbf{if } \text{BWSet} \neq \{\} \textbf{ then}
15. \(w_\star = \arg \max_{w \in \text{BWSet}} CV_w(B);\)
16. \(\text{Total\_budget} = \text{Total\_budget} + \text{Pay}_w(B);\)
17. \(W_t = W - \{w_\star\};\)
18. \(T_t = T - B;\)
19. \(\text{ExactBatchAllocation}(T_t, |T_t|, W_t);\)
20. \(\text{Total\_budget} = \text{Total\_budget} - \text{Pay}_w(B);\)
21. \textbf{End of the Function}

(a) Random networks  (b) Scale-free networks  (c) Small-world networks

Figure 4.8: Comparison among our two approaches and the exhaustive algorithm.

In summary, according to a comparison with the retail-style task allocation approach, our two approaches both achieve better performances in terms of \textit{Total Payments by Requesters} and \textit{Average Income of Workers}, while maintaining higher \textit{Task Completion Proportion} and consuming less task allocation time. Between our two approaches, the core-based batch allocation approach incurs lower time cost and produces suboptimal results. Moreover, although our approaches’ \textit{Total Payments by Requesters}
are 1.6 times that of the exhaustive algorithm, our approaches can scale to large number of tasks, whereas the exhaustive algorithm can only be applied when the number of tasks is very small.

Certainly, because our experiments are conducted in a simulation environment with real data and realistic settings, there are some limitations with the current results.

- The strategies and skills of workers are assumed to be fixed. In fact, real workers may sometimes switch their strategies and their skills may change with their learning and execution histories. Therefore, the dynamics of strategies and skills of workers in the batch crowdsourcing should be explored in the future research.

- The crowdsourcing system is assumed to be dependable. In fact, the system may be undependable in real world; for example, some workers may join and depart the system dynamically, some workers may abandon the assigned tasks temporarily, and the operations of the system may be undependable. Therefore, the real-world undependable systems may produce some unpredictable results. Therefore, in the future we will investigate the batching crowdsourcing in undependable environments.

### 4.4.6 Real Online Experiments

Besides the above simulation experiments with real dataset and realistic settings, now we conduct a series of real online experiments to validate the effectiveness of our batch allocation approach.

In this series of real online experiments, we do not use the popular crowdsourcing platforms such as Upwork and Freelancer, but we use a very popular Chinese social media WeChat (https://en.wikipedia.org/wiki/WeChat). The reason is that at current crowdsourcing platforms, workers can often find only one task which is posted by a requester, and they will not be aware of the other related tasks posted by the same requester. Therefore, the batch experiments cannot be conducted at those crowdsourcing platforms. In WeChat, there is a feature named *people nearby* which can be used to recruit workers. In detail, we post advertisements in the feature *moments* and make the
advertisements public to the people nearby. Then, the nearby WeChat users who are interested with our advertisements will contact us through WeChat and then may undertake the tasks. Because of the limited budget and non-professional workers, we only post simple tasks in this experiment. The main tasks include three task sets, and each task set is to ask workers to use their phones to take three pictures in three different designated locations. These three locations are in a same region, so they are not far away. The first task set is asking workers to take pictures in Xuanwu Lake Park (a famous park in Nanjing, China) which has a big lake inside and there are several collected islands in the lake. The task set includes four different tasks: task $t_1$ is taking a picture in island $a$, task $t_2$ is taking a picture in island $b$, task $t_3$ is taking a picture in island $c$, and task $t_4$ is the batch of the former tasks which take three pictures in island $a$, $b$, and $c$ respectively. The rewards of tasks $t_1$, $t_2$, and $t_3$ are same, 5 CNY for each, and the reward of the batched task is 11.4 CNY (the discounting factor is set as 0.3). The task sets 2 and 3 are similar to task set 1, and the main difference is just that the regions are two different universities and the corresponding tasks $t_1$, $t_2$, and $t_3$ are taking pictures of some buildings on campuses. The testing results of real online experiments are shown in Figure 4.9.

Figure 4.9: Tests on the performances in real online experiments.
4.4.6.1 Tests on the Overall Effectiveness of Batch Allocation

Figure 4.9a shows the result of cost-performance index of workers. The cost-performance index is defined as the ratio between a worker’s income (CNY) and the journey (kilometers) he/she spends. The higher the value is, the higher rewards the worker can earn for the same effort. We can see that in each task set, workers have the highest cost-performance on batched tasks. Figure 4.9b compares the allocation efficiency between batched task and single tasks. In the advertisement, we let workers know that they can take only one task in a task set, and ask workers to give their selections orders on each task, e.g., $t_2$, $t_3$, $t_1$, $t_4$. Then, the preference ranking of $t_1$, $t_2$, $t_3$ and $t_4$ are 3, 1, 2, and 4 respectively, which means that the worker’s most favorite task in the task set is $t_2$ and least favorite task is $t_4$. From the figure, we can see that almost all workers prefer to undertake the batched task. The reason is that comparing with the effort spent on the other tasks in the same task set, a worker just spends a little more effort/time on the batched task but earns much higher reward. Therefore, batched tasks can be allocated more easily than the corresponding retail-style tasks. Meanwhile, requesters can save money if the batch allocation is used. In these experiments, the requester can save 3.6 CNY for each task set when he/she batches the tasks together and allocates them to the same worker.

4.4.6.2 Tests on the Effectiveness of Parameters

Figure 4.9c shows the effect of discounting factor. In this test, there are three tasks in a batch. We increase the discounting factor gradually which means that the worker’s income will be decreased accordingly. We can see that as the discounting factor increases, less workers are willing to undertake the task. When the discounting factor is 0.9, the worker can only earn 0.8 CNY for the third task in the batch. Such a discount would be good for the requester, but it is bad for the worker because the origin salary of a task is 5 CNY. In the next test, we fix the discounting factor as 0.5 and increase the number of tasks one by one in the batch. The results are shown in Figure 4.9d. We can see that as the tasks’ quantity increases, it will have less workers who are willing to undertake the tasks because the discounting function decreases the reward of the latter tasks a lot.
Certainly, in these tests, although it can only get very little reward from the latter tasks, some workers are still willing to undertake the task set. The reason is that the worker has earned enough reward from the former tasks, and the task is quite simple such that the worker does not need to pay too much cost for an extra task.

### 4.4.6.3 Tests on the Effectiveness of the Two Batch Allocation Approaches

First we test the effectiveness of the layered batch allocation, shown in Fig 4.9e. In the test, we consider the skill is related to the distance between the worker’s and the task’s locations. If a worker is close to the task’s location, then the worker has the skill to finish that task. Hence, we can say that the tasks in the same region required the same skills and the tasks in the different region required different skills. We use two different ways of combining tasks to construct batches. The first way is combing the tasks that require same skills, i.e., the tasks’ related locations are in the same region. The second way is combing the tasks that require different skills, i.e., the tasks’ related locations are in different regions. Here if a worker is not far away from the tasks’ corresponding locations, the worker is considered as the candidate worker who has the required skills of the tasks. In fact, the worker is willing to undertake the nearby tasks but not to the far away tasks. We can see that if we combine the tasks that require the same skills, there would be more workers who are willing to undertake the batched task, but if we combine the tasks that require different skills, there would be very few workers who are willing to undertake the batched task. Therefore, we can allocate the tasks successfully when we use the right combination way in the layered batch method.

Next, we test the effectiveness of the core-based batch allocation. In task set 1, the three inlands $a$, $b$, and $c$ are connected serially. Usually, if a worker want to go to island $c$ he/she will pass $a$ and $b$ in advance, and if the worker want to go to $b$ he/she will pass $a$ in advance. Then, task $t_1$ which is to take picture on island $a$ requires the most basic skills, $t_2$ (taking picture on island $b$) requires more skills than $t_1$, and $t_3$ (taking picture on island $c$) requires more skills than $t_2$. Tasks $t_1$, $t_2$, and $t_3$ construct the batched task. In the test, there are 5 workers who finish the batch tasks, and among them 4 workers finish the batched task with the sequences of $t_1$, $t_2$, and $t_3$. We can see that the
majority workers use the same way of core-based batch formation, so the core-based batch approach is reasonable. The result is shown as Fig 4.9f. Therefore, in reality many workers will follow core-based formation, which can show the effectiveness of the core-based batch allocation.

4.5 Summary

Because each task needs to be allocated independently from the scratch, the retail-style task allocation cannot scale to large numbers of concurrent tasks due to the large computational cost of allocation. Moreover, many workers’ skills and time may not be fully utilized since they often undertake a very small number of tasks contemporaneously.

To address these drawbacks, we present a batch allocation method with the objective of reducing requesters’ total real payment as well as improving each worker’s earnings. First we prove that the optimal batch allocation is NP-hard; then, we present two approaches: layered batch allocation, which can achieve better performance but may incur higher computational cost, and core-based batch allocation, which may achieve suboptimal performance but can significantly reduce the computational cost.

This chapter performs theoretical analyses and extensive experiments on real data to show the effectiveness and advantages of the proposed approaches. First, the optimization objective of our approaches of reducing the requesters’ total real payment and improving workers’ real earnings is validated by comparison with the benchmark retail-style task allocation. Then, it is demonstrated that our approaches can achieve higher successful task completion probability and consume less task allocation time by comparison with the retail-style task allocation. Moreover, we conduct experiments on the exhaustive batch allocation algorithm for very small numbers of tasks, and it is found that the total payment by requesters with our two approaches are approximately 1.6 times that of the exhaustive algorithm (the exhaustive algorithm can only be applied when the number of tasks is very small, whereas our approaches can scale to the big number of tasks). We also conduct real online experiments which testify the advantages of the proposed batch task allocation.
Chapter 5

Distributed Team Formation for a Batch of Tasks in Crowdsourcing

Team formation has been extensively studied in crowdsourcing, in which a set of workers are hired to form a team to complete a complex task collaboratively. However, existing studies have two typical drawbacks: 1) each team is created for only one task, which may be costly and cannot accommodate crowdsourcing markets with a large number of tasks; and 2) most existing studies form teams in a centralized manner by the requesters, which may place a heavy burden on requesters. In fact, we observe that many complex tasks at real-world crowdsourcing platforms have similar skill requirements and workers are often connected through social networks. Therefore, this chapter explores distributed team formation for a batch of tasks to address the drawbacks in existing studies, in which similar tasks can be addressed in a batch to reduce computational costs and workers can self-organize through their social networks to form teams. To solve such an NP-hard problem, this chapter presents two approaches: one is to form a fixed team for all tasks in the batch; the other is to form a basic team that can be dynamically adjusted for each task in the batch. In comparison, the former approach has lower computational complexity but the latter approach performs better in reducing the total payments by requesters. With the experiments on a real-world dataset comparing with previous benchmark approaches, it is shown that the presented approaches have better performance in saving the costs of forming teams, payments by requesters,
and communication among team members; moreover, the presented approaches have higher success rate of tasks and much better scalability.

The rest of this chapter is organized as follows. In Section 5.1, we present the motivation and problem description; in Section 5.2, we present the distributed formation approach of a fixed team for a batch of tasks; in Section 5.3, we present the distributed formation approach of a dynamic team for a batch of tasks; in Section 5.4, we provide experimental results; in Section 5.5, we conclude the chapter.

5.1 Motivation and Problem Description

5.1.1 Motivation

Section 4.1.1 of Chapter 4 has shown that: 1) it is common that many complex tasks within the same category have strong similarities, so it may be useful to combine tasks that are highly similar as a batch and allocate them to the same workers, which may save computational costs; 2) and most workers undertake only a small number of tasks contemporaneously in the real world, so it is possible to allocate more than one task to a worker, which can utilize the worker’s skills as much as possible. Section 3.1.2 of Chapter 3 has shown that it is common that workers often collaborate through social networks, so workers can self-organize teams through social networks.

5.1.2 Problem Description

5.1.2.1 Discounting Mechanism for a Batch of Tasks

A batch of tasks denotes a collection of more than one task, such as tasks that have similar skill requirements, tasks attributed to the same category at a crowdsourcing website, or tasks published by the same requester. Let there be a batch of tasks, \( B = \{t_1, t_2, \ldots, t_{|B|}\} \), where \(|B|\) denotes the number of tasks in the batch.

Let there be two tasks \( t_x \) and \( t_y \), \( t_x, t_y \in B \). The sets of necessary skills required by \( t_x \) and \( t_y \) are \( S_{t_x} = \{s_{x1}, s_{x2}, \ldots, s_{xm}\} \) and \( S_{t_y} = \{s_{y1}, s_{y2}, \ldots, s_{yn}\} \), respectively, where
\(m\) and \(n\) denote the numbers of skills required by \(t_x\) and \(t_y\). The skill distance between tasks \(t_x\) and \(t_y\) is:
\[
\delta_{x,y} = 1 - \frac{|S_{t_x} \cap S_{t_y}|}{|S_{t_x} \cup S_{t_y}|}
\] (5.1)

Then, the diversity of all tasks in \(B\) is defined as:
\[
\theta(B) = \frac{\sum_{x=1}^{\frac{|B|}{2}} \sum_{y=1}^{\frac{|B|-1}{2}} \delta_{x,y}}{2 \cdot |B|}
\] (5.2)

As we have explained the advantage of discounting in Section 4.1.2.1 of Chapter 4, we introduce discounting mechanism here. Let a batch of tasks, \(B\), be allocated to a worker at once and is queueing for execution by that worker, \(w_i\). The real payment to \(w_i\) for performing the tasks in \(B\) can be discounted according to the task number and diversity of \(B\). Given an original utility \(op_{w_i}(t_x)\) that the requester of task \(t_x\) should pay to \(w_i\), we can define the wholesale discounting function as follows:
\[
Pay_{w_i}(B) = \sum_{t_x \in B} \psi \left( \frac{|B|}{\theta(B) + 1} \right) \cdot op_{w_i}(t_x)
\] (5.3)

where \(\psi\) is the discounting function, \(0 \leq \psi(X) \leq 1\), and the value of \(\psi(X)\) decreases monotonically from 1 to 0 with the increase of \(X\). We use ‘\(\theta(B) + 1\)’ to avoid a situation where the denominator is 0 due to \(\theta(B)\) being 0.

If tasks in \(B\) are allocated to \(w_i\) one by one, discounting can be done progressively for each task in \(B\). We can define the progressive discounting function as follows:
\[
Pay_{w_i}(B) = \sum_{x=1}^{\frac{|B|-1}{2}} \psi \left( \frac{x}{\delta_{x-1,x} + 1} \right) \cdot op_{w_i}(t_x)
\] (5.4)

where ‘\(\delta_{x-1,x} + 1\)’ is used to avoid a situation where the denominator is 0 due to \(\delta_{x-1,x}\) being 0; \(\delta_{0,1} = 1\).
5.1.2.2 Cost of Team Formation-Based Crowdsourcing for a Batch of Tasks

In general, the cost of team formation-based crowdsourcing in existing benchmark studies [43, 55–57] includes three parts: costs of forming teams, payments by requesters, and communication among team members.

1) The cost of forming teams. In general, the cost of forming a team can be abstracted as a monotonically increasing function on the number of recruitment and elimination events of team members [55]. We can use \( f(X) \) to denote a monotonically increasing function whose argument is \( X \).

Let there be a batch of tasks \( B \). If we form a fixed team for all tasks in \( B \), \( W_B = \{w_1, ..., w_n\} \), where \( n \) denotes the number of workers in the team, the cost of forming a team for \( B \) is \( C_{\text{Form}}(B) = f(|W_B|) \).

If we form a dynamic team for \( B \), the members will be dynamically adjusted for each task in the batch. Let there be two tasks: \( t_x, t_y \in B \). The teams actually performing \( t_x \) and \( t_y \) are \( W_{t_x} \) and \( W_{t_y} \), respectively; then, the number of elimination and recruitment events of team members from \( W_{t_x} \) to \( W_{t_y} \) is \(|W_{t_x} - W_{t_y}| + |W_{t_y} - W_{t_x}| \). If the execution sequence of tasks in \( B \) is from \( t_1 \) to \( t_{|B|} \), then the cost of team formation for \( B \) is:

\[
C_{\text{Form}}(B) = f \left( |W_{t_1}| + \sum_{x=1, ..., |B|-1} (|W_{t_{x+1}} - W_{t_x}| + |W_{t_x} - W_{t_{x+1}}|) \right) \quad (5.5)
\]

2) The cost of requesters paying team members for performing tasks. If a fixed team is formed for a batch of tasks, some team members may not make real contributions for some tasks in the batch. Let \( T_i(B) \) be the set of tasks in \( B \) that are actually performed by worker \( w_i \), \( T_i(B) \subseteq B \). \( \forall t_x \in B \), the budget of \( t_x \) is \( b_{t_x} \). The set of skills required by \( t_x \) is \( S_{t_x} \); let \( \overline{S}_{t_x} \) be the set of skills for \( t_x \) that are currently lacking; the set of skills of \( w_i \) that actually contribute to performing \( t_x \) is \( \overline{S}_{t_x} \cap S_{w_i} \), where \( S_{w_i} \) denotes the set of skills possessed by \( w_i \). Given a budget \( b_{t_x} \) provided by the requester of task \( t_x \), \( b_{t_x} \) will be distributed to the assigned workers according to their real skill contribution; therefore, the original utility
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$op_{w_i}(t_x)$ that the requester of task $t_x$ should pay to $w_i$ is determined by $b_{t_x}$ and $|S_{t_x} \cap S_{w_i}|/|S_{t_x}|$.

If we form a fixed team for all tasks in $B$, $W_B$, $\forall w_i \in W_B$, the requester of $t_x$ will pay the following real utilities to $w_i$ by considering $w_i$’s real contribution to $t_x$ and the discounting function:

$$
\forall w_i \in W_B : \quad Pay_{w_i}(t_x) = \begin{cases} 
\psi \left( \frac{|T_i(B)|}{\theta(T_i(B))} + 1 \right) \cdot b_{t_x} \cdot \frac{|S_{t_x} \cap S_{w_i}|}{|S_{t_x}|}, & \text{if } t_x \in T_i(B) \\
0, & \text{else} 
\end{cases} \quad (5.6)
$$

Thus, the total payment of requesters for performing the tasks in $B$ by forming a fixed team is:

$$
C_{Pay}(B) = \sum_{t_x \in B} \sum_{w_i \in W_B} Pay_{w_i}(t_x) \quad (5.7)
$$

If we form a dynamic team for $B$, i.e., $\forall t_x \in B$, we form $W_{t_x}$ for task $t_x$. $\forall w_i \in W_{t_x}$, the requester of $t_x$ will pay the following real utilities to $w_i$:

$$
\forall w_i \in W_{t_x} : \quad Pay_{w_i}(t_x) = \psi \left( \frac{|T_i(B)|}{\theta(T_i(B))} + 1 \right) \cdot b_{t_x} \cdot \frac{|S_{t_x} \cap S_{w_i}|}{|S_{t_x}|} \quad (5.8)
$$

Thus, the total cost of payments by requesters for performing the tasks in $B$ by forming a dynamic team is:

$$
C_{Pay}(B) = \sum_{t_x \in B} \sum_{w_i \in W_{t_x}} Pay_{w_i}(t_x) \quad (5.9)
$$

3) The communication cost among team members for performing tasks, $C_{Com}(B)$, which is mainly decided by the size of the team and the distance between each other in the social networks.

Therefore, the total cost of team formation-based crowdsourcing for a batch of tasks $B$ is:

$$
C(B) = \alpha_1 \cdot C_{Form}(B) + \alpha_2 \cdot C_{Pay}(B) + \alpha_3 \cdot C_{Com}(B) \quad (5.10)
$$
where $\alpha_1$, $\alpha_2$, and $\alpha_3$ are three weights to measure the relative importance of the three types of costs.

### 5.1.2.3 Optimization Objective and Heuristics

Generally, there are three typical measures to ensure the quality of crowdsourcing results: effective task design, redundant allocation with majority voting, and reputation-based worker selection [136]. Among the three measures, effective task design is implemented by the requester, which is not the focus of this thesis; the redundant allocation is mainly used for simple tasks, because the redundant allocation of complex tasks may produce extensive costs. Therefore, we introduce the reputation mechanism to encourage workers to complete the assigned tasks with high quality; the reputation of a worker is mainly determined by the worker’s past experiences in completing tasks: if a worker has richer experience of successful completion of tasks, his/her reputation is higher, and vice versa [51].

When a worker responds to the request for joining a team, he/she will estimate the completion time for each task in the batch according to the current real situation and his/her experiences; moreover, the estimated completion time of worker for a task can also be estimated by the system. Therefore, it is assumed that the estimated completion time of each task can be achieved [130].

In this thesis, we abstract the team formation problem of a batch of tasks to minimize the total cost as well as maximize the reputations of team members under four constraints: the skill requirements of all tasks can be satisfied, the payment is more than the reservation wages of team members, all workers can only communicate with their neighbors in the social network, and the estimated completion time of each task cannot exceed the deadline of that task. Let $W$ denote the crowd of workers, $R_{w_i}$ denote the reputation of worker $w_i$, and $\gamma_{w_i}$ denote the reservation wage of worker $w_i$. The optimization objective while forming a fixed team for all tasks in $B$ is to form a team of workers as follows:

$$W_{B^*} = \arg \min_{W_B \subseteq W} \sum_{w_i \in W_B} R_{w_i} C(B)$$

(5.11)
subject to

\[ \bigcup_{w_i \in W_B} S_{w_i} \supseteq S_{tx}, \quad \forall t_x \in B \] (5.12)

\[ (t_x \in T_B(B)) \land (\text{Pay}_{w_i}(t_x) \geq \gamma_{w_i}), \quad \forall w_i \in W_B, \quad \forall t_x \in B \] (5.13)

\[ \forall w_i \in W_B : \text{w}_i \text{ can only communicate} \] (5.14)

\[ \text{with } w_i \text{'s neighbors in the social network} \] (5.15)

where \( \text{time}_{w_B}(t_x) \) denotes the completion time of task \( t \) by \( W_B \), and \( d_{t_x} \) denotes the deadline of \( t_x \).

Let \( W_{t_x} \) denote the team of workers performing task \( t_x \). Let \( \Pi \) be a set of teams for all tasks in \( B \), \( \Pi = \{ W_{t_x} | \forall t_x \in B \} \). For a worker in any team, \( w_i \), the set of tasks assigned to \( w_i \), is assumed to \( B_i \). The optimization objective while we form a dynamic team for each task in \( B \) is to form the set of teams for \( B \) as follows:

\[ \Pi = \arg \min_{\forall \Pi \land (\forall W_{t_x} \in \Pi \land W_{t_x} \subseteq W)} \frac{C(B)}{\sum_{t_x \in B} \sum_{w_i \in W_{t_x}} R_{w_i}} \] (5.16)

subject to

\[ (W_{t_x} \in \Pi) \land (\bigcup_{w_i \in W_{t_x}} S_{w_i} \supseteq S_{tx}), \quad \forall t_x \in B \] (5.17)

\[ (W_{t_x} \in \Pi) \land (\text{Pay}_{w_i}(t_x) \geq \gamma_{w_i}), \quad \forall t_x \in B, \quad w_i \in W_{t_x} \] (5.18)

\[ \forall W_{t_x} \in \Pi, \quad w_i \in W_{t_x} : w_i \text{ can only communicate with} \] (5.19)

\[ w_i \text{'}s \text{ neighbors in the social network} \]

\[ \text{time}_{W_{t_x}}(t_x) \leq d_{t_x}, \quad \forall t_x \in B \] (5.20)

where \( \text{time}_{W_{t_x}}(t_x) \) denotes the completion time of task \( t \) by \( W_{t_x} \), and \( d_{t_x} \) denotes the deadline of \( t_x \).

**Theorem 5.1.** The team formation problem for a batch of tasks with the optimization objective in Equations (5.11)-(5.15) or (5.16)-(5.20) is NP-hard.

**Proof.** Our research problem includes three independent sub-problems that can be described to find a team of workers within a social network to satisfy the skill requirements of tasks and minimize the following three factors: the cost of forming teams, the cost
of requesters paying team members for performing tasks, and the communication cost among team members for performing tasks. The problem of finding a team of workers in a social network to satisfy the skill requirements of a task and minimize the communication cost among workers has already been proven in previous benchmark studies to be NP-hard [56, 57, 123]. Since our research problem involves this well-known NP-hard problem in combination with two other independent problems for optimizing two other factors and satisfying the skill requirements of a batch of tasks, we have Theorem 5.1.

To reduce the cost of forming teams, we will attempt to reduce the number of team members and reduce the variation among dynamic teams for a batch of tasks; therefore, it is preferable to select the workers who cover more skills of the task batch. To reduce the payments by requesters, it is preferable to select workers whose reservation wages are low and workers who have already undertaken more tasks in the batch. To optimize the cost of communication between team members, it is preferable to select workers who are closer in the social network to form a team; therefore, existing team members will find other new teammates from the near to the distant in the social network. Moreover, it is preferable to select workers with higher reputations to ensure the quality of crowdsourcing results.

For the above considerations, this thesis presents the concept of the crowdsourcing value of a worker to measure the probability of that worker to be hired into a team, which is mainly determined by the following factors: 1) the coverage degree of the worker’s skills for the skill requirements of the tasks; 2) the communication distance of the worker with other workers in the social network; 3) the reservation wage of the worker; and 4) the reputation of the worker.

Based on the concept of crowdsourcing value, this thesis presents two heuristic approaches. The first is a distributed formation of a fixed team for all tasks in the batch; the second one is a distributed formation of a dynamic team, i.e., a basic team will be formed first and will then be adjusted by recruiting or eliminating team members for each task in the batch.
5.1.2.4 Self-Organization Process of Team Formation Through Social Networks

In our approach, if a worker assigned by the requester can satisfy all skill requirements, he/she will perform the task independently. If the worker cannot complete the task by himself/herself, he/she has to collaborate with others to complete the task; or else, the worker’s reputation will be reduced if he/she cannot complete the task and is not willing to collaborate with others. Now we describe how workers can self-organize a team through social networks.

First, a worker with the maximum probability for approaching the optimization objective whose reservation wage can be satisfied is assigned by the requester as the initiator forming the team. Then, the initiator will send requests to all his/her neighbors through the social network. If a neighbor can respond to the request within a predefined time, the initiator will observe the situation of this neighbor; then, the initiator recruit a worker from all his/her neighbors in the social network to join the team for approaching the optimization objective.

Then, the existing team members will send requests to all their neighbors through the social network, and they will observe the situations of the neighbors who can respond to the requests within the predefined time. They will recruit one worker from the observed neighbors to join the team for approaching the optimization objective.

The members of the new team will repeat the above recruiting process until the skills of all tasks in the batch can be satisfied or all workers in the social network are observed. Therefore, the team formation is implemented by the self-organization of the workers, and the formation process is like a breadth-first diffusion process from the initiator in the social network.

5.2 Distributed Formation of a Fixed Team for a Batch of Tasks

In this section, we will present an approach that can make distributed formation of a team that will remain fixed within the execution of all tasks in a batch. Because all
tasks in the batch will be allocated to a fixed team in whole, the wholesale discounting mechanism in Equation (5.3) is applied here.

5.2.1 Crowdsourcing Value for a Batch of Tasks

To approach the optimization objective, we define two types of crowdsourcing values of a worker for a batch of tasks: *global crowdsourcing value*, which measures the probability of a worker being assigned by the requester as the initiator to form the team for a batch of tasks; and *local crowdsourcing value*, which measures the probability of a worker being recruited by the existing team members to join the team for a batch of tasks.

5.2.1.1 Global Crowdsourcing Value for a Batch of Tasks

The global crowdsourcing value of a worker is generally determined by the following factors:

1) *The coverage degree of the worker’s skills for the necessary skills required by the batch.* This factor is the same as the one in Section 4.2.2 of Chapter 4.

2) *The locality of the worker regarding other workers’ skill coverage degrees for the batch.* We will attempt to select more central workers with respect to other workers’ skills, i.e., the closer a worker is to other workers that can cover more skills for the batch, the more advantageous the worker’s locality will be for being assigned to the batch. Let $CS_{w_i}(B)$ denote the coverage degree of worker $w_i$’s skills for batch $B$. Let $d_{ij}$ denote the distance between workers $w_i$ and $w_j$ in the social network. It is assumed that the set of all workers in the social network is $W$; the locality of $w_i$ for $B$ is defined as follows:

$$Loc_{w_i}(B) = \sum_{j=1\ldots|W|, j\neq i} \frac{d_{ij}}{CS_{w_j}(B)}$$

(5.21)

3) *The occupancy rate of the worker’s reservation wage on the task’s real payment.*

Let the reservation wage of $w_i$ be $\gamma_{w_i}$. Given an original budget $b_{tx}$ provided by
the requester of task $t_x$, the occupancy rate of $w_i$’s reservation wage on batch $B$’s payments is:

$$\text{Occ}_{w_i}(B) = \sum_{t_x \in B} \frac{\gamma_{w_i}}{\psi\left(\frac{\theta(B)}{\mid B \mid} + 1\right)} b_{t_x}$$

(5.22)

If the assigned worker $w_i$ has a lower $\text{Occ}_{w_i}(B)$, $w_i$ may have more potential to distribute more utilities to other team members for executing tasks in $B$; therefore, it is more probable that $w_i$ will form a successful team for $B$.

4) The reputation of worker $w_i$, $R_{w_i}$.

Finally, we have the following definition:

**Definition 5.1** (Global crowdsourcing value of a worker for a batch of tasks). The global crowdsourcing value of a worker, $w_i$, for a batch of tasks $B$ is:

$$GV_{w_i}(B) = \frac{\alpha_1 \cdot CS_{w_i}(B) + \alpha_2 \cdot R_{w_i}}{\alpha_3 \cdot Loc_{w_i}(B) + \alpha_4 \cdot Occ_{w_i}(B)}$$

(5.23)

where $\alpha_1 + \alpha_2 + \alpha_3 + \alpha_4 = 1$.

**Lemma 5.1.** Let there be two workers, $w_i$ and $w_j$. If $GV_{w_i}(B) > GV_{w_j}(B)$, $w_i$ can comprehensively approach the optimization objective better than $w_j$ can.

**Proof.** The optimization objective is to minimize the three types of costs and the reverse of reputations. Let $W_B(w_i)$ be the team formed by $w_i$ for $B$, and let $W_B(w_j)$ be the team formed by $w_j$ for $B$. Now $GV_{w_i}(B) > GV_{w_j}(B)$; we can say that the four factors of $w_i$ in Equation (5.23) are higher than those of $w_j$ if the three factors are endowed with equal weight. $GS_{w_i}(B) > GS_{w_j}(B)$ denotes that $w_i$’s skills can cover the skills of $B$ more than $w_j$’s, and thus $|W_B(w_i)| < |W_B(w_j)|$; therefore, the three types of costs of $w_i$ are less than that of $w_j$ since the cost is influenced by the number of team members. $LOC_{w_i}(B) > LOC_{w_j}(B)$ denotes that $w_i$ can recruit other team members with less numbers and communication distance than $w_j$; thus, the three types of cost of $w_i$ are also less than that of $w_j$. $Occ_{w_i}(B) > Occ_{w_j}(B)$ denotes that the cost of paying $w_i$ is less than to $w_j$. Thus, the third type of cost of $w_i$ is less than that of $w_j$. All three types of cost of $w_i$ are less than that of $w_j$ and the reputation of $w_i$ is higher than that of $w_j$; thus, we have Lemma 5.1.

\[\square\]
5.2.1.2 Local Crowdsourcing Value for a Batch of Tasks

The local crowdsourcing value of a worker is generally determined by the following four factors:

1) The coverage degree of the worker’s skills for the currently missing skills of the batch. Let there be a batch, \( B \). Now, let there be an existing team \( W_B \subseteq W \). \( \forall w_i \in W_B \), the set of skills possessed by \( w_i \) is \( S_{w_i} \). Then, the skill coverage degree of \( w_i \) with respect to the existing members in \( W_B \) for batch \( B \) can be defined as follows:

\[
\#(\text{worker’s effective skills}) = \sum_{s_a \in (S_B - \bigcup_{w_j \in W_B} S_{w_j})} b_{ia} \cdot n_a
\]
\[
\#(\text{missing skills}) = \sum_{s_a \in (S_B - \bigcup_{w_j \in W_B} S_{w_j})} n_a
\]
\[
CS_{w_i}^{\text{lacking}}(B) = \frac{\#(\text{worker’s effective skills})}{\#(\text{missing skills})}
\]

(5.24)

where the symbols \( S_B, n_a, b_{ia} \) are the same as those in Equation (4.9) of Chapter 4.

2) The distance between the worker and the existing team members. Let \( CS_{w_j}(B) \) denote the coverage degree of worker \( w_j \)’s skills for batch \( B \). The distance between the worker and \( W_B \) will consider the existing team members’ skill coverage degrees, shown as:

\[
D_{w_i}^{\text{team}}(B) = \frac{1}{|W_B|} \sum_{w_j \in W_B} d_{ij} \frac{1}{CS_{w_j}(B)}
\]

(5.25)

3) The reservation wage of the worker, \( \gamma_i \), denotes the minimum wage requirement of worker \( w_i \) for one task.

4) The reputation of worker \( w_i \), \( R_{w_i} \).

**Definition 5.2** (Local crowdsourcing value of a worker for a batch of tasks). Let there be an existing non-final team \( W_B \) for batch \( B \), \( W_B \subseteq W \). The local crowdsourcing
value of \( w_i \) perceived by \( W_B \) for \( B \) is defined as:

\[
LV_{w_i}(B) = \frac{\alpha_1 \cdot CS_{w_i}^{lacking}(B) + \alpha_2 \cdot R_{w_i}}{\alpha_3 \cdot D_{w_i}^{team}(B) + \alpha_4 \cdot \gamma_{w_i}}
\] (5.26)

where \( \alpha_1 + \alpha_2 + \alpha_3 + \alpha_4 = 1 \).

**Lemma 5.2.** Let there be two workers, \( w_i \) and \( w_j \). It is assumed that the set of existing team members formed for task batch \( B \) is \( W_B \). If \( LV_{w_i}(B) > LV_{w_j}(B) \), \( W_B \cup \{ w_i \} \) can approach the optimization objective better than \( W_B \cup \{ w_j \} \) can.

**Proof.** The proof is similar to that for Lemma 5.1; here, we skip it to save space.

### 5.2.2 Distributed Formation Algorithm

First, a worker with the maximum global crowdsourcing value whose reservation wage can be satisfied is assigned by the requester as the initiator forming the team. Then, the self-organization process of team formation described in Section 5.1.2.4 is used through observing the local crowdsourcing values of other workers in the social network.

Some workers may not respond to the request for joining a team in a reasonable time, and their delay would hinder the forming of teams. In order to deal with such cases, we set a maximum response time \( \delta \) that denotes the worker should respond within such time, or else a new worker will be selected. On the other hand, to satisfy the deadline requirement of a task, the team’s estimated completion time of the task cannot exceed its deadline, which can be simplified to that completion time of all workers in the team to perform the task cannot exceed the deadline.

However, if all neighbors of existing team members in one round cannot satisfy the requirements, the formation process may end before all skills of the batch can be satisfied, but some unobserved workers still exist in the social network. Therefore, we can revise the formation process by assuming that all observed workers (not only the team members) can help find their neighbors; this method is feasible because workers are often cooperative within the same social network [137].
Let $B$ denote a batch of tasks and $W$ denote the set of workers in the social network. We use $S_B$ to denote the set of skills required by all tasks in $B$ and $W_B$ to denote the team formed for $B$. The distributed formation of a fixed team for a batch of tasks is shown as Algorithm 9. $Res(w)$ denotes the response time of worker $w$.

Algorithm 9 is $O(|S_B| \cdot |W|)$. Liking 3.3.1, we suppose workers are coadjutant, so in line 33, neighbours will have certain obligations to join the team. For simplification, here we do not define the detailed strategy of joining a team by a worker. The strategy of joining the team could be similar with that of in 3.3.2 where threshold mechanism is adopted. In Algorithm 9, the workers in the team are sought by an initiator from the near to the distant in the social network, which is similar to the breadth-first search method in the graph [138, 139]. Therefore, we have the following theorem.

**Theorem 5.2.** Let the team formed for a batch of tasks $B$ using Algorithm 9 be $W_B$; the initiator worker of $W_B$ is $w_i$. It is then assumed that there is another team, $W'_B$, which is formed by any of the following two methods: another random initiator worker $w_j$ and the workers in $W_B - \{w_i\}$ or $w_i$ and other workers. It is assumed that the skills possessed by $W'_B$ can fully cover the skill and deadline requirements of $B$ and the reservation wage of each worker in $W'_B$ can be satisfied. We use $C_{form}(B) - W_B$, $C_{pay}(B) - W_B$, and $C_{com}(B) - W_B$ to denote the three related types of costs in our optimization objective when we form team $W_B$ to perform $B$ and use $R\_W_B$ to denote the reputations of workers in $W_B$. Then, we have:

$$\forall W'_B \cap W'_B \subseteq W \cap \bigcup_{w_i \in W'_B} S_{w_i} \supseteq S_B \land (\forall w_i \in W'_B \land \gamma_{w_i} \leq \frac{Pay_{w_i}(B)}{|B|})$$

$$\Rightarrow (\alpha_1 \cdot C_{Form}(B) - W_B + \alpha_2 \cdot C_{Pay}(B) - W_B + \alpha_3 \cdot C_{Com}(B) - W_B + \alpha_4 / R\_W_B)$$

$$\leq (\alpha_1 \cdot C_{Form}(B) - W'_B + \alpha_2 \cdot C_{Pay}(B) - W'_B + \alpha_3 \cdot C_{Com}(B) - W'_B + \alpha_4 / R\_W'_B)$$

**Proof.** If $W'_B$ is formed by another random initiator worker $w_j$ and the workers in $W_B - \{w_i\}$. According to Algorithm 9, we have $GV_{w_i}(B) > GV_{w_j}(B)$; then, Lemma 5.1 ensures that $w_i$ can comprehensively approach the optimization objective better than $w_j$. Because $W_B - \{w_i\} = W_B - \{w_j\}$, we obtain the theorem. If $W'_B$ is formed by $w_i$ and other workers in the social network, let the order of $w_k$ in $W_B$ be the same as
Algorithm 9: Distributed formation of a fixed team for a batch of tasks.

1. $\text{Lacking}_S = S_B$; $b_1 = 0$; $W_B = \emptyset$; $W_{\text{temp}1} = W$; $W_{\text{temp}2} = \emptyset$;

2. while $b_1 == 0$ do
   // Assign the initiator worker
   3. $w_* = \arg \max_{w_i \in W_{\text{temp}1}} \text{GV}_{w_i}(B)$;
   4. if $\text{Res}(w_*) \leq \delta$ and $(\forall t_x \in B) \land (\text{time}_{w_*}(t_x) \leq d_{t_x})$ and
      $(\text{Pay}_{w_*}(B)/|B|) \geq \gamma_{w_*}$ and $S_{w_*} \cap \text{Lacking}_S \neq \emptyset$ then
      5. $\text{Lacking}_S = \text{Lacking}_S - S_{w_*}$;
      6. $b_1 = 1$;
      7. $W_{\text{temp}1} = W_{\text{temp}1} - \{w_*\}$;
      8. if $W_{\text{temp}1} == \emptyset$ then
         9. $b_1 = 1$;
      10. $W_B = \{w_*\}$;
      11. $W_{\text{temp}2} = W_{\text{temp}2} \cup \{w_*\}$; // Observed workers
      12. $W_{\text{candidate}} = \emptyset$; // Workers to be observed
      13. if $\text{Lacking}_S == \emptyset$ then
         14. $b_1 = 1$;
      15. while $b_1 == 0$ do
         16. forall the $w_i \in W_{\text{temp}2}$ do
            17. forall the $w_j \in \text{Neigh}(w_i)$ do
               // Neighbors of $w_i$
               18. if $w_j \notin W_{\text{temp}2}$ then
                  19. $W_{\text{candidate}} = W_{\text{candidate}} \cup \{w_j\}$;
            20. $W_{\text{temp}2} = W_{\text{temp}2} \cup W_{\text{candidate}}$;
            21. $b_2 = 0$;
            22. $b_3 = 0$;
            23. while $b_2 == 0$ do
               // Search a qualified neighbor
               24. $w_* = \arg \max_{w_i \in W_{\text{candidate}}} \text{LV}_{w_i}(B)$;
               25. if $\text{Res}(w_*) \leq \delta$ and $(\forall t_x \in B) \land (\text{time}_{w_*}(t_x) \leq d_{t_x})$ and
                  $(\text{Pay}_{w_*}(B)/|B|) \geq \gamma_{w_*}$ and $S_{w_*} \cap \text{Lacking}_S \neq \emptyset$ then
                     26. $b_2 = 1$;
                     27. $b_3 = 1$;
                     28. $W_{\text{candidate}} = W_{\text{candidate}} - \{w_*\}$;
                     29. if $W_{\text{candidate}} == \emptyset$ then
                        30. $b_2 = 1$;
               31. if $b_3 == 1$ then
                  // Recruit the qualified neighbor
                  32. $W_B = W_B \cup \{w_*\}$; $\text{Lacking}_S = \text{Lacking}_S - S_{w_*}$;
                  33. if $(\text{Lacking}_S == \emptyset)$ or $(W_{\text{temp}2} == W$ and $W_{\text{candidate}} == \emptyset$) then
                     34. $b_1 = 1$;
      35. Output ($W_B$);
that of \( w_k' \) in \( W_B' \); we then have \( LV_{w_k}(B) > LV_{w_k'}(B) \) according to Algorithm 9. Now, Lemma 5.2 ensures that \( \{ w_i \} \cup \{ w_k \} \) can approach the optimization objective better than \( \{ w_i \} \cup \{ w_k' \} \). Thus, finally, \( W_B \) can approach the optimization objective better than \( W_B' \). Therefore, we obtain the theorem.

Therefore, Theorem 5.2 ensures that the optimization objective in Equation (5.11) can be approached by Algorithm 9.

### 5.3 Distributed Formation of a Dynamic Team for a Batch of Tasks

Since the skill requirements of tasks in a batch may sometimes vary significantly, a fixed team for all tasks may be disadvantageous. We present an approach for forming a dynamic team. First, we will find the basic set of skills of the batch, and we then form a basic team to satisfy the basic set of skills of the batch. Afterwards, the basic team will be adjusted by recruiting or eliminating members for each task in the batch.

#### 5.3.1 Crowdsourcing Value for One Task

##### 5.3.1.1 Global Crowdsourcing Value for One Task

The global crowdsourcing value of a worker for one task denotes the probability of that worker being assigned by the requester to be an initiator forming a team for that task, which is determined by the following factors: 1) the satisfaction degree of the worker’s skills for the necessary skills required by the task; 2) the locality of the worker with respect to other workers’ skill coverage degrees for the task; 3) the occupancy rate of the worker’s wage on the task’s budget; and 4) the reputation of the worker.

**Definition 5.3** (Global crowdsourcing value of a worker for one task). The global crowdsourcing value of a worker, \( w_i \), for task \( t_x \) is:

\[
GV_{w_i}(t_x) = \frac{\alpha_1 \cdot (|S_{w_i} \cap S_{t_x}|/|S_{t_x}|) + \alpha_2 \cdot R_{w_i}}{\alpha_3 \cdot Loc_{w_i}(t_x) + \alpha_4 \cdot (\gamma_{w_i}/b_{t_x})}
\]  
(5.27)
where $\alpha_1 + \alpha_2 + \alpha_3 + \alpha_4 = 1$, and $Loc_{w_i}(t_x)$ is calculated as follows:

$$Loc_{w_i}(t_x) = \frac{\sum_{j=1}^{\lvert W \rvert} d_{ij}}{\lvert S_{t_x} \rvert}$$

(5.28)

where $d_{ij}$ denotes the distance between workers $w_i$ and $w_j$ in the social network, and $W$ denotes the crowd of workers in the social network.

### 5.3.1.2 Local Crowdsourcing Value for One Task

The local crowdsourcing value of a worker denotes the probability of a worker to be recruited by the existing members within a team for a task, which is determined by: 1) the coverage degree of the worker’s skills for the current lacking skills by the task; 2) the distance between the worker and the existing members in the team regarding the team members’ skills; 3) the occupancy rate of the worker’s wage on the task’s budget; and 4) the reputation of the worker.

**Definition 5.4** (Local crowdsourcing value of a worker for one task). Let there be an existing worker team $W_{t_x}$ for task $t_x$, $W_{t_x} \subseteq W$. The local crowdsourcing value of $w_i$ perceived by $W_{t_x}$ for $t_x$ is defined as:

$$LV_{w_i}(t_x) = \frac{\alpha_1 \cdot (\lvert (S_{t_x} - \bigcup_{w_j \in W_{t_x}} S_{w_j}) \cap S_{w_i} \rvert / \lvert S_{t_x} \rvert) + \alpha_2 \cdot R_{w_i}}{\alpha_3 \cdot D_{\text{team}}^{w_i}(t_x) + \alpha_4 \cdot (\gamma_{w_i} / b_{t_x})}$$

(5.29)

where $\alpha_1 + \alpha_2 + \alpha_3 + \alpha_4 = 1$, and

$$D_{\text{team}}^{w_i}(t_x) = \frac{1}{\lvert W_{t_x} \rvert} \sum_{w_j \in W_{t_x}} \frac{d_{ij}}{\lvert S_{t_x} \cap S_{w_j} \rvert / \lvert S_{t_x} \rvert}$$

(5.30)

### 5.3.2 Distributed Formation of the Basic Team

#### 5.3.2.1 Basic Set of Skills for a Batch of Tasks

We can use three methods to decide the basic set of skills for a batch of tasks.
1) Adopting the skills of the first task if the tasks in a batch need to be executed in sequence. Let \( B = \{t_1, t_2, \ldots, t_n\} \). \( \forall t_x \land (1 \leq x \leq n - 1) \), it is assumed that \( t_x \) is executed before \( t_{x+1} \); then, the basic set of skills of \( B \) is \( Basic_S_B = S_{t_1} \).

2) Adopting the skills of the core task if the tasks in a batch do not need to be executed in sequence. The core task is defined as the task with the minimum sum of distances with other tasks in \( B \):

\[
t_c = \arg \min_{t_x \in B} \sum_{t_y \in (B - \{t_x\})} \delta_{x,y}
\]  

(5.31)

Now the basic set of skills of \( B \) is \( Basic_S_B = S_{t_c} \).

3) Adopting the intersection of the skills of all tasks in \( B \), i.e., \( Basic_S_B = \bigcap_{t_x \in B} S_{t_x} \). This method can avoid the costs of eliminating unutilized workers.

5.3.2.2 Forming the Basic Team

We construct a virtual basic task, \( t_v \), which only requires the skills of \( Basic_S_B \). Similar to Algorithm 9, we will form a team for \( t_v \). This team formation process can use Algorithm 9 by making certain revisions. The set of skills is the basic set of skills but not the set of all skills required by the batch of tasks. Revising the calculations of crowdsourcing values according to Definition 5.3 and 5.4 is required. Moreover, the calculation of real payment can be revised by only considering the individual virtual basic task but not the batch of tasks. The process can be shown as Algorithm 10. Finally, the original basic team for \( t_v \) can be achieved, denoted as \( W_{t_v} \).

Moreover, because the basic team is crucial to the following teams for other tasks in the batch, we now refine the above team formation method. In Algorithm 9, the existing team members will remain fixed during the whole team formation process; such method may only form the local optimal team, but some better workers may be not recruited by the team. To address this problem, after the original team is formed by using the method similar to Algorithm 9, we can add a refinement process. Now, a worker with the maximum local crowdsourcing value is selected from the neighbors of all existing team members; the team can attempt to replace each team member by the
Algorithm 10: Distributed formation of an original basic team for a virtual task.
/* Basic\_SB is the basic set of skills of batch B; t\_v is the virtual basic task that requires Basic\_SB; W is the set of workers in the social network */

1 $b_1 = 0; W_{t_v} = \{\}; W_{temp0} = W; W_{temp1} = \{\};$
2 while $b_1 == 0$ do
3     // Assign the initiator worker
4     $w_\ast = \arg \max_{w_i \in W_{temp0}} GV_{w_i}(t_v);$ 
5     if $Res(w_\ast) \leq \delta$ and $time_{w_\ast}(t_v) \leq d_{t_v}$ and $Pay_{w_\ast}(t_v) \geq \gamma_{w_\ast}$ and $S_{w_\ast} \cap Basic\_SB \neq \phi$ then 
6         $Basic\_SB = Basic\_SB - S_{w_\ast}; b_1 = 1;$ 
7     if $W_{temp0} == \phi$ then 
8         $b_1 = 1;$ 
9     $W_B = \{w_\ast\};$
10    $W_{temp1} = W_{temp1} \cup \{w_\ast\};$ // Observed workers 
11    $W_{candidate} = \{\};$ // Workers to be observed 
12    if $Basic\_SB == \phi$ then 
13        $b_1 = 1;$ 
14    while $b_1 == 0$ do 
15        // Distributed formation of team 
16        forall the $w_i \in W_{temp1}$ do 
17            forall the $w_j \in Neigh(w_i)$ do 
18                // Neighbors of $w_i$
19                if $w_j \neq W_{temp1}$ then 
20                    $W_{candidate} = W_{candidate} \cup \{w_j\};$
21            if $W_{candidate} == \phi$ then 
22                // All workers have been considered 
23                $b_1 = 1;$ 
24    $W_{temp1} = W_{temp1} \cup W_{candidate}; b_2 = 0; b_3 = 0;$
25    while $b_2 == 0$ do 
26        // Search a qualified neighbor 
27        $w_\ast = \arg \max_{w_i \in W_{candidate}} LV_{w_i}(t_v);$ 
28        if $Res(w_\ast) \leq \delta$ and $time_{w_\ast}(t_v) \leq d_{t_v}$ and $Pay_{w_\ast}(t_v) \geq \gamma_{w_\ast}$ and $S_{w_\ast} \cap Basic\_SB \neq \phi$ then 
29            $b_2 = 1; b_3 = 1;$ 
30        $W_{candidate} = W_{candidate} - \{w_\ast\};$
31        if $W_{candidate} == \phi$ then 
32            $b_2 = 1;$ 
33    if $b_3 == 1$ then 
34        // Recruit the qualified neighbor 
35        $W_{tv} = W_{tv} \cup \{w_\ast\}; Basic\_SB = Basic\_SB - S_{w_\ast};$
36    if ($Basic\_SB == \phi$) then 
37        $b_1 = 1;$ 
38    Output ($W_{tv}$);
selected worker. If the performance of the new team is better than that of the previous team, the new team can replace the previous team. This process will repeat until no workers can be found to replace the existing team members.

To consider the optimization objective, we can use the following index to measure the performance of a team:

\[
Per(W_{tv}) = \alpha_1 \cdot |W_{tv}| + \alpha_2 \cdot \sum_{w_i \in W_{tv}} \gamma_{w_i} + \alpha_3 \cdot \frac{1}{2} \sum_{w_i, w_j \in W_{tv}} d_{ij} + \alpha_4 \cdot \sum_{w_i \in W_{tv}} \frac{1}{R_{w_i}}
\]  

Algorithm 11: Refinement of a team \((W_{tv})\).
/* \(W_{tv}\) is the original basic team for virtual task \(t_v\); \(W\) is the set of workers in the social network */

1. \(W_{temp1} = W_{tv}\);
2. \(b_1 = 0\);
3. while \(b_1 == 0\) do
   // Refine the team
   4. \(W_{neighbor} = \{\}\); // Neighbors of observed workers
   5. forall the \(w_i \in W_{temp1}\) do
      // Neighbors of \(w_i\)
      6. forall the \(w_j \in \text{Neigh}(w_i)\) do
         // Neighbors of \(w_i\)
         7. if \(w_j \notin W_{temp1}\) then
            \(W_{neighbor} = W_{neighbor} \cup \{w_j\}\);
      8. if \(W_{neighbor} == \phi\) then
         9. \(b_1 = 1;\) // All workers have been considered
   10. \(W_{temp1} = W_{temp1} \cup W_{neighbor}\);
   11. while \(W_{neighbor} \neq \phi\) do
   12. \(w_* = \arg \max_{w_i \in W_{neighbor}} LV_{w_i}(t_v)\);
   13. \(W_{temp2} = W_{tv}\);
      forall the \(w_i \in W_{tv}\) do
      14. \(W_{temp3} = (W_{tv} - \{w_i\}) \cup \{w_*\}\);
      15. if \(\text{Res}(w_*)\) and \(\text{time}_{w_*(t_v)} \leq d_{tv}\) and \(S_{tv} \subseteq \bigcup_{w_i \in W_{temp3}} S_{w_i}\) and \(Per(W_{temp3}) < Per(W_{temp2})\) then
         16. \(W_{temp2} = W_{temp3}\);
   17. \(W_{tv} = W_{temp2}\);
   18. \(W_{neighbor} = W_{neighbor} - \{w_*\}\);
   19. Output \((W_{tv})\)
The refinement process is shown as Algorithm 11. Algorithm 11’s time complexity is \( O(|W|^2) \), which is more complex than Algorithm 9 whose time complexity is \( O(|S_B| \cdot |W|) \), because in reality \( |S_B| \) is much less than \( |W| \). This can explain why we do not use the refinement in Algorithm 9 because we want to save time complexity.

Theorem 5.2 ensures that the optimization objective in Equation (5.11) can be approached by Algorithm 9. Now the basic team is formed by Algorithm 9 and the refinement process in Algorithm 11. Because the refinement process can achieve better results than Algorithm 9, our approach can ensure that the resulted basic team can achieve good performance.

5.3.3 Dynamic Adjustment of the Team

5.3.3.1 Execution Sequence of Tasks

There are two methods for determining the execution sequence of tasks.

In the first method, the execution sequence of the tasks is predefined, i.e., given a batch of tasks, \( B = t_1, t_2, \ldots, t_n, \forall t_x \wedge (1 \leq x \leq n - 1), t_x \) is executed before \( t_{x+1} \). If we use an array, \( T[x] \), to denote the execution sequence, we have \( T[x] = t_x \).

**Algorithm 12: Determination of the execution sequence of a batch of tasks.**

1. \( x = 0; \)
2. \( B_{temp} = B; \)
3. \( Min_{dis} = \max_{value}; \)
4. while \( B_{temp} \neq \phi \) do
5.   forall the \( t_y \in B_{temp} \) do
6.     if \( \delta_{yc} < Min_{dis} \) then
7.       \( t_{temp} = t_y; \)
8.       \( Min_{dis} = \delta_{y,c}; \)
9.     \( x++; \)
10.    \( T[x] = t_{temp}; \)
11.   \( B_{temp} = B_{temp} \setminus \{t_{temp}\}; \)
12.   \( Min_{dis} = \max_{value}; \)
13. Output \( (T[x]) \);

In the second method, the execution order of every task in the batch is determined by its skill distance to the virtual basic task. This idea is practical because the method can
make it easier for the execution of one task to utilize the existing execution results of other similar finished tasks. Let the virtual basic task of a batch of task $B$ be $t_v$. The algorithm for determining the execution sequence of tasks in $B$ is shown as Algorithm 12, which is $O(|B|^2)$.

### 5.3.3.2 Dynamic Adjustment

The basic team will be adjusted for each task in the batch by eliminating some existing members and recruiting new members. While an existing team is assigned a new task in the batch, the unutilized team member who cannot provide any skills required by the new task will be eliminated. The remaining team members will recruit new members to satisfy the skill requirement of the new task by observing the local crowdsourcing values of other workers from the near to the distant in the social network.

Let the virtual basic task of batch $B$ be $t_v$. If the basic team for $B$ is $W_{t_v}$, the dynamic adjustment of the team for each task in $B$ is shown as Algorithm 13, which is $O(|B| \cdot |W|^2)$. $W_{t_x}$ denotes the final team for task $t_x$.

**Theorem 5.3.** Let the basic team for a batch of tasks $B$ be $W_{t_v}$. For any task in $B$, $t_x (t_x \in B)$, the final team after adjustment using Algorithm 13 is $W_{t_x}$. It is then assumed that there is another worker team $W'_{t_x}$, which is formed by eliminating the members in $W_{t_x}$ that cannot provide any skills for $t_x$ and randomly recruiting workers whose reservation wages can be satisfied. The skills of all members in $W'_{t_x}$ can fully satisfy the skill requirements of $t_x$. Thus, we have

\[
(\alpha_1 \cdot C_{\text{Form}}(B) \cdot W_{t_x} + \alpha_2 \cdot C_{\text{Pay}}(B) \cdot W_{t_x} + \alpha_3 \cdot C_{\text{Com}}(B) \cdot W_{t_x} + \alpha_4/R \cdot W_{t_x}) \leq (\alpha_1 \cdot C_{\text{Form}}(B) \cdot W'_{t_x} + \alpha_2 \cdot C_{\text{Pay}}(B) \cdot W'_{t_x} + \alpha_3 \cdot C_{\text{Com}}(B) \cdot W'_{t_x} + \alpha_4/R \cdot W'_{t_x})
\]

**Proof.** We can use reductio ad absurdum to prove Theorem 5.3. Let the set of remaining team members of $W_{t_x}$ by eliminating the members who cannot provide any skills for $t_x$ be $\text{Net}_W W_{t_x}$. Assume there is a set of workers $W'_{t_x}, W'_{t_x} \neq W_{t_x}$, formed by $\text{Net}_W W_{t_x}$ randomly recruiting some workers whose reservation wages can be satisfied,
Algorithm 13: Dynamic team adjustment for each task in a batch.

1 for (x = 1; x ≤ |B|; x++) do
   // Team adjusting for each task
   2 t_x = T[x];
   3 W_t_x = W_t_v;
   4 forall the w_i ∈ W_t_x do
      // Eliminate the useless members
      5 if S_w_i ∩ S_t_x == ∅ then
         6 W_t_x = W_t_x - {w_i};
      7 b_1 = 0;
      8 S_{t_x, lacking} = S_{t_x} - ∪_{w_i ∈ W_t_x} S_w_i;
      9 if S_{t_x, lacking} == ∅ then
         10 b_1 = 1;
   11 while b_1 == 0 do
      // Recruit new team members
      12 W_{neighbor} = {};
      13 forall the w_i ∈ W_t_x do
         14 forall the w_j ∈ Neigh(w_i) do
            // Neighbors of w_i
            15 if w_j ∉ W_t_x then
               16 W_{neighbor} = W_{neighbor} ∪ {w_j};
      17 if W_{neighbor} == ∅ then
         18 b_1 = 1;
      19 b_2 = 0;
      20 b_3 = 0;
      21 while b_2 == 0 do
         22 w_* = arg max_{w_i ∈ W_{neighbor}} LV_{w_i}(t_x);
         23 if Res(w_*) ≤ δ and time_{w_*}(t_x) ≤ d_{t_x} and Pay_{w_*}(t_x) ≥ γ_{w_*} and
            (S_{w_*} ∩ S_{t_x, lacking}) ≠ ∅ then
            24 b_2 = 1;
            25 b_3 = 1;
            26 W_{neighbor} = W_{neighbor} - {w_*};
            27 if W_{neighbor} == ∅ then
               28 b_2 = 1;
         29 if b_3 == 1 then
            30 W_t_x = W_t_x ∪ {w_*};
            31 S_{t_x, lacking} = S_{t_x, lacking} - S_{w_*};
            32 if S_{t_x, lacking} == ∅ then
               33 b_1 = 1;
   34 Output (W_t_x)
and } \sum_{w_i \in W'_{t_x}} s_{w_i} \geq S_{t_x}. \text{ If the assumption }
\left( \alpha_1 \cdot C_{Form}(B) \cdot W_{t_x} + \alpha_2 \cdot C_{Pay}(B) \cdot W_{t_x} + \alpha_3 \cdot C_{Com}(B) \cdot W_{t_x} + \alpha_4 / R \cdot W_{t_x} \right) 
> \left( \alpha_1 \cdot C_{Form}(B) \cdot W'_{t_x} + \alpha_2 \cdot C_{Pay}(B) \cdot W'_{t_x} + \alpha_3 \cdot C_{Com}(B) \cdot W'_{t_x} + \alpha_4 / R \cdot W'_{t_x} \right) 
is true, then there exists at least one worker with a higher local crowdsourcing value perceived by Net_{W_{t_x}} for t_x and whose reservation wage can be satisfied (and can provide any lacking skills for t_x) but who cannot be selected autonomously by Net_{W_{t_x}} using Algorithm 13, and another worker with a lower local crowdsourcing value perceived by Net_{W_{t_x}} is selected. However, from Step 22 in Algorithm 13, in each round for recruiting new member, the worker with the highest local crowdsourcing value whose reservation wage can be satisfied will be the first to be definitely selected by Net_{W_{t_x}} if the worker can provide any currently lacking skills for t_x. Therefore, the above assumption cannot occur in reality when Algorithm 13 is used. 

Therefore, Theorem 5.3 ensures that the optimization objective in Equation (5.16) can be approached by Algorithm 13.

5.4 Experiments

We now conduct experiments for our presented two distributed team formation approaches on a real dataset by comparing with benchmark approaches.

5.4.1 Benchmark Approaches

Our two approaches, distributed formation approach of a fixed team for a batch of tasks (Our algorithm-fixed) and distributed formation approach of a dynamic team for a batch of tasks (Our algorithm-dynamic) are compared to the following three benchmark approaches:
• Individual task-specific team formation (Individual algorithm). For each task, a new team is formed from scratch. For each team, all members are selected by the requester centrally according to their crowdsourcing values.

• Centralized greedy algorithm. In this algorithm, a fixed team for all tasks in a batch is formed centrally using the greedy method. At each step, the system will select a new team member to achieve the locally optimal result for satisfying the optimization objective. Finally, a team can be achieved to satisfy the requirements of all tasks in the batch.

• Distributed greedy algorithm. In this algorithm, dynamic teams are formed for a batch of tasks, i.e., each task has a different team. In the formation of each team, first, the system randomly selects a worker as the initiator for forming the team. The existing team members will select new members greedily from their neighbors, i.e., the neighbor who can achieve the locally optimal result is recruited to join the team. The members of the new team will repeat this recruiting process to select other workers to enlarge the team until the skills of all tasks in the batch can be satisfied or all workers in the crowd are observed.

5.4.2 Dataset and Data Processing

We collect the data of workers and tasks from www.upwork.com. We extract worker data each of which contains more than one task completion record. The average income of historical tasks of a worker is regarded as the worker’s reservation wage. Tasks are selected from the “web-mobile-software-development” category at Upwork.com. To ensure the generality of our experimental result, some extreme data will be deleted as follows: the workers whose wages are less than $200 or more than $700 are excluded; the tasks whose budgets are greater than $1400 or less than $400 are excluded; and rare skills (if the number of the workers possessing a skill is no more than 2, then such skill is rare) are excluded. Finally, there are 864 workers and 354 tasks used for our experiments. By considering the general deadline of tasks at the website, the deadline of each task in experiments, $d_t$, is a random value in [67,127]. The workers
in the experiments are interconnected by three typical social network structures: small-world networks, scale-free networks, and random networkers. In the experiments, the estimated completion time of a task in the batch is the maximum completion time of all workers in the team for completing the task.

5.4.3 **Performance Indices**

According to the optimization objective, we define the following indices to evaluate the performance each approach.

- **Cost of Team Formation**: According to Equation (5.5), we assume that the cost of team formation is generated by the process of finding team members in the social network.

- **Cost of Communication**: After the team is formed, the requester will assign the batch of tasks to the team, and team members will communicate with each other to cooperate. This performance index is determined by the size of the team and distance between team members.

- **Total Payment by Requester**: According to Equations (5.6) and (5.7), this is a discount of payment to workers, so we define this index to evaluate our optimization objective-minimizing requesters’ real payment.

- **Success Rate of Tasks**: Because some workers in the team may fabricate their skills, some tasks may not be completed successfully. This index is to measure the effectiveness of the reputation mechanism in our approaches.

5.4.4 **Experimental Results**

We repeat each experiment 20 times, and the final result is obtained from the average of the 20 times of results.
5.4.4.1 Tests on the Cost of Team Formation

Now we test the performances on the cost of team formation, shown in Figure 5.1. We can see that both of our approaches can result in lower costs of team formation. Moreover, while the size of batch becomes larger, the costs of team formation of our two approaches have no obvious changes. In comparison, the cost of team formation of Our algorithm-fixed is less than that of Our algorithm-dynamic in small networks and random networks; therefore, it denotes that the dynamic adjustment of team will produce higher costs in these two types of networks.

We find that the Individual algorithm almost produces the highest cost for team formation because each task needs to form a new team. The cost of team formation of the Centralized greedy algorithm is less than that of the Distributed greedy algorithm because the former algorithm only needs to form a fixed team for all tasks in the batch, but the latter algorithm needs to form dynamic teams for tasks in the batch. Especially in Figure 5.1c, the performance of the cost of team formation of the Batch-distributed-greedy algorithm is higher than that of the Individual algorithm even when the size of the batch becomes larger. The potential reason is that the random network structure may make the former algorithm difficult to find new team members from the neighbors of existing team members.

In summary, our two approaches perform better than previous benchmark approaches in terms of the cost of team formation; moreover, our two approaches have good scalability for the sizes of the batches.
6.2 Dataset and Data Processing

We now test the performances on the cost of communication, shown in Figure 5.2. We can see that our two presented approaches result in lower communication cost. In the small-world and random networks, Our algorithm-fixed performs better than Our algorithm-dynamic; but in the scale-free networks, the two presented approaches perform similarly. Therefore, it shows that the scale-free networks can provide shorter communication lengths for both fixed team and dynamic teams. Moreover, the cost of communication performance of our two approaches has no obvious fluctuations with increasing batch size.

Among the three benchmark approaches, the Centralized greedy algorithm performs the worst. The reason is that the team members are selected from the whole network by considering the optimization objective but overlooking the communication distances among team members.

In summary, our two approaches perform better than previous benchmark approaches in terms of the cost of communication; moreover, our two approaches have good scalability for the sizes of the batches.

5.4.4.3 Tests on the Total Payment by Requesters

We now test the performance on the total payments by requesters, shown in Figure 5.3. We can see that our two presented approaches achieve lower total payments by requesters. The reason is that our approaches adopt the discounting mechanism, but the
Moreover, while the size of batch becomes larger, the approaches can result in lower costs of team formation. Now we test the performances on the cost of team formation of our two approaches have no communication; moreover, our two approaches have good scalability for the sizes of the batches.

We now test the performance on the total payments by requesters, shown in Fig. 5.4. We can see that our two approaches perform better than previous approaches did not. Moreover, we can see that Our algorithm-fixed may produce higher total payments by requesters than Our algorithm-dynamic; the reason is that each requester will pay all team members, even the members who do not factually execute the task in the former approach, but the requester will only pay the team members that factually execute the task in the latter approach.

Moreover, with the increase of size of batch, the total payments by the requesters of our two approaches have no obvious change, but those of the previous three approaches can increase with the increasing size of the batch. Therefore, our presented two approaches have good scalability in the performance of total payments.

5.4.4.4 Tests on the Success Rate of Tasks

We set some workers to fabricate their skills with certain probabilities. If an assigned worker can execute the task successfully, his/her reputation will become higher, and vice versa. Now we make a series of experiments on the success rate of tasks, in which
the subsequent experiments can utilize the reputations of workers achieved by the before experiments. The results are shown in Figure 5.4.

From the experiments results, we can see that our two presented approaches have higher success rate of tasks in all experiments under the three typical network structures; moreover, with the progress of experiments, the advantages of our approaches become more obvious. Therefore, it denotes that the reputation mechanism in our approaches can effectively improve the success rate of tasks. Moreover, we can see that Our algorithm-dynamic may produce a little higher success rate of tasks than Our algorithm-fixed; the reason is that the refinement algorithm can form a better team with higher reputations.

5.4.4.5 Tests on the Sensitivity to Discounting Factor

In Equation (5.3), there is a discounting function $\psi$, $0 \leq \psi \leq 1$, where the value of $\psi(X)$ decreases monotonically from 1 to 0. In the experiments, we define the function as $\psi(X) = \sigma \times e^{-x}$, and the above experiments are conducted assuming $\sigma = 1$. To test our approaches’ sensitivity to the discount factor, we will set the factor from $\sigma = 1$ to $\sigma = 0.5$ to measure our approaches’ performance of total payments in three types of network structures. The experimental results are shown in Figure 5.5.

We can see that Our algorithm-dynamic is more sensitive to the discounting factor by comparing it with Our algorithm-fixed for total payment. The potential reason is that in Our algorithm-fixed, the batch of tasks is considered a whole once the team is formed, and the workers will be paid a considerable part of the budget due to their
skills and location in the network, so the discounting factor has no obvious effect on the total payment. In *Our algorithm-dynamic*, the team will be adjusted to adapt to different tasks and the members of the team will be paid differently for different tasks individually; thus, it is more sensitive to the discounting factor of the budget.

### 5.4.4.6 Tests on the Sensitivity to Budget

Now, we test our approaches’ sensitivity to the budget. The original budgets are obtained from the Upwork website. Then, we set the budget differently by multiplying the original budget by a parameter $\tau$, which ranges from 0.5 to 1.4. Finally, the experimental results are shown in Figure 5.6. We can see that our approaches are not sensitive to the budgets of tasks in all social networks. The potential reason is that our discounting mechanism can result in the workers’ real payments being less than the budget.

### 5.4.4.7 Tests on the Sensitivity to Number of Workers

In the above experiments, all 864 workers are considered in the team formation. We now adjust the number of candidate workers from 500 to 800 to test the performance of our approaches on the sensitivity to the number of workers. When the number of workers is small, the performance of our approaches may fluctuate erratically in random networks and scale-free networks, so here, we only present the experimental results in the small-world networks. Figure 5.7 shows the results on the cost of formation and total payments in small-world networks. We can see that while the number of workers increases, the cost of formation will also increase because more candidate workers...
should be considered, but the cost of total payments will decrease slightly because more
candidate workers can achieve better results in which the assigned workers’ reservation
wages are lower.

5.5 Summary

Previous team formation studies may be costly and cannot apply to crowdsourcing mar-
kets where the number of tasks is large because each team is tailored only for one task;
moreover, the centralized manner used in these studies may place a heavy burden on
requesters. Therefore, this thesis presents a distributed team formation approach for a
batch of tasks in which tasks with similar skill requirements can be addressed in a batch
to save computational cost and where workers can self-organize the team formation
though their social networks.

We formalize the optimization objective of the problem and show that it is NP-hard;
then, we present two types of heuristic approaches. The experiments on a real-world
data set show that our two presented approaches have better performance in terms of the
three typical types of cost in team formation and the success ratio of tasks by comparing
them with previous benchmark approaches.
Chapter 6

Group-Oriented Task Allocation for Crowdsourcing in Social Networks

Team formation in previous studies on crowdsourcing of complex tasks has two typical limitations: 1) team members are called transiently and might have no cooperation experience, thus they might not be sufficiently cooperative and reliable to execute the assigned task; and 2) a team is artificially tailored for only a special task and thus cannot adapt to general crowdsourcing markets in which tasks vary significantly. To address these two limitations while considering a notable observation that workers are often naturally organized into groups through social networks, this chapter explores a new crowdsourcing paradigm in which the task allocation targets are naturally existing worker groups but not artificially-formed teams or individual workers. An assigned group often needs to coordinate with other groups in the social network contexts for performing a complex task since such natural group might not possess all of the required skills to complete the task. Therefore, a metric of contextual crowdsourcing value is presented to measure a group’s capacity to complete a task by coordinating with its contextual groups, which determines the probability that the group is assigned the task; then the task allocation algorithms, including the allocations of groups and the workers actually participating in executing the task, are designed. The experiments on a real-world dataset show that the two typical limitations in previous studies can be
addressed well by our presented approach with good synergy performance, consistency performance, conflict performance, adaptability, and effectiveness of assigned workers.

The rest of this chapter is organized as follows. In Section 6.1, we present the motivation and problem description; in Section 6.2, we model the groups in crowdsourcing; in Section 6.3, we present the context-aware task allocation model; in Section 6.4, we provide the experimental results; finally, we discuss and conclude the chapter in Section 6.5.

6.1 Motivation, Problem Description, and Complexity Analyses

To illustrate the research problem clearly, we first introduce the research motivation by analyzing some real-world crowdsourcing data, and state our investigated problem of group-oriented crowdsourcing in Section 6.1.1. Then, we analyze the complexity of the research problem in Section 6.1.2.

6.1.1 Motivation and Problem Description

We analyzed data from the leading crowdsourcing website, www.upwork.com, in which there are two types of freelancers, independent freelancers and agency freelancers. An independent freelancer is an individual worker, whereas an agency freelancer means a group that includes several managers and developers. After randomly collecting 9018 workers, we find that there are 4018 workers affiliated with at least one group, i.e., 45% workers are organized into groups. Moreover, we find that there were 226449 groups registered at https://github.com from January 1, 2016 to June 30, 2016. These data denotes that groups are quite common at many crowdsourcing websites. Therefore, these observations motivate our study on group-oriented crowdsourcing and offer us concrete cases.
As stated above, team formation is tailored artificially for a special task, and teammates might be non-cooperative. In comparison, the people within a group can cooperate with one another easily because they have some common characteristics. Therefore, we think that a group-oriented approach needs to be explored in the crowdsourcing systems, which can utilize the cooperation of workers within the groups.

However, because groups are organized naturally rather than tailored for any tasks, some problems need to be addressed when we allocate a task to a natural group. First, how can the appropriate group that can mostly match the skill requirements of the task be found. Second, how can the appropriate group that requires fewer payments be found, to save more budgets for the requester and retain more funds to seek the assistance of other groups. Third, how can the appropriate group with lower communication distance and costs be found, because previous benchmark studies have shown that the communication distance and costs between allocated workers will significantly influence the performance in completing the outsourced task [57]. The communication distance between two workers in a social network can determine the communication cost between them, such as the communication time (because two workers who have closer social connection may communicate more easily, and vice versa), which can influence the execution time of the outsourced task; moreover, the communication distance between two workers in a social network can influence the reliability of the cooperation between them (because two workers who have closer social connection may have more cooperation experiences), which influences the reliability of the task’s result [56, 123].

Therefore, group-oriented crowdsourcing should find a group to optimize the following three factors: 1) the degree to which the skills of the workers in the group satisfy the necessary skills required by the task; 2) the occupancy rate of the wages of the workers in the group on the task’s budget; and 3) the communication costs among the workers in the group to execute the task. A group might often not have the complete set of skills to implement the allocated task. Therefore, the group needs to coordinate with other contextual groups in the social network to obtain the lacking skills. Thus, the contextual groups’ situations should be considered.

Let a crowd of workers be organized into \( n \) groups, \( G = \{ G_i | 1 \leq i \leq n \} \). Given a complex task \( t \) with a budget \( b_t \), the set of skills required by \( t \) is \( S_t \). Let the set of workers
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in $G_i$ actually participating in executing the outsourced task be $W_{G_i}(t)$, $W_{G_i}(t) \subseteq G_i$. We use $\gamma_{ix}$ to denote the reservation wage of $w_{ix}$, where $w_{ix}$ is a worker in $G_i$; $C_{ix,iy}$ denotes the communication cost between workers $w_{ix}$ and $w_{iy}$, and $d_{G_i,G_j}$ denotes the communication distance between groups $G_i$ and $G_j$ in the social network. Let $\alpha$ and $1 - \alpha$ denote the relative importance between a group and its contexts, and, $\beta_1$, $\beta_2$ and $\beta_3$ denote the relative importance of the three factors. The context-aware task allocation objective in group-oriented crowdsourcing for $t$ can now be formalized as selecting a group, $G_*$, which can satisfy the following equation:

$$G_* = \arg \max_{G_i \in G} \left( \alpha \cdot \beta_1 \cdot \frac{gs}{gw} + (1 - \alpha) \sum_{G_j \in (G - \{G_i\})} gcr \cdot \frac{1}{d_{G_i,G_j}} \right)$$

subject to

$$\sum_{w_{ix} \in W_{G_i}(t)} \gamma_{ix} \leq b_t$$

In the above formulas, $gs$, $gw$, and $gcc$ denote skills coverage, wage, and communication costs factors within a group, and $gcr$ denotes group’s contextual resources. With the above objective, when a task is outsourced to a group, the group’s self-situation, the contextual groups’ situations, and the distance between the group and the contextual groups should all be considered. Therefore, the probability of a group to be assigned a task is determined not only by the group itself but also by its contextual groups. If a group has higher values for the three factors, it has higher probability to be assigned the task. However, a group may also have higher probability to be assigned the task even if it has lower values for the three factors but its contextual groups have higher values for the three factors.

$$gs = \frac{|(\bigcup_{w_{ix}} S_{ix}) \cap S_t|}{|S_t|}$$

$$gw = \sum_{w_{ix} \in W_{G_i}(t)} \gamma_{ix}$$

$$gcc = \sum_{w_{ix},w_{iy} \in W_{G_i}(t)} C_{ix,iy}$$

$$gcr = \frac{|(\bigcup_{w_{jy} \in G_j} S_{jy}) \cap (S_t - \bigcup_{w_{ix} \in G_i} S_{ix})|}{|S_t - \bigcup_{w_{ix} \in G_i} S_{ix}|}$$
Therefore, the problems of group-oriented crowdsourcing when contexts are aware can be described as follows.

1) The situations of the contextual groups can influence the performance of a group in performing the task. Thus, the crowdsourcing value of $G_i$, i.e., the probability that $G_i$ obtains the task, is influenced by $G'_i$ contextual groups in the social network as well as $G_i$ itself. Moreover, the communication costs between $G_i$ and $G'_i$ contextual groups in the social network will also influence the performance. Therefore, how to measure the crowdsourcing value of $G_i$ by considering $G'_i$ contexts is a problem to be investigated. (Modeling the groups)

2) In fact, a group often needs to coordinate with its contextual groups in the social network to execute complex tasks. Then, how can an efficient coordination mechanism between groups to ensure that the task can be completed with higher efficiency be designed? (Coordination among groups)

3) The execution of a complex task needs the skills of more than one group. Then, how can an efficient method to select assistant groups in the contexts as well as an efficient allocation mechanism to allocate the task to a principal group be designed? (Allocation of groups)

6.1.2 Complexity Analyses

**Theorem 6.1.** The context-aware task allocation problem in group-oriented crowdsourcing satisfying the objective in Equation (6.1) is NP-hard.

**Proof.** We consider a simple and special version of this problem; if the simple version is NP-hard, then our problem is also NP-hard. The simple version is that there is only one group in the social network, whether we can find a set of workers from the group that satisfies

$$\max \left( \frac{\text{Wages}}{\sum_{w_ix \in W_{G_i}(t)} \gamma_{ix} \cdot \sum_{w_{iy} \in W_{G_i}(t)} C_{ix, iy}^{-1}} \right).$$
We prove the decision version of the problem is NP-hard. The decision problem asks whether a set of workers exists from the group that satisfies

\[
\frac{1}{\sum_{w_{ix} \in W_{G_i}(t)} \gamma_{ix} \cdot \sum_{w_{ix}, w_{iy} \in W_{G_i}(t)} C_{ix,iy}} = q, \text{ where } q \text{ is a constant number.}
\]

We prove the theorem by a reduction from the set cover problem which is well known to be NP-hard [140]. An instance of the set cover problem consists of a universe \(U\) of \(n\) elements, a collection of subsets of \(U\), \(S = \{S_1, \ldots, S_m\}\), and a cost function \(b: S \rightarrow Q^+, \{b_1, \ldots, b_m\}\). Given a constant \(t\), the decision problem asks whether we can find a sub collection of \(S\) that covers all elements of \(U\), and the total cost of them is \(t\).

We transform the instance of the set cover problem to an instance of our problem as follows. Every worker corresponds to a subset \(x\), worker \(w_{ix}\)’s skill set is \(S_{ix} = S_x\), his wage is \(\gamma_{ix} = b_x\), the communication cost between worker \(w_{ix}\) and worker \(w_{iy}\) is \(C_{ix,iy} = b_x + b_y\), \(q = 1/((k - 1)t^2)\), and \(k\) is the number of the selected subsets.

We shall show that the total cost is \(t\) if and only if the group satisfies

\[
\frac{1}{\sum_{w_{ix} \in W_{G_i}(t)} \gamma_{ix} \cdot \sum_{w_{ix}, w_{iy} \in W_{G_i}(t)} C_{ix,iy}} = q.
\]

Suppose that the total cost is \(t\) and the number of subsets selected is \(k\). Thus, the number of selected workers is \(k\), their communication cost \((k - 1)t\), and \(1/\left(\sum_{w_{ix} \in W_{G_i}(t)} \gamma_{ix} \cdot \sum_{w_{ix}, w_{iy} \in W_{G_i}(t)} C_{ix,iy}\right) = \frac{1}{(k-1)t^2}\).

Suppose the group we find satisfies \(1/\left(\sum_{w_{ix} \in W_{G_i}(t)} \gamma_{ix} \cdot \sum_{w_{ix}, w_{iy} \in W_{G_i}(t)} C_{ix,iy}\right) = q\), and the number of selected workers is \(k\). Then, \(q = \frac{1}{(k-1)(\sum_{w_{ix} \in W_{G_i}(t)} \gamma_{ix})^2}\), and the total cost of selected subsets is \(t\). The decision version of the simple version of our problem is now proved NP-hard, so we can obtain Theorem 6.1.

To solve the NP-hard problem, we present a heuristic approach that can be realized within a limited time complexity. In the approach, we define a function of crowdsourcing value that combines the factors in Equation (6.1) to measure the probability of a group being selected to participate in a task. Then, the group with higher crowdsourcing value can be preferentially selected to participate in performing the task.
6.2 Modeling the Groups in Crowdsourcing

Groups are very common organization forms in society [33, 141]. In general, there are two typical types of groups, one is the groups with leaders, and the other is the groups without leaders [63, 142]. The former indicates that the persons in one group are all coordinated by the leader; thus, the communication costs are largely determined by the communication distances between the leader and all common persons in the group. The latter form indicates that the persons in the group can coordinate with one another; thus, the communication costs are largely determined by the total communication distances among the persons in the group.

In crowdsourcing environments, in which a crowd of workers is connected by social networks, the workers can cooperate to complete a complex task. Generally, intragroup cooperation is much easier than intergroup cooperation [143]. Therefore, without loss of generality, we make the following two assumptions: 1) a worker will definitely accept a cooperation request within the same group; 2) a group will accept a cooperation request outside the group only if the group’s threshold can be satisfied, e.g., the group’s desire for momentary award or other factors can be satisfied.

6.2.1 Groups with Leaders

In a group with a leader, all workers will communicate with the leader, and only the leader communicates with the requester. Let there be a group of workers in the social network, \( G_i = \{w_{ix}\} \), whose leader is \( w_{il}, w_{il} \in G_i \). In the group, all tasks should be executed under the control of \( w_{il} \). Without loss of generality, when the leader wants to select a worker to participate in the execution of the task, the following three aspects of the worker will be considered: 1) the degree to which the worker’s skills satisfy the current lacking skills required by the task; 2) the occupancy rate of the worker’s wage on the task’s budget; and 3) the communication distance between the leader and the worker. The probability of a worker being selected by the leader within the group to participate in the execution of task can be defined as the crowdsourcing value of the worker within the group.
Definition 6.1 (Crowdsourcing value of a worker within the group with a leader). Given a budget \( b_t \) for an outsourced task \( t \), the necessary skills to complete \( t \) is \( S_t \); let \( \overline{S}_t \) be the set of skills for \( t \) that are currently lacking. The crowdsourcing value of \( w_{ix} \) within group \( G_i \) (whose leader is \( w_{il} \)) for executing task \( t \) is as follows:

\[
G_{ix,t}(t) = \left\lvert \frac{S_{ix} \cap \overline{S}_t}{\gamma_{ix}/b_t} \cdot d_{ix,il} \right\rvert
\]

where \( S_{ix} \) and \( \gamma_{ix} \) denote the skills and reservation wage of \( w_{ix} \); \( d_{ix,il} \) is the communication distance between \( w_{ix} \) and \( w_{il} \) in the social network.

We assume that a crowdsourced task, \( t \), is now allocated to a group with a leader, and the leader will select the workers within the group that actually participate in executing the task according to the worker’s crowdsourcing value defined in Definition 6.1, shown as Algorithm 14.

Algorithm 14: Selection of workers within a group (with a leader) for participating in executing task \((t, G_i)\).

```
1  b = 0;
2  \( \overline{S}_t = S_t - S_{il} \);
3  \( W_{G_i(t)} = \{w_{il}\} \);
4  \( Temp_{G_i} = G_i - \{w_{il}\} \);
5  \textbf{while} \( \overline{S}_t \neq \emptyset \) and \( b == 0 \) \textbf{do}
6      \textbf{for all} \( w_{ix} \in Temp_{G_i} \) \textbf{do}
7          calculate the crowdsourcing value of \( w_{ix} \) for satisfying the current \( \overline{S}_t \)
8              according to Definition 6.1;
9          \( w_{ix}^* = \text{arg max}_{w_{ix} \in Temp_{G_i}} G_{ix,t}(t) \);
10         \( Temp_{G_i} = Temp_{G_i} - \{w_{ix}^*\} \);
11         \textbf{if} \( S_{ix} \cap \overline{S}_t \neq \emptyset \) \textbf{then}
12             \( \overline{S}_t = S_t - S_{ix} \);
13             \( W_{G_i(t)} = W_{G_i(t)} \cup \{w_{ix}^*\} \);
14         \textbf{if} \( Temp_{G_i} == \emptyset \) \textbf{then}
15             \( b = 1 \);
16 \textbf{Output} \( (W_{G_i(t)}) \);
```

Lemma 6.1. Let there be two workers in group \( G_i \), \( w_{ix} \) and \( w_{iy} \). If \( G_{ix,t}(t) > G_{iy,t}(t) \), it is more probable that worker \( w_{ix} \) rather than \( w_{iy} \) will be selected by group leader \( w_{il} \) to participate in executing task \( t \). Moreover, the union of \( w_{il} \) and \( w_{ix} \) will satisfy the task
allocation objective in crowdsourcing for \( t \) more significantly than the union of \( w_{il} \) and \( w_{iy} \).

Proof. 1) Now \( v_{ix}^{G_{il}}(t) > v_{iy}^{G_{il}}(t) \), assuming that \( w_{ix} \) is not selected by \( w_{il} \) but \( w_{iy} \) is selected by \( w_{il} \) to execute task \( t \), which denotes that the worker with the higher crowdsourcing value is not selected but the one with the lower crowdsourcing value is selected. In Algorithm 14, the selection of the real participating worker is implemented by selecting one with the maximum crowdsourcing value in the crowd of candidates within the group. Therefore, such an assumption cannot occur in reality when Algorithm 14 is used.

2) The objective of task allocation in Equation (6.1) includes three parts: skills, wages, and communication costs. Now, we can find that the first and second factors in Definition 6.1 fully correspond to the first and second parts in Equation (6.1). In fact, the communications costs of executing \( t \) by \( G_i \) are determined as follows: the communication cost between \( w_{il} \) and the requester, and the one between \( w_{il} \) and the selected worker within \( G_i \). Now, the former is fixed; thus, the actual communication costs are influenced by the latter. Accordingly, the third factor in Definition 6.1 factually decides the third part in Equation (6.1). Therefore, If \( v_{ix}^l(t) > v_{iy}^l(t) \), according to Definition 6.1, the comprehensive value of the three factors \( (|S_{ix} \cap S_t|/|S_t|, \gamma_{ix}/b_t, d_{ix,il}) \) of \( w_{ix} \) is higher than that of \( w_{iy} \). Because the situation of \( w_{il} \) is fixed, we can conclude that the union of \( w_{il} \) and \( w_{ix} \) will satisfy the task allocation objective in crowdsourcing for \( t \) more significantly than the union of \( w_{il} \) and \( w_{iy} \).

From Algorithm 14, the final set of workers within group \( G_i \) that will actually execute \( t \) is \( W_{G_i}(t) \). Because each worker in \( W_{G_i}(t) \) will communicate with the leader \( w_{il} \) for executing task \( t \), we should calculate the total communication distances between all workers in \( W_{G_i}(t) \) and \( w_{il} \):

\[
D(W_{G_i}(t)) = \sum_{w_{ix} \in W_{G_i}(t)} d_{ix,il} \tag{6.4}
\]

To satisfy the task allocation objective, when the requester (or the crowdsourcing system) decides whether to allocate a task to group \( G_i \), the requester will consider the
following three factors of $G_i$: 1) the satisfaction degree of all workers’ skills in the group for the skills required by the task; 2) the occupancy rate of the wages of the workers in $W_{G_i}(t)$ on the task’s budget; and 3) the total communication distances between the leader and all workers in $W_{G_i}(t)$. Therefore, the probability of a group being allocated the task can be defined as the crowdsourcing value of the group.

**Definition 6.2** (Crowdsourcing value of a group with a leader). *Given a budget $b_t$ for a task $t$, the necessary skills to complete $t$ are $S_t$, and the crowdsourcing value of group $G_i$ for task $t$ is as follows:*

$$v_{G_i}(t) = \frac{\beta_1 \left( | \bigcup_{w_{ix} \in W_{G_i(t)}} S_{ix} \cap S_t | / |S_t| \right)}{\beta_2 (\sum_{w_{ix} \in W_{G_i(t)}} \gamma_{ix} / b_t) + \beta_3 (\sum_{w_{ix} \in W_{G_i(t)}} d_{ix,il})}$$  \hspace{1cm} (6.5)

The three weights, $\beta_1$, $\beta_2$, and $\beta_3$, are applied to reflect the relative importance among the three factors. Definition 6.2 shows that the crowdsourcing value can fully correspond to the task allocation objective. Therefore, the group with a leader that is allocated according to its $v_{G_i}(t)$ can effectively approach the task allocation objective.

### 6.2.2 Groups Without Leaders

In a group without leaders, all workers can coordinate with each other autonomously. In the social network, the locality of each worker can be measured by the following definition:

**Definition 6.3** (Centrality of a worker within a group). *Let there be a group, $G_i$; the centrality of a worker, $w_{ix}$, in $G_i$, is determined by the reciprocal of the ratio of the worker’s total communication distances with others to the average total communication distances of all workers with others in the group:*

$$c_{x G_i} = \left( \frac{\sum_{w_{iy} \in G_i} d_{ix, iy}}{\left( \sum_{w_{iy} \in G_i} \sum_{w_{iz} \in G_i} d_{iy, iz} \right) / |G_i|} \right)^{-1}$$  \hspace{1cm} (6.6)
where $d_{ix,iy}$ is the communication distance between workers $w_{ix}$ and $w_{iy}$, and $|G_i|$ is the number of workers in $G_i$.

The more central a worker is in the group, the fewer communication costs are needed by such a worker to coordinate with other workers within the group.

In the group without leaders, each worker has a probability of being allocated the outsourced complex task, which can be defined as the initial crowdsourcing value of a worker in the group and is influenced by the following three factors: 1) the satisfaction degree of the worker’s skills for the skills required by the task; 2) the occupancy rate of the worker’s wage on the task’s budget; and 3) the centrality of the worker in the group.

**Definition 6.4** (The initial crowdsourcing value of a worker in a group without leaders). Given a budget $b_t$ for a task $t$, the necessary skills to complete $t$ are $S_t$, and the initial crowdsourcing value of $w_{ix}$ in group $G_i$ for task $t$ is as follows:

$$v_{ix}^{G_i}(t) = \frac{|S_{ix} \cap S_t|/|S_t| \cdot c_{G_i}}{\gamma_{ix}/b_t} \quad (6.7)$$

Based on the previous work [64], we present a mechanism for selecting participating workers to execute the outsourced task. After a worker is allocated a complex task, he will then seek another worker within the group to obtain the highest probability that can help him complete the task efficiently. Then, these two workers become the already allocated sub-group. The workers in the already allocated sub-group will then autonomously seek the next assistant worker to obtain the highest probability that can help complete the task efficiently. This iterative process will repeat until all skills required by the task can be satisfied or all workers in the group are observed. To measure the probability of a worker that can help other workers completing the outsourced task, we have the following definition:

**Definition 6.5** (Assistant crowdsourcing value of a worker perceived by other workers within the group). Let there be a sub-group of workers in group $G_i$ that is allocated for task $t$, $W_{G_i}(t), W_{G_i}(t) \subset G_i$. Let there be a worker, $w_{ix}, w_{ix} \in G_i \land w_{ix} \notin W_{G_i}$. The
crowdsourcing value of \( w_{ix} \) for assisting \( W_{Gi}(t) \) to perform task \( t \) is as follows:

\[
a_{ix} W_{Gi}(t) = \frac{|S_{ix} \cap S_t|/|S_t|}{(\gamma_{ix}/b_t) \cdot d_{ix,W_{Gi}}}
\]  

(6.8)

where \( d_{ix,W_{Gi}} \) is the communication distance between \( w_{ix} \) and \( W_{Gi}(t) \), and \( S_t \) is the set of skills for \( t \) that are currently lacking by \( W_{Gi}(t) \), which can be calculated as follows:

\[
d_{ix,W_{Gi}(t)} = \frac{\sum_{w_{iy} \in W_{Gi}(t)} d_{ix,iy}}{|W_{Gi}(t)|}
\]

\[
S_t = S_{\bigcup_{w_{iy} \in W_{Gi}(t)} S_{iy}}
\]

(6.9)

Figure 6.1 is an example illustrating this process. First, \( w_{12} \) is selected because it has the maximum initial crowdsourcing value; then, \( w_{12} \) seeks another worker with the maximum assistant crowdsourcing value for \( \{w_{12}\} \), which is \( w_{11} \); then \( w_{11} \) and \( w_{12} \) will seek another worker with the maximum assistant crowdsourcing value for \( \{w_{12}, w_{11}\} \), which is \( w_{14} \). The process can now be finished because the skill requirements of the task can be fully satisfied by \( \{w_{12}, w_{11}, w_{14}\} \).

Finally, the process of selecting the workers actually participating in the execution of a task allocated to the group is shown as Algorithm 15.

**Definition 6.6** (Crowdsourcing value of the group without leaders). Given a budget \( B_t \) for a task \( t \), the necessary skills to complete \( t \) are \( S_t \), and the crowdsourcing value of
Algorithm 15: Selection of workers within a group (without leaders) to actually participate in executing task \((t, G_i)\).

1. For all the \(w_{ix} \in G_i\) do
   2. Calculate the initial crowdsourcing values of \(w_{ix}\) for executing task \(t\);
   3. \(w_{i*} = \arg\max_{w_{ix} \in G_i} v_{G_i}(t)\); \(b = 0;\)
   4. \(S_t = S_{i*} - S_{i*}\); \(W_{G_i(t)} = \{w_{i*}\}\); \(Temp.G_i = G_i - W_{G_i(t)}\);
   5. While \(S_t \neq \emptyset\) and \(b == 0\) do
      6. For all the \(w_{ix} \in Temp.G_i\) do
         7. Calculate the assistant crowdsourcing value of \(w_{ix}\) for assisting \(W_{G_i(t)}\) to satisfy the current \(S_t\) according to Definition 6.5;
         8. \(w_{i*} = \arg\max_{w_{ix} \in Temp.G_i} av_{G_i}(t)\);
         9. \(Temp.G_i = Temp.G_i - \{w_{i*}\}\);
         10. If \(S_{i*} \cap S_t \neq \emptyset\) then
             11. \(S_t = S_t - S_{i*}\);
             12. \(W_{G_i(t)} = W_{G_i(t)} \cup \{w_{i*}\}\);
             13. If \(Temp.G_i == \emptyset\) then
                 14. \(b = 1;\)
                 15. Output \((W_{G_i(t)})\);

Group \(G_i\) (\(G_i\) has no leaders) for task \(t\) is as follows:

\[
v_{G_i}(t) = \frac{\beta_1 \left( |(\bigcup_{w_{ix} \in W_{G_i(t)}} S_{ix}) \cap S_t| / |S_t| \right)}{\beta_2 \left( \sum_{w_{ix} \in W_{G_i(t)}} \gamma_{ix} / b_t \right) + \beta_3 \left( \frac{1}{2} \sum_{w_{ix}, w_{iy} \in W_{G_i(t)}} d_{ix,iy} \right)} \tag{6.10}
\]

Lemma 6.2. Let the set of workers participating in the outsourced task using Algorithm 15 in group \(G_i\) be \(W_{G_i(t)}\) and the first selected worker with the maximum initial crowdsourcing value be \(w_{i*}\). We use \(P(X)\) to denote the probability that the task allocation objective defined in Equation (6.1) can be achieved. Another set of workers \(W'(t)\) in group \(G_i\) is then assumed with the same first selected worker \(w_{i*}\). We thus
have the following formula:

\[
\left( W'(t) \subseteq G_i \land w_{i*} \in W'(t) \land \left( \bigcup_{w_{i*}\in W'(t)} S_{ix} \right) \cap S_t \neq \emptyset \right) \\
\Rightarrow P(W_{G_i}(t)) \geq P(W'(t))
\]

**Proof.** The proof is similar to the second part of the proof for Lemma 6.1; here, we skip it for saving spaces. □

According to Lemma 6.2, the group without leaders that is allocated according to its \( v_{G_i}(t) \) can effectively approach the task allocation objective.

### 6.2.3 Coordination and Contexts of Groups

#### 6.2.3.1 Coordination Between Groups

Generally, a worker will definitely accept a cooperation request within the same group but will accept a cooperation request outside the group only if certain preconditions can be satisfied. To incentivize noncooperative groups to help one another, we are inspired by the coadjutant behaviors in society [144] and assume that the groups in the social network are coadjutant. A group \( G_i \) will have certain obligations to provide assistance for another group, \( G_j \), if \( G_j \) has provided assistance to \( G_i \) in the past. Therefore, \( G_j \) can accept the requests of \( G_i \) for assistance even when \( G_i \)'s offered monetary reward is less than \( G_j \)'s reservation wage because \( G_j \) also expects to obtain the possible assistance from \( G_i \) in the future. To advance cooperation between groups, we present a term of credit between groups, shown as the following definition:

**Definition 6.7** (Credit between groups). Let there be two groups, \( G_i \) and \( G_j \), and \( n_{G_j \leftarrow G_i} \) denotes the historical number of \( G_i \)'s providing real assistance for \( G_j \)'s executing tasks. The credit of \( G_i \) paid by \( G_j \) is in proportion to \( n_{G_j \leftarrow G_i} \):

\[
c_{G_i}(\leftarrow G_j) = f(n_{G_j \leftarrow G_i}) \tag{6.11}
\]
where \( f \) is a monotonically increasing function. Clearly, when \( c_{G_i}(\leftarrow G_j) \) is higher, it is more compulsory that \( G_j \) should provide assistance for \( G_i \)’s request even when \( G_i \) cannot provide sufficient monetary reward to \( G_j \), because in the past, \( G_i \) has frequently assisted \( G_j \); thus, \( G_j \) is now obligatory to compensate \( G_i \).

When \( G_i \) requests assistance from another group \( G_j \) to execute the assigned task, \( G_i \) will promise two factors to \( G_j \):

1) **The possible monetary reward for executing task** \( t \). Such a factor will be estimated according to the possible contribution of \( G_j \) to satisfy the skill requirements of task \( t \). Let \( S_t \) be the set of necessary skills required by task \( t \), \( \overline{S}_t \) be the set of skills for \( t \) that are currently lacking, and \( S_{jx} \) be the set of skills owned by worker \( w_{jx} \). Let the amount of budget of \( t \) that is distributed to \( G_i \) be \( b_t(G_i) \); then, the possible monetary reward paid by \( G_i \) to \( G_j \) is as follows:

\[
m_{G_i \to G_j}(t) = \lambda \cdot (b_t(G_i) - \sum_{w_{ix} \in W_{G_i}(t)} \gamma_{ix}) \cdot \frac{|\bigcup_{w_{jx} \in G_j} S_{jx} \cap \overline{S}_t|}{|S_t|} \tag{6.12}
\]

where \( 0 \leq \lambda \leq 1 \), which denotes the percentage of monetary benefit that \( G_i \) is willing to distribute to other assistant groups.

2) **The credit paid by** \( G_i \) **to** \( G_j \) **for executing task** \( t \), \( c_{G_i \to G_j}(t) \). If \( c_{G_i \to G_j}(t) \) is high and \( G_j \) hopes to request assistance from \( G_i \) in the future, \( G_j \) can accept the current request from \( G_i \) even when \( G_j \) cannot receive a satisfactory monetary reward for this request. If \( G_j \) accepts the request from \( G_i \), then: \( c_{G_i \to G_j}(t) = c_{G_i \to G_j}(t) - c_{G_i \to G_j}(t) \), \( c_{G_j \to G_i}(t) = c_{G_j \to G_i}(t) + c_{G_i \to G_j}(t) \). Therefore, in real systems, we can have \( |c_{G_i \to G_j}(t)| = |c_{G_j \to G_i}(t)| \).

Then, after receiving the request from \( G_i \) on assisting to execute task \( t \), \( G_j \) will decide whether to accept the request according to the criteria shown in Section 6.3.2.
6.2.3.2 Contextual Crowdsourcing Values of Groups

In the social networked crowd, the communication costs will significantly influence the performance for completing the outsourced task [57].

**Definition 6.8** (Communication distance between two groups). Let there be two groups $G_i$ and $G_j$ such that the communication distance between them, $d_{G_i,G_j}$, is defined as follows: 1) if $G_i$ and $G_j$ both have leaders $w_{il}$ and $w_{jl}$, then $d_{G_i,G_j} = d_{il,jl}$; 2) if $G_i$ has the leader $w_{il}$ but $G_j$ has no leaders, then $d_{G_i,G_j} = \min_{w_{ji} \in G_j} d_{il,jy}$; and 3) if $G_i$ and $G_j$ both have no leaders, then $d_{G_i,G_j} = \min_{w_{ix} \in G_i} \wedge d_{iz,jy}$.

The context of a group in the social network primarily means other groups that coordinate with this group through the social network. Clearly, every contextual group within the social network will contribute differently to the crowdsourcing value of a group, given $G_i$, which is determined by the skills owned by the workers in the contextual group, the communication distance between the contextual group and $G_i$, and the threshold of the contextual group.

**Definition 6.9** (Contextual crowdsourcing value of a group). The contextual crowdsourcing value of group $G_i$ for task $t$ is defined as follows:

\[
Cv_{G_i}(t) = \alpha \cdot v_{G_i}(t) + \frac{(1 - \alpha)}{|G|} \cdot \sum_{G_j \in (G - \{G_i\})} \left( \frac{|( \bigcup_{w_{ij} \in G_j} S_{jy}) \cap (S_t - \bigcup_{w_{ix} \in G_i} S_{ix})|}{|S_t - \bigcup_{w_{ix} \in G_i} S_{ix}|} \cdot \sum_{G_j \in (G - \{G_i\})} d_{G_i,G_j} \cdot |G| \right)
\]

(6.13)

where $G$ is the set of all groups in the social network; $\alpha$ is a parameter to measure the relative importance between a group itself and the contextual groups, $0 < \alpha < 1$.

From Definition 6.9, we have the following hypothesis: the group with closer interacting groups whose skills can further make up the skill shortcomings of the group for the outsourced task will be more effective for satisfying the task allocation objective than will other groups.
6.3 Context-Aware Task Allocation

When a complex task is outsourced, the requester (or the crowdsourcing system) will first allocate a principal group with the maximum contextual crowdsourcing value to take charge of the task. If the principal group lacks any necessary skills required by the task, other contextual groups should be allocated to assist the principal group to execute the task.

6.3.1 Allocation of Principal Group

Now the non-redundant allocation is very popular in real crowdsourcing of complex tasks, e.g., we find that 79.3% of tasks are allocated non-redundantly while we randomly count 6271 tasks at the Upwork website. Therefore, we assume that each complex task is allocated non-redundantly.

\begin{algorithm}
\caption{Allocation of the principal group for task $t$.}
/* Let the set of all candidate groups be $G^*$ */
1 $b = 0$;
2 $n = 1$;
3 $G_{\text{temp}} = G$;
4 \textbf{while} $b == 0$ \textbf{and} $n \leq |G|$ \textbf{do}
5 \hspace{1em} $G_s = \arg \max_{G_i \in G_{\text{temp}}} C v_{G_i}(t)$;
6 \hspace{1em} $G_{\text{temp}} = G_{\text{temp}} - G_s$;
7 \hspace{1em} \textbf{if} $\sum_{w_{ix} \in W_{G_i}(t)} \gamma_{ix} \leq b_t$ \textbf{then}
8 \hspace{2em} $b = 1$;
9 \hspace{2em} $n = n + 1$;
10 \hspace{1em} \textbf{if} $b == 1$ \textbf{then}
11 \hspace{2em} \textbf{Output} $(G_s)$;
12 \hspace{1em} \textbf{else}
13 \hspace{2em} \textbf{Output} $(false)$;
\end{algorithm}

As stated above, we will try to select the group with the maximum contextual crowdsourcing value (defined in Definition 6.9). However, each task has a budget constraint; therefore, the total reservation wages of the workers in the group that actually participate in executing task ($W_{G_i}(t)$) should not exceed the budget. Our task allocation criterion
is thus now to assign the task to a group that has the highest contextual crowdsourcing value in the set of groups in which each one’s real participating workers’ reservation wages do not exceed the task’s budget, \( b_t \). The process is shown as Algorithm 16.

The time complexity of Algorithm 16 is \( O(|G|) \), where \( |G| \) denotes the number of the candidate groups.

### 6.3.2 Allocation of Assistant Groups

Here we will present two approaches for the allocation of assistant groups: semi-supervised approach and fully-supervised approach.

First we apply the semi-supervised manner into the group-oriented allocation, i.e., only the allocation of the principal group is supervised by the requester (or the crowdsourcing system), and the allocation of assistant groups is conducted by the principal group autonomously. Moreover, we adopt another approach, fully-supervised manner, in which the principal group and assistant groups are all allocated by the requester (or the crowdsourcing system).

Each person has a threshold to decide his attitude to cooperate with others [145]. Therefore, here we also set each group, \( G_i \), to have a predefined threshold \( \tau_{G_i} \); the group will accept a request for assistance from another group only if the ongoing task’s benefit exceeds the threshold.

Generally, when a group, \( G_j \), decides whether to accept a request from group \( G_i \), it primarily considers the following factors: 1) the possible monetary reward for executing task \( t \), \( m_{G_i \rightarrow G_j}(t) \); 2) the credit paid by \( G_i \) to \( G_j \) for executing task \( t \), \( c_{G_i \rightarrow G_j}(t) \); 3) the cooperation history that \( G_i \) has assisted \( G_j \), \( c_{G_i \rightarrow G_j}(\leftarrow G_j) \); and 4) the cooperation history that \( G_j \) has assisted \( G_i \), \( c_{G_j \rightarrow G_i}(\leftarrow G_i) \). Let the threshold of \( G_j \) be \( \tau_{G_j} \). \( G_j \) will accept the request from \( G_i \) if the following condition can be satisfied:

\[
\eta_1 \cdot m_{G_i \rightarrow G_j}(t) + \eta_2 \cdot c_{G_i \rightarrow G_j}(t) + \eta_3 \cdot c_{G_i \rightarrow G_j}(\leftarrow G_j) - \eta_4 \cdot c_{G_j \rightarrow G_i}(\leftarrow G_i) \geq \tau_{G_j} \tag{6.14}
\]

where \( \eta_1, \eta_2, \eta_3 \) and \( \eta_4 \) are four parameters to determine the relative importance of the four factors.
6.3.2.1 Semi-Supervised Approach

The semi-supervised approach is often used in the situation in which the principal group has a leader who can search for other groups autonomously. Certainly, in this approach, the principal group also needs to consult the crowdsourcing system on the information of other groups, such as their skills, their thresholds, their distances, and their credits.

Algorithm 17: Semi-supervised approach for allocation of assistant groups \((t, G_t)\).
/* Let \(G_i\) be the principal group and the set of all candidate groups be \(G\). */
1 \(S_t = S_t - \bigcup_{w_x \in G_i} S_{ix};\)
2 \(G_{ass}(t) = \{\};\)
3 \(G = G - \{G_i\};\)
4 \(G_i\) enquires the information of other groups from the crowdsourcing system;
5 while \(G \neq \emptyset\) and \(S_t \neq \emptyset\) do
6 \(G = G - \{G_s\};\)
7 \(G_{ass}(t) = G_{ass}(t) \cup \{G_s\};\)
8 if \(\bigcup_{w_x \in G_s} S_{sx} \cap S_t \neq \emptyset\) then
9 if \(\eta_1 \cdot m_{G_i \rightarrow G_s}(t) + \eta_2 \cdot c_{G_i \rightarrow G_s}(t) + \eta_3 \cdot c_{G_i}(\leftarrow G_s) - \eta_4 \cdot c_{G_i}(\leftarrow G_i) \geq \tau_{G_s}\) then
10 \(S_t = S_t - \bigcup_{w_x \in G_s} S_{sx};\)
11 \(G_{ass}(t) = G_{ass}(t) \cup \{G_s\};\)
12 Output \((G_{ass}(t));\)

In real society, each person may cooperate with others initially who are neighbors. He then will cooperate with other people from near to far within the social network, which can reduce communication distances and make it more possible to cooperate with acquaintances [64]. Therefore, we now also make the principal group search for other groups from near to far within the social network until all required skills are satisfied or all groups within the social network are observed. The process is shown in Algorithm 17. The time complexity of Algorithm 17 is \(O(|G|)\).

Theorem 6.2. If all groups for performing task \(t\) can be obtained by using Algorithm 17, the total communication costs between the principal group and assistant groups can be minimized.
Proof. Let $G_i$ be the principal group; then the set of lacking skills of $G_i$ to implement $t$ is $\overline{S}_t$. If Algorithm 17 is used, the set of assistant groups is $G_{ass}(t)$, and the total communication costs between $G_i$ and the groups in $G_{ass}(t)$ is $C_*$. However, if there is another set of groups, $G', G' \neq G_{ass}(t)$, that can provide all of the skills in $\overline{S}_t$, and the total communication costs between $G_i$ and $G'$ are $C'$; if $C' < C_*$, it denotes that there are any further groups that provide the required skills in $\overline{S}_t$, but the nearer groups with required skills do not provide the required skills in $\overline{S}_t$. Clearly, such a situation cannot occur in Algorithm 17. Therefore, we have Theorem 6.2. \qed

6.3.2.2 Fully-Supervised Approach

In the semi-supervised approach, the principal group can only observe other groups according to their distances, which might not achieve the optimal result of crowdsourcing values; moreover, the search process might be too complex for the principal group. Therefore, we now provide a fully-supervised approach, in which the assistant groups are all allocated by the requester (or the crowdsourcing system). When the requester (or the crowdsourcing system) wants to assign a group to act as an assistant group, he will measure the assistance value of such group according to the following definition.

**Definition 6.10 (Assistance value of a group for another group).** Let $G_i$ be the principal group for task $t$. If $\overline{S}_t$ is the set of skills for $t$ that are currently lacking, the assistance value of $G_j$ for $G_i$ on executing $t$ is defined as follows:

$$v_{G_j}(G_i - t) = \frac{\beta_1 \cdot \left( \left| \bigcup_{w_j \in G_j} S_{jw} \cap \overline{S}_t \right| / |\overline{S}_t| \right) + \beta_2 \cdot c_{G_i}(\leftarrow G_j)}{\beta_3 \cdot d_{G_i,G_j} + \beta_4 \cdot \tau_{G_j}}$$ (6.15)

where $\beta_1$, $\beta_2$, $\beta_3$ and $\beta_4$ are four parameters to decide the relative importance of the four factors.

Finally, the fully-supervised approach for allocation of assistant groups is shown as Algorithm 18.

**Theorem 6.3.** Let $G_i$ be the principal group and the set of assistant groups for task $t$ using Algorithm 18 be $G_{ass}(t)$. It is, then, assumed that there is another set of groups
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**Algorithm 18:** Fully-supervised approach for allocation of assistant groups \((t, G_i)\).
/
\* Let \(G_i\) be the principal group and the set of all candidate groups be \(G\). */

\[
\begin{align*}
\overline{S}_t &= S_t \cup \bigcup_{w_{x} \in G_i} S_{x}^t; \\
G_{ass}(t) &= \{\}; \\
G &= G - \{G_i\}; \\
\text{while } G \neq \emptyset \text{ and } \overline{S}_t \neq \emptyset \text{ do} \\
G_s &= \arg\min_{j \in G_i} v_{G_j}(G_i - t); \\
G &= G - \{G_s\}; \\
\text{if } \bigcup_{w_{x} \in G_s} S_{x}^t \neq \emptyset \text{ then} \\
\text{then} \\
\overline{S}_t &= \overline{S}_t - \bigcup_{w_{x} \in G_s} S_{x}^t; \\
G_{ass}(t) &= G_{ass}(t) \cup \{G_s\}; \\
\text{Output } (G_{ass}(t));
\end{align*}
\]

in the crowd, \(G'\), and the threshold of each group in \(G'\) can be satisfied if the group assists \(G_i\) for \(t\). Thus, we have the following results:

\[
\forall G' \subseteq G, \ G_j \in G', \quad (\eta_1 \cdot m_{G_i \rightarrow G_j}(t) + \eta_2 \cdot c_{G_i \rightarrow G_j}(t) + \eta_3 \cdot c_{G_i}(\leftarrow G_j) - \eta_4 \cdot c_{G_i}(\leftarrow G_i) \geq \tau_{G_j}) \\
\Rightarrow \frac{\sum_{G_j \in G_{ass}(t)} v_{G_j}(G_i - t)}{|G_{ass}(t)|} \geq \frac{\sum_{G_j \in G'} v_{G_j}(G_i - t)}{|G'|}.
\]

**Proof.** We can use reductio ad absurdum to prove Theorem 6.3. Assuming there is a set of groups \(G', G' \neq G_{ass}(t) \land G' \subseteq G\), that are allocated for assisting \(G_i\) to execute the outsourced task \(t\), and

\[
\forall G_j \in G', \ (\eta_1 \cdot m_{G_i \rightarrow G_j}(t) + \eta_2 \cdot c_{G_i \rightarrow G_j}(t) + \eta_3 \cdot c_{G_i}(\leftarrow G_j) - \eta_4 \cdot c_{G_i}(\leftarrow G_i) \geq \tau_{G_j})
\]

If the assumption \((\sum_{G_j \in G_{ass}(t)} v_{G_j}(G_i - t))/|G_{ass}(t)| < \sum_{G_j \in G'} v_{G_j}(G_i - t)/|G'|\) is true, then there exists at least one group with higher assistance value perceived by \(G_i\) for \(t\) and whose threshold is satisfied by \(G_i\), but that cannot be selected by Algorithm 18, and another group with lower assistance value perceived by \(G_i\) for \(t\) will be allocated.
However, in each round for selecting the assistant group, the group with the highest assistance value for $G_i$ for $t$ and whose threshold is satisfied by $G_i$ will definitely be the first to be assigned. Thus, the above assumption cannot occur in reality when Algorithm 18 is used. Therefore, we can have Theorem 6.3.

Theorems 6.2 and 6.3 show that the advantage of the semi-supervised approach is that the communication costs between the principal group and the assistant groups can be optimized, which can significantly improve the performance for completing the outsourced task in social networks. In comparison, the advantage of the fully-supervised approach is that the maximum crowdsourcing values of the assigned groups can be achieved theoretically because all assistant groups are selected by the requester (or the crowdsourcing system) globally.

### 6.4 Experiments

#### 6.4.1 Experimental Settings

The experiments are conducted on a real-world dataset extracted from a popular crowdsourcing website, GitHub (https://github.com), from which data on 3733 groups and 4661 workers (a worker can be affiliated with more than one group) are collected. For each worker, two types of personal information are collected: 1) the skills the worker owns, 2) following context (the people the worker follows) and follower context (the people who follow the worker). We initially extract the top 40 skills that are most frequently owned by workers; then, we select the workers who can provide at least one of these top 40 skills and select the groups that each contains at least two of these workers; finally, we obtain 602 groups and 1494 workers. The social network on these workers is constructed according to their following relationship, where the vertices denote the workers and the edge between two vertices denote that there is following or followed relationship between the two corresponding workers. In fact, the “following” or “being followed by” relationships are not cooperation relationships, which are only used to denote that two workers are connected in the social network.
Our two group-oriented task allocation approaches, semi-supervised approach \((\text{Group\_semi\_supervised})\) and fully-supervised approach \((\text{Group\_fully\_supervised})\), are compared with the following three benchmark approaches:

- Team formation algorithm based on Minimal Cost Contribution \((\text{Team formation})\) [57]. Several initial teams are formed; then the new members are selected to add to the initial teams by considering their communication costs with all of the current members of the team in addition to their personal costs. Finally, a best team is selected. The details are described in [57].

- Individual-oriented algorithm \((\text{Individual})\) [51]. The algorithm initially assigns the task to a principal worker who has the best contextual factor based on the skills the worker has, the communication distance with other workers, and the reservation wage of the worker. The principal worker then searches for other assistant workers based on the skills the worker has and the reservation wage of the worker from near to far within the social network until all of the skills required by the task are satisfied.

- Group-oriented algorithm based on skill local search \((\text{Group\_skill\_local\_search})\). The algorithm initially assigns the task to a principal group that can best meet the skill requirement of the task. Then, the principal group will search from near to far within the social network for cooperation until all of the skills required by the task are satisfied.

In the experiments, all of the results are recorded by averaging over 100 instances. We run the experiment in 5 situations: the occupancy rate of groups with leaders is 0% (that is, all of the groups are without leaders), 30%, 50%, 80% and 100% (that is, all of the the groups have leaders). There are two series of parameters to determine the relative importance between different factors in the definitions of crowdsourcing values: we use \(\alpha\) and \(1 - \alpha\) to denote the relative importance between a group and its contexts respectively; moreover, we use \(\beta_1\), \(\beta_2\) and \(\beta_3\) to denote the relative importance among the three factors for determining crowdsourcing value. In the experiments in Sections 6.4.2, 6.4.3, and 6.4.4, these parameters are: \(\alpha = 0.75; \beta_1 = 1, \beta_2 = 0.5,\) and \(\beta_3 = 0.5\).
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6.4.2 Experiments on the Performance

We test the following six types of performances in experiments: 1) synergy performance among the assigned workers; 2) consistency performance of the assigned workers; 3) conflict performance of the assigned workers; 4) adaptability for varying tasks; 5) average pairwise communication costs among the assigned workers; and 6) reservation wages of the assigned workers. Metrics 1, 2 and 3 can test the effect of our approach on addressing the first limitation of team formation; metric 4 can test the effects of our approach on addressing the second limitation of team formation; and metrics 5 and 6 can measure the efficiency of our approach.

6.4.2.1 Synergy Performance Among Assigned Workers

In this section, we test the synergy performance between the workers selected by the group-oriented task allocation and that of selected by other benchmark approaches.

We use the weighted synergy graph to model the task-based relationship among workers, in which the vertices represent workers and the edges represent the task-based relationship between workers [146, 147]. If two workers are originally in a group or are assigned to cooperate for the first time to complete a task, the corresponding two vertices are connected by an edge with an initial weight of 100; then the weight will be reduced by one for each cooperation. The distance between two vertices is the weight between them. The shorter the distance is, the more cooperative they are. Suppose that there are two workers $x$ and $y$, let $d(x, y)$ be the shortest distance between these two workers in the task-based relationship graph. Let $s(x, y)$ denote the pairwise synergy value of $x$ and $y$:

$$s(x, y) = 5 - \ln(d(x, y))$$

Let $S(A)$ denote the synergy value of the set of workers $A$, which is the average of the pairwise synergy values of all worker pairs in $A$:

$$S(A) = \frac{1}{\binom{A}{2}} \sum_{\{x, y\} \in A} s(x, y)$$
The larger the synergy value of a set is, the more harmonious the cooperation among workers in the set is [146].

We now compare our proposed two group-oriented approaches with the other three benchmark approaches on the synergy performance of the assigned workers. The results on the average synergy values of 100 tasks in five situations (with varying occupancy rates of groups with leaders) are shown in Figure 6.2a. The results show that the three group-oriented approaches can achieve higher synergy values than can the other two approaches; thus, the group-oriented crowdsourcing paradigm can achieve better cooperation performance among workers. In addition, the workers selected by the Group_skill local search approach achieve the highest synergy value; the potential reason is that the approach only considers the skills of the workers but ignores the wages of the workers and the communication costs between them; therefore, the workers selected by the approach are within fewer groups and then can achieve higher synergy value.

6.4.2.2 Consistency Performance of the Assigned Workers

It is well known that decision-making is crucial in teamwork, thus whether members can reach agreements is an important aspect of judging the quality of the group [148]. In social networks, closer relationship helps groups achieve consensus more easily [135]. In graph theory, Clustering Coefficient is used to measure the degree of the nodes tend to cluster. Generally, the higher the Clustering Coefficient is, the closer the nodes are in the graph [149]. Therefore, we use the average Clustering Coefficient $C(A)$ to measure the consistency of the selected workers set $A$ [135].

In graph $G(V, E)$, $v_i \in V$ indicates a worker in set $A$. Let $N_i$ be the set of neighbors of node $v_i$ in the social network contexts, and $e_{j,k} \in E$ indicates that there is a direct connection between nodes $v_j$ and $v_k$. Thus, the consistency value of $v_i$ can be defined as:

$$C_i = \frac{2 \cdot |\{e_{j,k} : v_j, v_k \in N_i, e_{j,k} \in E\}|}{|N_i| \cdot (|N_i| - 1)} \quad (6.18)$$
The average consistency value of set $A$ is defined as:

$$C(A) = \frac{1}{|V|} \sum_{i=1}^{|V|} C_i$$  \hspace{1cm} (6.19)

Intuitively, higher average Clustering Coefficient means that the group is closer and members can reach agreements more easily [150].

The results on the average consistency value of 100 tasks in the five situations are shown in Figure 6.2b. The results show that when the occupancy rate of groups with leaders is 0%, our two group-oriented approaches have relatively poor performance than the Team formation approach and Group skill local search approach; while the rate increases to 30% and more, our two approaches achieve higher consistency value than other approaches. The reason is that the group with a leader will select workers who have social relationship with the leader more probably; therefore, the group members will be closer.
6.4.2.3 Conflict Performance of the Assigned Workers

The social relationship of the group members is one of the causes of conflict. The distance between two workers in a social network can reflect their familiarity, and two workers who are unfamiliar with each other may result in conflicts in teamwork [151]. The Harmonic Mean of Average Path Length (HMAPL) of the group in social networks could indicate the group’s potential of conflict [149, 151].

In graph $G(V, E)$, $v_i \in V$ indicates a worker in set $A$. Let $d(x, y)$ be the shortest distance between workers $x$ and $y$ in the social network graph. The HMAPL of $A$ is defined as:

$$\text{APL}(A) = \frac{|V| \cdot (|V| - 1)}{\sum_{x \neq y} \frac{1}{d(x, y)}} \quad (6.20)$$

Intuitively, smaller HMAPL of a group means that the members are more familiar and the group does not have conflicts easily [149].

The results in Figure 6.2c show that our two group-oriented approaches have relatively better performance than Team formation approach and Group skill local search approach, but not to Individual approach. The potential reason is that the principal worker searches for other assistant workers from the near to the distant within the social network in Individual approach; thus, the assigned workers are more familiar. In particular, when the occupancy rate of groups with leaders increases to 30% and more, the gap between our two approaches and the Individual approach gradually narrows, as the group leader could select workers who have social relationship with the leader more probably.

6.4.2.4 Adaptability of the Assigned Workers

In this section, we test the adaptability of the workers selected by our group-oriented approaches for varying tasks.

We select 100 tasks randomly, and then we use the five approaches to select five sets of workers for the first task. Then, we use the remaining tasks to examine the adaptability of the five sets. First, for each of the remaining tasks, we apply the Individual
approach to the five worker sets to select five subsets of workers respectively. We then count the average skill coverage rate of the skills of the five selected worker subsets. The higher the average skill coverage of the workers selected by the approach is, the better the approach can adapt to varying tasks.

The results on the average skill coverage rate of the 100 tasks in five situations are shown in Figure 6.2d. The results show that the workers selected by the group-oriented approaches can obtain a higher skill coverage rate than can the workers selected by the other two approaches; thus, groups can be assigned varying tasks, and the group-oriented approaches are more adaptive than the Team formation approach and Individual approach in crowdsourcing markets.

6.4.2.5 Effectiveness of the Proposed Approaches

To evaluate the effectiveness of our approaches, we compare them with the benchmark approaches on the following performance metrics: the total reservation wages of all selected workers, and the average pairwise communication costs among all selected workers.

Figure 6.2e shows the average of the selected workers’ total wages for 100 tasks. The results denote that both the average values of the total wages of the workers selected by the Group semi supervised approach and Group fully supervised approach are higher than that of the workers selected by Team formation approach, but lower than that of the workers selected by Individual approach and Group skill local search approach. When the occupancy rate of groups with leaders is 0%, the average of total reservation wages of the workers selected by our two approaches is relatively lower than other situations in which the rate increases to 30% and more.

The results on the average pairwise communication cost of the assigned workers for 100 tasks in five situations are shown in Figure 6.2f. The results show that the performance of the average pairwise communication costs of workers selected by the Group semi supervised approach and Group fully supervised approach are superior to that of Team formation approach and are inferior to Individual approach. Moreover,
when the occupancy rate of groups with leaders is 0%, our two group-oriented approaches have relatively worse performance than Group skill local search approach; while in other four situations in which the occupancy rate of groups with leaders is 30% and more, our two group-oriented approaches have an obvious advantage over Group skill local search approach and narrow the gap with the Individual approach. The potential reason is that groups with leaders will select workers who have social relationship with leaders more probably; therefore, the average pairwise communication cost becomes lower.

6.4.3 Experiments on the Dynamics

6.4.3.1 Dynamics of the Synergy Performance of the Assigned Workers

From the definition on synergy performance in Section 6.4.2.1, the synergy values are dynamically changed with the cooperation number between workers. Now we set the number of tasks as the timestamp, which is set from 1 to 100; then we test the dynamics of synergy performance of the assigned workers of our two approaches, Group semi
supervised approach and Group\textsubscript{semi supervised} approach. The results on three types of situations with different occupancy rates of groups with leaders are shown in Figure 6.3.

We can see that the synergy value of the workers selected by the Group\textsubscript{semi supervised} approach shows a slight advantage compared to the Group\textsubscript{fully supervised} approach. The potential reason is that when using the Group\textsubscript{semi supervised} approach, the principal group searches other groups for help from the near to the distant within the social network; therefore, it is more possible that adjacent groups had cooperation in the past and that the workers selected by Group\textsubscript{semi supervised} approach can achieve a higher synergy value.

6.4.3.2 Dynamics of the Consistency Performance of the Assigned Workers

According to Section 6.4.2.2, the consistency performance is related to the social relationship between workers. If two workers in the same group do not have social relationships originally, they will be connected after completing a task. Now we set the number of tasks as the timestamp, which is set from 1 to 100; then we test the dynamics of the consistency values of the assigned worker groups of our two approaches, shown in Figure 6.4. We can see that the dynamics of the consistency values of the workers selected by our approaches are very close.
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6.4.3.3 Dynamics of the Conflict Performance of the Assigned Workers

Now we test the dynamics of the APL values of the selected workers, shown in Figure 6.5. We can see that the Harmonic Mean of Average Path Length of group of workers selected by the *Group semi supervised* approach is significantly smaller than the *Group fully supervised* approach, which indicates that the workers selected by the *Group semi supervised* approach are less likely to have conflict. The potential reason is that when using *Group semi supervised* approach, the principal group searches other groups for help from the near to the distant within the social network, thus the selected workers are more familiar.

6.4.4 Comparison between Our Semi-Supervised Approach and Fully-Supervised Approach on Other Performance Metrics

Now we compare the *Group semi supervised* approach with the *Group fully supervised* approach on other three performance metrics: adaptability performance, the selected workers’ total wages, and the selected workers’ pairwise communication costs.

The average skill coverage rate of 100 tasks is shown in Figure 6.6a, in which the average skill coverage rates of workers selected by *Group semi supervised* approach and *Group fully supervised* approach are close.

Figure 6.6b and c show the average of the total reservation wages and average of the pairwise communication costs of 100 tasks. As seen, the average of total reservation wages...
wages of workers selected by the Group semi supervised approach is higher than the one by the Group fully supervised approach, whereas the average total communication costs of workers selected by the Group semi supervised approach is lower than that selected by the Group fully supervised approach. The reason is that the principal group, which uses the Group semi supervised approach, searches other groups for help largely depending on distance between groups. However, when using the Group fully supervised approach, the principal group searches for assistant groups by considering not only the distance between groups but also other information such as wages; therefore, the workers selected by the Group semi supervised approach can result in lower communication costs, whereas the workers selected by the Group fully supervised approach can result in lower reservation wages.

6.4.5 Experiments on the Influence of Parameters

Now we make a series of experiments on the uncertainty of our presented Group semi supervised approach and Group fully supervised approach resulted from the following three parameters: 1) relative importance factor between a group and its contextual groups; 2) number of skills of task; and 3) number of tasks. We run the experiment in three situations: the occupancy rate of groups with leaders is 0% (that is, all of the groups are without leaders), 50%, and 100% (that is, all of the groups have leaders). In the tables, ①, ②, ③, ④, and ⑤ denote Team formation approach, Individual approach, Group semi supervised approach, Group fully supervised approach, and Group skill local search approach, respectively.

6.4.5.1 Tests on the Relative Importance Factor

In Equation (6.13), the parameter $\alpha$ is used to measure the relative importance between a group itself and the contextual groups, $0 < \alpha < 1$. Now we adjust the parameter from $\alpha = 0.25$ to $\alpha = 1.0$, with the interval of 0.25, to test the six types of performances of our two approaches in three situations. The experiment is conducted under the fixed wages of workers and tasks, that is, the number and types of skills required for the tasks are the same. The results are shown in Table 6.1.
Table 6.1: Experimental results on the influence of relative importance factor in Equation (6.13)

<table>
<thead>
<tr>
<th>Occupancy Rate of Leader</th>
<th>0.0</th>
<th>0.5</th>
<th>1.0</th>
</tr>
</thead>
<tbody>
<tr>
<td>α</td>
<td>0.25</td>
<td>0.50</td>
<td>0.70</td>
</tr>
<tr>
<td>Average synergy value of workers</td>
<td>16.7</td>
<td>23.1</td>
<td>29.7</td>
</tr>
<tr>
<td></td>
<td>14.6</td>
<td>22.3</td>
<td>29.4</td>
</tr>
<tr>
<td>Average consistency value of workers</td>
<td>38.3</td>
<td>41.3</td>
<td>44.2</td>
</tr>
<tr>
<td></td>
<td>40.3</td>
<td>42.0</td>
<td>44.4</td>
</tr>
<tr>
<td>Average conflict value of workers</td>
<td>184.0</td>
<td>183.8</td>
<td>184.9</td>
</tr>
<tr>
<td></td>
<td>203.5</td>
<td>193.1</td>
<td>190.2</td>
</tr>
<tr>
<td>Average skill coverage rate</td>
<td>0.85</td>
<td>0.88</td>
<td>0.89</td>
</tr>
<tr>
<td>Average total wages of workers</td>
<td>81.9</td>
<td>61.6</td>
<td>50.9</td>
</tr>
<tr>
<td></td>
<td>48.3</td>
<td>40.5</td>
<td>37.8</td>
</tr>
<tr>
<td>Average pairwise communication of workers</td>
<td>182</td>
<td>190</td>
<td>182</td>
</tr>
<tr>
<td></td>
<td>199</td>
<td>197</td>
<td>190</td>
</tr>
</tbody>
</table>

From Table 6.1, as $\alpha$ increasing from 0.25 to 1.0, the average synergy values and average consistency value of workers selected by *Group_semi supervised* approach and *Group_fully supervised* approach are both increasing. This result indicates that when selecting a principal group for task, if the crowdsourcing value of the group itself has a greater weight, the workers selected in our two approaches will work more harmoniously and have closer relationship. It is worth noting that the trend of growth is getting slower with the increasing of $\alpha$.

In terms of average conflict value, while $\alpha$ increases from 0.25 to 1.0, the value comes down slowly with the workers selected by *Group_fully supervised* approach but fluctuates slightly with the workers selected by *Group_semi supervised* approach in three situations. To achieve balance, it is recommended to set $\alpha$ to 0.75.

In terms of average skill coverage rates, our two approaches both have unobvious upward trend as $\alpha$ rises and approximately converge when $\alpha$ is 0.5. The average total wages of workers for our two approaches decrease slightly with the increasing of $\alpha$. Finally, the two approaches both have slight fluctuation in terms of the average pairwise communication costs of the selected workers. From the results, we can see that it is appropriate to set $\alpha$ to 0.75.
6.4.5.2 Tests on the Skill Number of Tasks

Now we test the influence of skill number of tasks on the six types of performances of the five approaches. The scopes of skill number of tasks in the experiments are set as [5, 10], [10-15], [15-20], [20-25]. The parameter of the relative importance factor $\alpha$ is set to 0.75. The experimental results are shown in Table 6.2.

<table>
<thead>
<tr>
<th>Table 6.2: Results of parameter test on skill number of tasks</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Occupancy Rate of Leader</strong></td>
</tr>
<tr>
<td><strong>Skill number of tasks</strong></td>
</tr>
<tr>
<td>Average synergy</td>
</tr>
<tr>
<td>0</td>
</tr>
<tr>
<td>1</td>
</tr>
<tr>
<td>2</td>
</tr>
<tr>
<td>value of workers</td>
</tr>
<tr>
<td>0</td>
</tr>
<tr>
<td>1</td>
</tr>
<tr>
<td>Average consistency</td>
</tr>
<tr>
<td>0</td>
</tr>
<tr>
<td>1</td>
</tr>
<tr>
<td>value of workers</td>
</tr>
<tr>
<td>0</td>
</tr>
<tr>
<td>1</td>
</tr>
<tr>
<td>Average conflict</td>
</tr>
<tr>
<td>0</td>
</tr>
<tr>
<td>1</td>
</tr>
<tr>
<td>value of workers</td>
</tr>
<tr>
<td>0</td>
</tr>
<tr>
<td>1</td>
</tr>
<tr>
<td>Average skill coverage rate</td>
</tr>
<tr>
<td>0</td>
</tr>
<tr>
<td>1</td>
</tr>
<tr>
<td>Average total wages of workers</td>
</tr>
<tr>
<td>0</td>
</tr>
<tr>
<td>1</td>
</tr>
<tr>
<td>Average pairwise communication of workers</td>
</tr>
<tr>
<td>0</td>
</tr>
<tr>
<td>1</td>
</tr>
</tbody>
</table>

- On the average synergy value of workers. When the occupancy rate of groups with leaders is 0%, three group-oriented task allocation approaches show slight fluctuation; the potential reason is that the selected workers are more disperse in the social network when the groups have no leaders. When the occupancy rate of groups with leaders is greater than 0%, this type of values will increase as...
the skill number of tasks increases; therefore, the increasing of skill number of tasks can improve the average synergy value of assigned workers. Moreover, the Team formation approach and Individual approach can result in increased average synergy value of workers with the increasing of skill number of tasks under all types of occupancy rates of groups with leaders.

- On the average consistency value of workers. When the occupancy rate of groups with leaders is 0%, our two group-oriented task allocation approaches show slight fluctuation; as the occupancy rate of groups with leaders rises greater than 0%, average consistency value of workers selected by the two approaches increases with the number of skills required for the task. Group skill local search approach can result in higher average consistency value of workers. In comparison, the Individual approach will result in decreased average consistency value of workers with the increasing of skill number of tasks under all types of occupancy rates of groups with leaders. Therefore, it shows that the group-oriented crowdsourcing approaches can have better performance on the average consistency value of workers when the skill number of tasks increases, especially when the groups have leaders.

- On the average conflict value of workers. Except that the Group skill local search approach only presents slight fluctuation, other approaches all result in increased APL values when the skill number of tasks increases. Therefore, it can conclude that it may be more possible to generate conflicts when the skill number of tasks increases, because the increased skill number of tasks may result in more team members.

- On the average skill coverage rate. This type of values of all five approaches will increase first then decrease with the increasing of skill number of tasks. From the results, when the skill number of tasks is within [10, 20], it is more probable that the assigned workers can complete other tasks with similar skill numbers.

- On the average total wages of workers. This type of values of all five approaches will increase with the increasing of skill number of tasks; the reason is that higher skill number of tasks can result in higher number of team members.
• On the average pairwise communication costs of workers. This type of values of all five approaches will decrease first then increase with the increasing of skill number of tasks. From the results, the average pairwise communication costs of workers will be the minimum when the skill number of tasks is within [10-20].

6.4.5.3 Tests on the Number of Tasks

The purpose of this series of experiments is to evaluate the performance of the six performance metrics with different task quantities in three situations: the occupancy rate of groups with leaders is 0% (all of the groups are without leaders), 50% and 100% (all of the the groups have leaders) and to verify whether the Group\_semi\_supervised approach and the Group\_fully\_supervised approach are still maintaining advantages compared with other approaches. In this experiment, the number of tasks is increased from 20 to 100 with the interval of 20, the relative importance factor $\alpha$ is 0.75, and the number of skills required for the task is limited to 5-15.

It can be seen from Table 6.3 that under different task numbers, the values of the six performance metrics are basically the same as those presented in Section 6.4.2. The results show that the advantages of our approaches on the six performance metrics can well scale to the task sizes.

6.5 Summary

In previous studies on crowdsourcing, team formation was used to utilize the cooperation among workers to perform complex tasks. However, the team formation approach might not select sufficiently cooperative and reliable workers for executing task because team members are called transiently and might lack cooperation experience; moreover, a team cannot adapt to varying tasks because the team is artificially tailored only for a special task.

To solve the above drawbacks, this chapter turns to a novel group-oriented crowdsourcing paradigm, in which the tasks are allocated to the worker groups that are popular for the organization of workers at many crowdsourcing websites. Moreover, a group
Table 6.3: Results of parameter test on number of tasks

<table>
<thead>
<tr>
<th>Occupancy Rate of Leader</th>
<th>0.0</th>
<th>0.5</th>
<th>1.0</th>
</tr>
</thead>
<tbody>
<tr>
<td>Number of tasks</td>
<td>20</td>
<td>40</td>
<td>60</td>
</tr>
<tr>
<td>Average synergy</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>value of workers</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>x</td>
<td>9.4</td>
<td>18.9</td>
<td>28.4</td>
</tr>
<tr>
<td>y</td>
<td>1.8</td>
<td>4.2</td>
<td>7.1</td>
</tr>
<tr>
<td>z</td>
<td>1.2</td>
<td>4.3</td>
<td>8.7</td>
</tr>
<tr>
<td>Average consistency</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>value of workers</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>x</td>
<td>3.7</td>
<td>74.1</td>
<td>111.2</td>
</tr>
<tr>
<td>y</td>
<td>1.9</td>
<td>7.1</td>
<td>10.6</td>
</tr>
<tr>
<td>z</td>
<td>5.5</td>
<td>11.3</td>
<td>17.3</td>
</tr>
<tr>
<td>Average conflict</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>value of workers</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>x</td>
<td>4.4</td>
<td>88.9</td>
<td>133.3</td>
</tr>
<tr>
<td>y</td>
<td>2.9</td>
<td>59.5</td>
<td>89.3</td>
</tr>
<tr>
<td>z</td>
<td>3.0</td>
<td>68.9</td>
<td>102.2</td>
</tr>
<tr>
<td>Average skill</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>coverage rate</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>x</td>
<td>0.5</td>
<td>0.4</td>
<td>0.5</td>
</tr>
<tr>
<td>y</td>
<td>1.9</td>
<td>17.1</td>
<td>25.8</td>
</tr>
<tr>
<td>z</td>
<td>2.0</td>
<td>30.0</td>
<td>44.9</td>
</tr>
<tr>
<td>Average total</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>wages of workers</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>x</td>
<td>8.1</td>
<td>16.1</td>
<td>24.1</td>
</tr>
<tr>
<td>y</td>
<td>2.8</td>
<td>57.4</td>
<td>85.4</td>
</tr>
<tr>
<td>z</td>
<td>2.0</td>
<td>40.8</td>
<td>60.8</td>
</tr>
<tr>
<td>Average pairwise</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>communication of</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>workers</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>x</td>
<td>4.1</td>
<td>81.0</td>
<td>123</td>
</tr>
<tr>
<td>y</td>
<td>2.1</td>
<td>43.0</td>
<td>66</td>
</tr>
<tr>
<td>z</td>
<td>4.4</td>
<td>80.0</td>
<td>118</td>
</tr>
<tr>
<td>Average pairwise</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>communication of</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>workers</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>x</td>
<td>3.9</td>
<td>78.0</td>
<td>119</td>
</tr>
</tbody>
</table>

might often not have the complete skills to implement the allocated task; therefore, the group needs to coordinate with other contextual groups in the social network to obtain the needed skills. Therefore, this chapter investigates the context-aware task allocation problem for group-oriented crowdsourcing. We initially prove the problem is NP-hard; then, we present a heuristic approach that can be realized within a limited time complexity. In the heuristic approach, a function of crowdsourcing value is defined to measure the probability of a group being selected to participate in a task. This chapter theoretically proves that the heuristic approach can ensure that the optimization objective is approached.

Finally, we conduct extensive experiments on a real-world crowdsourcing dataset.
The experiments on a real-world dataset show that the two typical limitations in previous studies can be solved well by our presented approach with good synergy performance, consistency performance, conflict performance, adaptability, and effectiveness of assigned workers.
Chapter 7

Conclusion and Future Work

This thesis proposes a series of approaches in the area of complex task allocation in crowdsourcing. In this chapter, we will summarize the major contributions in this thesis and discuss several potential future research directions.

7.1 Conclusion

Since the term “crowdsourcing” was coined in 2005, crowdsourcing has experienced a lot of development and application these years and also has made significantly influence to our life. Along with its developing process, complex task allocation has become one of the critical issues in crowdsourcing. With considering the fact that workers in crowdsourcing are connected by social networks as well as motivated by analyses of the data from some leading complex-oriented crowdsourcing websites, this thesis investigates crowdsourcing in social network contexts and presents models to address the typical problems in complex task allocation.

First, in Chapter 3 we propose a context-aware reliable crowdsourcing approach aiming to solve two typical problems noted in previous studies of crowdsourcing complex tasks: the requesters undertake a heavy burden when decomposing complex tasks into a set of micro-subtasks, and reliability may not be ensured when there are many
malicious workers in the crowd. In our approach, we define the concept of crowdsourcing value by considering a worker’s self-situation and contextual-situation in the social network, and we then use it to measure the priority of assigning a worker with the task. Besides, a worker’s reliability is determined not only by the reputation of the worker himself/herself but also by the reputations of the his/her contextual workers, which can effectively address the unreliability of transient or malicious workers. The advantage of the presented approach is testified by the experiments on a real-world dataset.

Second, in Chapter 4, in order to address the limitations of the popular retail-style task allocation that cannot scale to large numbers of concurrent tasks due to the large computational cost of allocation and in which many workers’ skills and time may not be fully utilized, we present a batch allocation method which can reduce requesters’ total real payment as well as improving each worker’ incomes. We first prove that the optimal batch allocation is an NP-hard problem. Then, two heuristic approaches, layered batch allocation and core-based batch allocation, are proposed to solve the problem. The layered approach can achieve good performance but has high computational cost, and the core-based achieves suboptimal performance but can reduce computational cost significantly. The theoretical analyses and experiments including real online testing show that the batch allocation achieves better performances comparing with the previous benchmark approaches.

Third, in Chapter 5, we propose a distributed team formation approach for a batch of tasks to solve the drawbacks of previous team formation studies that each team is tailored only for one task and the centralized manner used in these studies may place a heavy burden on requesters. In our approach, the team is formed for a batch of tasks with similar skill requirements so it saves computational cost, and workers self-organize the team formation though their social networks. We first formalize the optimization objective of the problem and prove that the problem is NP-hard. We then propose two heuristic approaches to solve it. One is to form a fixed team for all tasks in the batch, and the other is to form a basic team that can be dynamically adjusted for each task in the batch. In comparison, the first approach saves computational cost but the second one performs better in reducing the total payments by requesters. The experiments show
that our two presented approaches have better performance compared with previous benchmark approaches.

Fourth, in Chapter 6, we propose a group-oriented task allocation approach to address the limitations of previous individual-oriented or team formation-based crowdsourcing studies which do not consider the situation that workers are often naturally organized into groups through social networks. With our approach, workers within the same group often have rich cooperation experience so it is more probable that workers cooperate better in performing a new task, and groups are organized naturally so it can better fit the crowdsourcing with varying tasks. We first prove that the optimization problem is NP-hard; then, we present a heuristic approach that can be realized within a limited time complexity. The experiments on a real-world dataset show that the two typical limitations in previous studies can be solved well by our presented approach with good synergy performance, consistency performance, conflict performance, adaptability, and effectiveness of assigned workers.

7.2 Future work

In this thesis, we only made online experiments for batch allocation in Chapter 4 but conducted simulation experiments on software domain by using real dataset collected from crowdsourcing platforms for other models. The reason is that if we want to fully test other models by real online experiments on crowdsourcing platforms, it needs the support from the operators of crowdsourcing platforms. Therefore, in the future, we will build a testbed for testing the crowdsourcing models and algorithms. Comparing with the current crowdsourcing platforms, the testbed will consider more about the factor of social network structure, so it would harness the power of social network better. Then, with the testbed, we can further test our approaches presented in this thesis and also conduct real online experiments for other models more conveniently.

In the thesis, we use the worker’s and his/her contextual workers’ reputations to ensure the reliability. This approach has the advantage that even when a worker comes to the system for the first time, his/her initial reputation can be measured through the
past experiences of his/her contextual workers, so reliability of the transient workers can be achieved. Experiments are conducted and testify the effectiveness of the contextual reputation mechanism works when there are many malicious workers in the crowds on the macroscopic scale. However, if the malicious behaviour is deliberately designed, the current reputation mechanism may not work well. For instance, a malicious worker can pretend to be a normal one at the beginning and get high reputation record, and he/she may attack the task execution results using the way liking Byzantine attacks. Currently, our reputation approach cannot deal with such attacks. Therefore, in the future, we will explore how to design a mechanism to identify such malicious workers in the task allocation process, and design mechanism to ensure the consensus of the execution results.

In our models, the workers are supposed to be cooperative with each other, which is draw from the conclusion that workers connected by social network are often coadjutant [33, 63]. However, as many tasks are quite complex, we find that the budget of a task often be thousands dollars at the crowdsourcing platform. Therefore, in reality, some workers may not be coadjutant anymore because of tempting by the huge monetary reward. In other words, workers may play games with each other when they apply and perform tasks to enhance their utilities. Therefore, in the future, we will consider the factor of non-cooperation between workers for the complex task allocation.

This thesis assumes that the crowdsourcing environments are fixed during task allocation and execution. In reality, the environments may be dynamic because workers may depart or join the groups dynamically. Moreover, the social network structure between workers may be evolved in the allocation and execution process. Therefore, some of our current algorithms might not be efficient to such dynamics. The adaptive mechanism and self-organization mechanism will be introduced for addressing dynamic environments in the future.
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